1. (A)

Which SELECT statement should you use if you want to display unique combinations of the POSITION and MANAGER values from the EMPLOYEE table?

SELECT DISTINCT position, manager FROM employee;

SELECT position, manager DISTINCT FROM employee;

SELECT position, manager FROM employee;

SELECT position, DISTINCT manager FROM employee;

Explanation:

To display a unique values in the result you can use the DISTINCT key word this will eliminate the duplicate values from the result of the query.

Question: 2. (A)

Which two are attributes of /SQL\*Plus? (Choose two)

/SQL\*Plus commands cannot be abbreviated.

/SQL\*Plus commands are accesses from a browser.

/SQL\*Plus commands are used to manipulate data in tables.

/SQL\*Plus commands manipulate table definitions in the database.

/SQL\*Plus is the Oracle proprietary interface for executing SQL statements.

Explanation:

SQL\*Plus commands can be used to manipulate data in tables and SQL\*Plus commands manipulate table definitions in the database.

Question: 3. (A)

You need to perform certain data manipulation operations through a view called EMP\_DEPT\_VU, which you previously created.

You want to look at the definition of the view (the SELECT statement on which the view was create.)

How do you obtain the definition of the view?

Use the DESCRIBE command in the EMP\_DEPT VU view.

Use the DEFINE VIEW command on the EMP\_DEPT VU view.

Use the DESCRIBE VIEW command on the EMP\_DEPT VU view.

Query the USER\_VIEWS data dictionary view to search for the EMP\_DEPT\_VU view.

Query the USER\_SOURCE data dictionary view to search for the EMP\_DEPT\_VU view.

Query the USER\_OBJECTS data dictionary view to search for the EMP\_DEPT\_VU view.

Explanation:

To look on the view definition you need to query the USER\_VIEWS data dictionary view and search for the EMP\_DEPT\_VU view.

Question: 4. (A)

Which is an /SQL\*Plus command?

INSERT

UPDATE

SELECT

DESCRIBE

DELETE

RENAME

Explanation:

There is only one SQL\*Plus command in this list: DESCRIBE. It cannot be used as SQL command. This command returns a description of *tablename*, including all columns in that table, the datatype for each column, and an indication of whether the column permits storage of NULL values.

Question: 5. (A)

You need to produce a report for mailing labels for all customers. The mailing label must have only the customer name and address. The CUSTOMERS table has these columns:

|  |  |  |
| --- | --- | --- |
| CUST\_ID | NUMBER(4) | NOT NULL |
| CUST\_NAME | VARCHAR2(100) |  |
| CUST\_ADDRESS | VARCHAR2(150) |  |
| CUST\_PHONE | VARCHAR2(20) |  |

Which SELECT statement accomplishes this task?

SELECT\*

FROM customers;

SELECT name, address FROM customers;

SELECT id, name, address, phone FROM customers;

SELECT cust\_name, cust\_address FROM customers;

SELECT cust\_id, cust\_name, cust\_address, cust\_phone FROM customers;.

Explanation:

This answer provides correct list of columns for the output.

Question: 6. (A)

Evaluate this SQL statement:

SELECT e.EMPLOYEE\_ID,e.LAST\_NAME,e.DEPARTMENT\_ID, d.DEPARTMENT\_NAME. FROM EMP e, DEPARTMENT d

WHERE e.DEPARTMENT\_ID = d.DEPARTMENT\_ID;

In the statement, which capabilities of a SELECT statement are performed?

Selection, projection, join

Difference, projection, join

Selection, intersection, join

Intersection, projection, join

Difference, projection, product

Question: 7. (A)

Which two statements are true regarding the ORDER BY clause? (Choose two)

The sort is in ascending by order by default.

The sort is in descending order by default.

The ORDER BY clause must precede the WHERE clause.

The ORDER BY clause is executed on the client side.

The ORDER BY clause comes last in the SELECT statement.

The ORDER BY clause is executed first in the query execution.

Question: 8. (A)

From SQL\*Plus, you issue this SELECT statement: SELECT\*

From orders;

You use this statement to retrieve data from a data table for \_\_\_\_\_\_\_\_\_\_. (Choose all that apply)

Updating

Viewing

Deleting

Inserting

Truncating

Explanation:

You can use SELECT statement to display and to insert data into different table.

Question: 9. (A)

Evaluate this SQL\*Plus command:

START delaccount

Which task will this command accomplish?

It executes the DELACCOUNT PL/SQL routine.

It runs the DELACCOUNT.SQL script file.

It creates the DELACCOUNT file using the default file extension.

It invokes the editor to edit the contents of the DELACCOUNT file.

Explanation:

START is SQL\*Plus command which is used to run the already stored script. It will not display the actual command in the script.

Question: 10. (A)

Which SQL SELECT statement performs a projection, a selection, and join when executed?

SELECT p.id\_number, m.manufacturer\_id, m.city FROM product p, manufacturer m

WHERE p.manufacturer\_id = m.manufacturer\_id AND m.manufacturer\_id = 'NF10032';

SELECT id\_number, manufacturer\_id FROM product

ORDER BY manufacturer\_id, id\_number;

SELECT id\_number, manufacturer\_id FROM product

WHERE manufacturer\_id = 'NF10032';

SELECT manufacturer\_id, city FROM manufacturer

AND manufacturer\_id = 'NF10032' ORDER BY city;

Explanation:

PROJECTION will select the whole column values of the table while SELECTION will gives you rows of the table and JOIN is joining the two tables on a same column. To get all these task done in one statement you can use this command

SELECT p.id\_number, m.manufacturer\_id, m.city

FROM product p, manufacturer m

WHERE p.manufacturer\_id = m.manufacturer\_id

AND m.manufacturer\_id = 'NF10032';

Question: 11. (A)

The CUSTOMERS table has these columns:

|  |  |  |
| --- | --- | --- |
| CUSTOMER\_ID | NUMBER(4) | NOT NULL |
| CUSTOMER\_NAME | VARCHAR2(100) | NOT NULL |
| STREET\_ADDRESS | VARCHAR2(150) |  |
| CITY\_ADDRESS | VARCHAR2(50) |  |
| STATE\_ADDRESS | VARCHAR2(50) |  |
| PROVINCE\_ADDRESS | VARCHAR2(50) |  |
| COUNTRY\_ADDRESS | VARCHAR2(50) |  |
| POSTAL\_CODE | VARCHAR2(12) |  |
| CUSTOMER\_PHONE | VARCHAR2(20) |  |

Which statement finds the rows in the CUSTOMERS table that do not have a postal code?

SELECT customer\_id, customer\_name FROM customers

WHERE postal\_code CONTAINS NULL;

SELECT customer\_id, customer\_name FROM customers

WHERE postal\_code = '\_\_\_\_\_\_\_\_';

SELECT customer\_id, customer\_name FROM customers

WHERE postal\_code IS NULL;

SELECT customer\_id, customer\_name FROM customers

WHERE postal code IS NVL;

SELECT customer\_id, customer\_name

FROM customers

WHERE postal\_code = NULL;

Explanation:

This statement returns the rows in the CUSTOMERS table that do not have a postal code. The correct syntax to check NULL values is usage of “IS NULL” clause.

Question: 12. (A)

Evaluate these two SQL statements:

SELECT last\_name, salary , hire\_date

FROM EMPLOYEES

ORDER BY salary DESC;

SELECT last\_name, salary, hire\_date

FROM EMPLOYEES

ORDER BY 2 DESC;

What is true about them?

The two statements produce identical results.

The second statement returns a syntax error.

There is no need to specify DESC because the results are sorted in descending order by default.

The two statements can be made to produce identical results by adding a column alias for the salary column in the second SQL statement.

Explanation:

These two statements produce identical results, because it is possible even to use numbers to indicate the column position where Oracle should order the output from a statement.

Question: 13. (A)

Evaluate the set of SQL statements:

CREATE TABLE dept (deptno NUMBER(2), dname VARCNAR2(14), loc VARCNAR2(13)); ROLLBACK; DESCRIBE DEPT

What is true about the set?

The DESCRIBE DEPT statement displays the structure of the DEPT table.

The ROLLBACK statement frees the storage space occupies by the DEPT table.

The DESCRIBE DEPT statement returns an error ORA-04043: object DEPT does not exist.

The DESCRIBE DEPT statement displays the structure of the DEPT table only if the us a COMMIT statement introduced before the ROLLBACK statement..

Explanation:

The structure of the DEPT table will be displayed because the CREATE TABLE statement is DDL operation and it cannot be rolled back because implicit *commit* occurs on the database when a user exits SQL\*Plus or issues a data-definition language (DDL) command such as a *create table*

statement, user to create a database object, or an *alter table* statement, used to alter a database object.

Question: 14. (A)

Examine the data of the EMPLOYEES table.

EMPLOYEES (EMPLOYEE\_ID is the primary key. MGR\_ID is the ID of managers and refers to the EMPLOYEE\_ID)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | EMP\_NAME | DEPT\_ID | MGR\_ID | JOB\_ID | SALARY |
| 101 | Smith | 20 | 120 | SA\_REP | 4000 |
| 102 | Martin | 10 | 105 | CLERK | 2500 |
| 103 | Chris | 20 | 120 | IT\_ADMIN | 4200 |
| 104 | John | 30 | 108 | HR\_CLERK | 2500 |
| 105 | Diana | 30 | 108 | HR\_MGR | 5000 |
| 106 | Bryan | 40 | 110 | AD\_ASST | 3000 |
| 108 | Jennifer | 30 | 110 | HR\_DIR | 6500 |
| 110 | Bob | 40 |  | EX\_DIR | 8000 |
| 120 | Ravi | 20 | 110 | SA\_DIR | 6500 |

Evaluate this SQL statement:

SELECT e.employee\_id "Emp\_id", e.emp\_name "Employee", e.salary, m.employee\_id "Mgr\_id", m.emp\_name "Manager" FROM employees e, employees m

WHERE e.mgr\_id = m.employee\_id AND e.salary > 4000;

What is its output?

A.

EMP\_id EMPLOYEE SALARY Mgr\_id Manager

------- ---------- --------- ------------- --------------

110 Bob 8000 Bob

120 Ravi 6500 110 Ravi

108 Jennifer 6500 110 Jennifer

103 Chris 4200 120 Chris

105 Diana 5000 108 Diana

B.

EMP\_id EMPLOYEE SALARY Mgr\_id Manager

------- ---------- --------- ------------- --------------

120 Ravi 6500 110 Bob

108 Jennifer 6500 110 Bob

103 Chris 4200 120 Ravi

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 105 | Diana 500 108 Jennifer | |  |  |
| C. |  |  |  |  |
| EMP\_id EMPLOYEE SALARY Mgr\_id Manager | | |  |  |
| ------- ---------- --------- ------------- -------------- | | |  |  |
| 110 Bob 800 | |  |  |  |
| 120 | Ravi 6500 110 Bob | |  |  |
| 108 | Jennifer 6500 110 Bob | |  |  |
| 103 | Chris 4200 120 Ravi | |  |  |
| 105 | Diana 5000 108 Jennifer | |  |  |
| D |  |  |  |  |
| EMP\_id EMPLOYEE SALARY Mgr\_id Manager | | |  |  |
| ------- ---------- --------- ------------- -------------- | | |  |  |
| 110 Bob 8000 110 Bob | | |  |  |
| 120 | Ravi 6500 120 Ravi | |  |  |
| 108 | Jennifer 6500 108 Jennifer | |  |  |
| 103 | Chris 4200 103 Chris | |  |  |
| 105 | Diana 5000 105 Dina | |  |  |

E. The SQL statement produces an error.

Explanation:

This statement lists the ID, name, and salary of the employee, and the ID and name of the employee's manager, for all the employees who have a manager and earn more than 4000

Question: 15. (A)

Which /SQL\*Plus feature can be used to replace values in the WHERE clause?

Substitution variables

Replacement variables

Prompt variables

Instead-of variables

This feature cannot be implemented through /SQL\*Plus.

Explanation:

Lexical substitution variables can be used to replace values in the WHERE clause.

Question: 16. (A)

You are formulating queries in a SQL\*Plus. Which of the following statement correctly describes how to specify a column alias?

Place the alias at the beginning of the statement to describe the table.

Place the alias after each column separated by a space to describe the column.

Place the alias after each column separated by a comma to describe the column.

Place the alias at the end of the statement to describe the table.

Explanation:

Aliases do not describe the tables they describe columns so the alias should be place at the end of each column and separated by a space to describe the column.

Question: 17. (A)

You want to use a function in you column clause of a SQL statement. The NVL function accomplishes which of the following tasks?

Assists in the distribution of output across multiple columns.

Enables you to specify alternate output for non-NULL column values.

Enables you to specify alternated out for NULL column values.

Nullifies the value of the column out put.

Explanation:

NVL function is simple if\_then operation that test column values out to see whether it is NULL and if it find it is null then NVL substitutes the specified default value for the NULL value.

Question: 18. (A)

You want to use SQL\*Plus to connect to the oracle database. Which of the following choices does not indicate a component you must specify when logging into the oracle?

The SQL\*Plus Keyword.

The username

The password.

The database name.

Explanation:

When connecting to the database you don’t need to specify the name of the database and when you are not specifying the name of the database then you will be connected to the local database.

Question: 19. (A)

The EMPLOYEE\_HISTORY table contains these columns:

EMPLOYEE\_ID NUMBER

LAST\_NAME VARCHAR2(25)

FIRST\_NAME VARCHAR2(25)

DEPARTMENT\_ID NUMBER

POSITION VARCHAR2(30)

SALARY NUMBER(6,2)

HIRE\_DATE DATE

DEPART\_DATE DATE

The EMPLOYEE\_HISTORY table contains only former employees.

You need to create a report to display all former employees that were hired on or after January 1, 1996. The data should display in this format:

Former Employee Term of Employment

---------------------------- ----------------------------------

14837 - SMITH 10-MAY-92 / 01-JUN-01

Which SELECT statement could you use?

SELECT employee\_id||' - '||last\_name AS Former Employee, hire\_date||' / '||depart\_date AS Term of Employment

FROM employee\_history WHERE hire\_date > '31-DEC-95';

SELECT employee\_id||' - '||last\_name "AS Former Employee", hire\_date||' / '||depart\_date "AS Term of Employment"

FROM employee\_history

WHERE hire\_date > '31-DEC-95';

C. SELECT employee\_id||' - '||last\_name 'Former Employee', hire\_date||' / '||depart\_date 'Term of Employment'

FROM employee\_history WHERE hire\_date > '31-DEC-95' AND depart\_date > NULL;

D. SELECT employee\_id||' - '||last\_name "Former Employee", hire\_date||' / '||depart\_date "Term of Employment"

FROM employee\_history WHERE hire\_date > '31-DEC-95' AND depart\_date <> NULL;

E. SELECT employee\_id||' - '||last\_name "Former Employee", hire\_date||' / '||depart\_date "Term of Employment"

FROM employee\_history WHERE hire\_date > '31-DEC-95' AND depart\_date IS NOT NULL;

Question: 20. (A)

The EMPloyee table contains these columns: Empno Number(4)

Ename Varchar2(10) job varchar2(10) sal Varchar2(10)

You need to display the employees information by using this query.

How many columns are presented after executing this query:

SELECT Empno||','||Ename||','||Job "Employee Information" FROM employee;

1

2

3

0

4

.

Explanation

When we used Concatenation operator between diferent no of columns so then one Column as a resultant column is to be apperead.

Question: 21.(B)

Examine the data of the EMPLOYEES table.

EMPLOYEES (EMPLOYEE\_ID is the primary key. MGR\_ID is the ID of managers and refers to the EMPLOYEE\_ID)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | EMP\_NAME | DEPT\_ID | MGR\_ID | JOB\_ID | SALARY |
| 101 | Smith | 20 | 120 | SA\_REP | 4000 |
| 102 | Martin | 10 | 105 | CLERK | 2500 |
| 103 | Chris | 20 | 120 | IT\_ADMIN | 4200 |
| 104 | John | 30 | 108 | HR\_CLERK | 2500 |
| 105 | Diana | 30 | 108 | HR\_MGR | 5000 |
| 106 | Bryan | 40 | 110 | AD\_ASST | 3000 |
| 108 | Jennifer | 30 | 110 | HR\_DIR | 6500 |
| 110 | Bob | 40 |  | EX\_DIR | 8000 |
| 120 | Ravi | 20 | 110 | SA\_DIR | 6500 |

Which statement lists the ID, name, and salary of the employee, and the ID and name of the employee's manager, for all the employees who have a manager and earn more than 4000?

SELECT employee\_id "Emp\_id", emp\_name "Employee", salary,

employee\_id "Mgr\_id", emp\_name "Manager" FROM employees

WHERE salary > 4000;

SELECT e.employee\_id "Emp\_id", e.emp\_name "Employee", e.salary,

m.employee\_id "Mgr\_id", m.emp\_name "Manager" FROM employees e, employees m

WHERE e.mgr\_id = m.mgr\_id AND e.salary > 4000;

SELECT e.employee\_id "Emp\_id", e.emp\_name "Employee", e.salary,

m.employee\_id "Mgr\_id", m.emp\_name "Manager" FROM employees e, employees m

WHERE e.mgr\_id = m.employee\_id AND e.salary > 4000;

SELECT e.employee\_id "Emp\_id", e.emp\_name "Employee", e.salary,

m.mgr\_id "Mgr\_id", m.emp\_name "manager" FROM employees e, employees m

WHERE e.mgr\_id = m.employee\_id AND e.salary > 4000;

SELECT e.employee\_id "Emp\_id", e.emp\_name "Employee", e.salary,

m.mgr\_id "Mgr\_id", m.emp\_name "Manager" FROM employees e, employees m

WHERE e.employee\_id = m.employee\_id AND e.salary > 4000;.

Explanation:

This statement lists the ID, name, and salary of the employee, and the ID and name of the employee's manager, for all the employees who have a manager and earn more than 4000

Question: 22. (B)

You need to display the last names of those employees who have the letter “A” as the second character in their names.

Which SQL statement displays the required results?

SELECT last\_name FROM EMP

WHERE last\_name LIKE ‘\_A%’;

SELECT last\_name FROM EMP

WHERE last name =’\*A%’

SELECT last\_name FROM EMP

WHERE last name =’\_A%’;

SELECT last\_name FROM EMP

WHERE last name LIKE ‘\*A%’

Explanation:

Statement in this answer will show correct results because usage of operator LIKE and format mask ‘\_A%’ extract the last names of those employees who have the letter “A” as the second character in their names. Symbol ‘\_’ in format mask substitute exactly one symbol and cannot be NULL.

Question: 23. (B)

In which scenario would TOP N analysis be the best solution?

You want to identify the most senior employee in the company.

You want to find the manager supervising the largest number of employees.

You want to identify the person who makes the highest salary for all employees.

You want to rank the top three sales representatives who have sold the maximum number of products.

Explanation:

If you want to rank the top three sales representatives who have sold the maximum number of products TOP-N query will be the best solution. TON-N queries use inline views and are handy for displaying a short list of table data, based on “greatest” or “least” criteria.

Question: 24. (B)

Evaluate this SQL statement:

SELECT c.customer\_id, o.order\_id, o.order\_date, p.product\_name

FROM customer c, curr\_order o, product p

WHERE customer.customer\_id = curr\_order.customer\_id

AND o.product\_id = p.product\_id

ORDER BY o.order\_amount;

This statement fails when executed. Which change will correct the problem?

Include the ORDER\_AMOUNT column in the SELECT list.

Use the table name in the ORDER BY clause.

Remove the table aliases from the WHERE clause.

Use the table aliases instead of the table names in the WHERE clause.

Remove the table alias from the ORDER BY clause and use only the column name.

Explanation:

When an alias is define for a table name in join then you cannot use the table name instead of alias in the FROM clause while using alias in the SELECT list. An alias should be used in the WHERE clause also.

Question: 25. (B)

You want to display the titles of books that meet these criteria:

Purchased before January 21, 2001

Price is less then $500 or greater than $900

You want to sort the results by their data of purchase, starting with the most recently bought book.

Which statement should you use?

A. SELECT book\_title

FROM books

WHERE price between 500 and 900

AND purchase\_date < ’21-JAN-2001’

ORDER BY purchase\_date;

WHERE price IN (500,900)

AND purchase\_date < ’21-JAN-2001’ ORDER BY purchase date ASC;

SELECT book\_title

FROM books

WHERE price < 500 or > 900

AND purchase\_date < ’21-JAN-2001’

ORDER BY purchase date DESC;

D. SELECT book\_title

FROM books

WHERE (price < 500 OR price > 900)

AND purchase\_date < ’21-JAN-2001’

ORDER BY purchase date DESC;

Explanation:

This statement provides required results.

Question: 26. (B)

For which task would you use the WHERE clause in a SELECT statement?

to designate the ORDER table location

to compare PRODUCT\_ID values to 7382

to display only unique PRODUCT\_ID values

to restrict the rows returned by a GROUP BY clause

Explanation:

You can use the WHERE clause in the SELECT statement to implement the condition on the statement by comparing values.

Question: 27. (B)

The STUDENT\_GRADES table has these columns:

STUDENT\_ID NUMBER(12)

SEMESTER\_END DATE

GPA NUMBER(4,3)

The registrar has requested a report listing the students' grade point averages (GPA), sorted from highest grade point average to lowest within each semester, starting from the earliest date. Which statement accomplishes this?

SELECT student\_id, semester\_end, gpa FROM student\_grades

ORDER BY semester\_end DESC, gpa DESC;

SELECT student\_id, semester\_end, gpa FROM student\_grades

ORDER BY semester\_end ASC, gpa ASC;

SELECT student\_id, semester\_end, gpa FROM student\_grades

ORDER BY semester\_end, gpa DESC;

SELECT student\_id, semester\_end, gpa FROM student\_grades

ORDER BY gpa DESC, semester\_end DESC;

SELECT student\_id, semester\_end, gpa FROM student\_grades

ORDER BY gpa DESC, semester\_end ASC;.

Explanation:

This answer shows correct syntax and semantics to receive desired result.

Question: 28. (B)

The ORDERS table has these columns:

|  |  |  |
| --- | --- | --- |
| ORDER\_ID | NUMBER(4) | NOT NULL |
| CUSTOMER\_ID | NUMBER(12) | NOT NULL |
| ORDER\_TOTAL | NUMBER(10,2) |  |

The ORDERS table tracks the Order nnmher, the order total, and the customer to whom the Order belongs. Which two statements retrieve orders with an inclusive total that ranges between 100.00 and 2000.00 dollars? (Choose two.)

SELECT customer\_id, order\_id, order\_total FROM orders

RANGE ON order\_total (100 AND 2000) INCLUSIVE;

SELECT customer\_id, order\_id, order\_total FROM orders

HAVING order\_total BETWEEN 100 and 2000;

SELECT customer\_id, order\_id, order\_total FROM orders

WHERE order\_total BETWEEN 100 and 2000;

SELECT customer\_id, order\_id, order\_total FROM orders

WHERE order\_total >= 100 and <= 2000;

SELECT customer\_id, order\_id, order\_total FROM orders

WHERE order\_total >= 100 and order\_total <= 2000;

Explanation:

Answers C and E provide correct results to show. You can use BETWEEN or comparison operations to retrieve data.

Question: 29. (B)

Examine the structure of the PRODUCT table.

PRODUCT Table

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| PRODUCT \_ID | | | NUMBER | | NOT NULL, Primary Key | | | |
| PRODUCT\_NAME | | | VARCHAR2 | |  | | | |
|  | | | (25) | |  | | | |
| SUPPLIER\_ID | | | NUMBER | | Foreign key to SUPPLIER\_ID of the | | | |
|  | | |  | | SUPPLIER table | | | |
| CATERORY\_ID | | | NUMBER | |  | | | |
| QTY\_PER\_UNIT | | | NUMBER | |  | | | |
|  |  | |  | |  |  |  | |  |
| LIST\_RRICE |  | | NUMBER (5,2) | |  |  |  | |  |
| COST |  | | NUMBER (5,2) | |  |  |  | |  |

You want to display all product identification numbers of products for which there are 500 or more available for immediate sale. You want the product numbers displayed alphabetically by supplier, then by product number from lowest to highest. Which statement should you use to achieve the required results?

SELECT product\_id FROM product

WHERE qty\_per\_unit >= 500 ORDER BY supplier\_id, product\_id;

SELECT product\_id FROM product

WHERE qty\_per\_unit >= 500 SORT BY supplier\_id, product\_id;

SELECT product\_id FROM product

WHERE qty\_per\_unit >= 500

ORDER BY supplier\_id, product\_id DESC;

SELECT product\_id FROM product

WHERE qty\_per\_unit > 500 SORT BY supplier\_id, product\_id;

Explanation:

SELECT product\_id

FROM product

WHERE qty\_per\_unit >= 500

ORDER BY supplier\_id, product\_id;

This statement will give the product\_id from product table where qty\_per\_unit will be equal to and greater than 500 and it will sort it in ascending order by default.

Question: 30. (B)

Examine the data in TEACHER table.

|  |  |  |  |
| --- | --- | --- | --- |
| ID | LAST\_NAME | FIRST\_NAME | SUBJECT\_ID |
| 88 | Tsu | Ming | HST AMER |
| 70 | Smith | Ellen | HST INDIA |
| 56 | Jones | Karen | HST\_REVOL |
| 58 | Hann | Jeff | HST CURR |
| 63 | Hopewell | Mary Elizabetn | HST\_RELIG |

Which query should you use to return the following values from the TEACHER table? Name Subject

------------------------------------- -------------------

Jones, Karen HST\_REVOL

Hopewell, Mary Elizabeth HST\_RELIG

SELECT last\_name||', '||first\_name "Name", subject\_id "Subject" FROM teacher

WHERE subject\_id LIKE 'HST\\_%' ESCAPE '\';

SELECT last\_name||', '||first\_name "Name", subject\_id "Subject" FROM teacher

WHERE subject\_id = 'HST\\_R%';

SELECT last\_name||', '||first\_name "Name", subject\_id "Subject" FROM teacher

WHERE subject\_id LIKE '%HST\\_R%' ESC '\';

SELECT last\_name||', '||first\_name "Name", subject\_id "Subject" FROM teacher

WHERE subject\_id LIKE 'HST\_%';

Explanation:

When you need to have an exact match for the actual ‘%’ and ‘\_’ characters use the ESCAPE option. This option specifies what the ESCAPE character is.

Question: 31. (B)

You query the database with this SQL statement:

SELECT bonus

FROM salary

WHERE bonus BETWEEN 1 AND 250

OR (bonus IN(190, 500, 600)

AND bonus BETWEEN 250 AND 500);

Which value could the statement return?

100

260

400

600

Explanation:

For the above statement the value of bonus return will be 100. After resolving the above written operators the result return would be 100.

Question: 32. (B)

Examine the structure of the STUDENTS table:

|  |  |  |
| --- | --- | --- |
| STUDENT\_ID | NUMBER | NOT NULL, Primary |
|  |  | Key |
| STUDENT\_NAME | VARCHAR2(30) |  |
| COURSE\_ID | VARCHAR2(10) | NOT NULL |
| MARKS | NUMBER |  |
| START\_DATE | DATE |  |
| FINISH\_DATE | DATE |  |

You need to create a report of the 10 students who achieved the highest ranking in the course INT SQL and who completed the course in the year 1999.

Which SQL statement accomplishes this task?

SELECT student\_ id, marks, ROWNUM "Rank" FROM students

WHERE ROWNUM <= 10

AND finish\_date BETWEEN '01-JAN-99' AND '31-DEC-99' AND course\_id = 'INT\_SQL'

ORDER BY marks DESC;

SELECT student\_id, marks, ROWID "Rank"

FROM students

WHERE ROWID <= 10

AND finish\_date BETWEEN '01-JAN-99' AND '31-DEC-99'

AND course\_id = 'INT\_SQL'

ORDER BY marks;

SELECT student\_id, marks, ROWNUM "Rank" FROM (SELECT student\_id, marks

FROM students

WHERE ROWNUM <= 10

AND finish\_date BETWEEN '01-JAN-99' AND '31-DEC-99'

AND course\_id = 'INT\_SQL' ORDER BY marks DESC);

SELECT student\_id, marks, ROWNUM "Rank” FROM (SELECT student\_id, marks

FROM students

ORDER BY marks DESC) WHERE ROWNUM <= 10

AND finish\_date BETWEEN '01-JAN-99' AND '31-DEC-99' AND course\_id = 'INT\_SQL';

Explanation:

This statement using inline sub-query will provide correct results to show 10 students who achieved the highest ranking in the course INT SQL and who completed the course in the year 1999.

Question: 33. (B)

Examine the structure of the LINE\_ITEM table.

|  |  |  |
| --- | --- | --- |
| LINE\_ITEM\_ID | NUMBER(9) | NOT NULL, Primary Key |
| ORDER\_ID | NUMBER(9) | NOT NULL, Primary Key, Foreign Key to |
|  |  | ORDER\_ID column of the CURR\_ORDER table |
| PRODUCT\_ID | NUMBER(9) | NOT\_NULL, Foreign Key to PRODUCT\_ID column |
|  |  | of the PRODUCT table |
| QUANTITY | NUMBER(9) |  |

You must display the order number, line item number, product identification number, and quantity of each item where the quantity ranges from 10 through 100. The order numbers must be in the range of 1500 through 1575. The results must be sorted by order number from lowest to highest and then further sorted by quantity from highest to lowest.

Which statement should you use to display the desired result?

A. SELECT order\_id, line\_item\_id, product\_id, quantity

FROM line\_item

WHERE quantity BETWEEN 9 AND 101

AND order\_id BETWEEN 1500 AND 1575

ORDER BY order\_id DESC, quantity DESC;

SELECT order\_id, line\_item\_id, product\_id, quantity FROM line\_item

WHERE (quantity > 10 AND quantity < 100) AND order\_id BETWEEN 1500 AND 1575 ORDER BY order\_id ASC, quantity;

SELECT order\_id, line\_item\_id, product\_id, quantity FROM line\_item

WHERE (quantity > 9 OR quantity < 101) AND order\_id BETWEEN 1500 AND 1575 ORDER BY order\_id, quantity;

SELECT order\_id, line\_item\_id, product\_id, quantity FROM line\_item

WHERE quantity BETWEEN 10 AND 100 AND order\_id BETWEEN 1500 AND 1575 ORDER BY order\_id, quantity DESC;

Explanation:

Following query will give all the desire result by using to condition with ORDER BY clause with order\_id by default will be sorted in ascending order and quantity will be sorted in descending order

SELECT order\_id, line\_item\_id, product\_id, quantity FROM line\_item

WHERE quantity BETWEEN 10 AND 100 AND order\_id BETWEEN 1500 AND 1575 ORDER BY order\_id, quantity DESC;

Question: 34. (B)

The ITEM table contains these columns:

ITEM\_ID NUMBER(9)

COST NUMBER(7,2)

RETAIL NUMBER(7,2)

You need to create a report that displays the cost, the retail price, and the profit for item number 783920. To calculate the profit, subtract the cost of the item from its retail price, and then deduct an administrative fee of 25 percent of this derived value.

Which SELECT statement produces the desired results?

SELECT cost, retail, (retail - cost) - ((retail - cost) \* .25) "Profit" FROM item

WHERE item\_id = 783920;

SELECT cost, retail, (retail - cost) - retail - (cost \* .25) "Profit" FROM item

WHERE item\_id = 783920;

SELECT cost, retail, (retail - cost - retail - cost) \* .25 "Profit" FROM item

WHERE item\_id = 783920;

SELECT cost, retail, retail - cost - retail - cost \* .25 "Profit"

FROM item

WHERE item\_id = 783920;

Explanation:

To get a complete desired report you can use the following query with expressions

SELECT cost, retail, (retail - cost) - ((retail - cost) \* .25) "Profit"

FROM item

WHERE item\_id = 783920;

Question: 35. (B)

The ITEM table contains these columns:

ITEM\_ID NUMBER(9)

COST NUMBER(7,2)

RETAIL NUMBER(7,2)

The RETAIL and COST columns contain values greater than zero.

Evaluate these two SQL statements:

SELECT item\_id, (retail \* 1.25) + 5.00 - (cost \* 1.10) - (cost \* .10) AS Calculated Profit FROM item;

SELECT item\_id, retail \* 1.25 + 5.00 - cost \* 1.10 - cost \* .10 "Calculated Profit" FROM item;

What will be the result?

Statement 1 will display the 'Calculated Profit' column heading.

Statement 1 and statement 2 will return the same value.

Statement 1 will return a higher value than statement 2.

One of the statements will NOT execute.

Explanation:

For the above written statements the first statement will not execute because the column alias contain spaces so it should be place in the a double quotation marks for the statement to execute successful.

Question: 36. (B)

The EMP table contains these columns:

LAST NAME VARCHAR2(25)

SALARY NUMBER(6,2)

DEPARTMENT\_ID NUMBER(6)

You need to display the employees who have not been assigned to any department. You write the SELECT statement:

SELECT LAST\_NAME, SALARY, DEPARTMENT\_ID

FROM EMP

WHERE DEPARTMENT\_ID = NULL;

What is true about this SQL statement?

The SQL statement displays the desired results.

The column in the WHERE clause should be changed to display the desired results.

The operator in the WHERE clause should be changed to display the desired results.

The WHERE clause should be changed to use an outer join to display the desired results.

Explanation:

The operator in the WHERE clause should be changed to display the desired results. There are times when you want to substitute a value in place of NULL. Oracle provides this functionality with a special function, called NVL(). You cannot use operation equal with NULL, but you can achieve desired results using NVL() function after the WHERE clause.

Question: 37. (B)

Which two statements are true about WHERE and HAVING clauses? (Choose two)

A WHERE clause can be used to restrict both rows and groups.

A WHERE clause can be used to restrict rows only.

A HAVING clause can be used to restrict both rows and groups.

A HAVING clause can be used to restrict groups only.

A WHERE clause CANNOT be used in a query of the query uses a HAVING clause.

A HAVING clause CANNOT be used in subqueries.

, C

Explanation :

HAVING clause to specify which groups are to be displayed and thus further restrict the groups on the basis of aggregate information.The Oracle server performs the following steps when you use the Having clause

rows are grouped

the group function is applied to the group

the group that match the criteria in the Having clause are displayed.

WHERE clause cannot be use to restrict groups

HAVING clause use to restrict groups

WHERE clause cannot be use when there is group functions.

Question: 38. (B)

You are sorting data in a table in you SELECT statement in descending order. The column you are sorting on contains NULL records, where will the NULL record appears?

At the beginning of the list.

At the end of the list.

In the middle of the list.

At the same location they are listed in the unordered table.

Explanation:

When sorting a column with null values in ascending order then the oracle places the Null values at the end of the list if the sorting is in descending order the oracle places the null values at the start of the list.

Question: 39. (B)

The ACCOUNT table contains these columns:

ACCOUNT\_ID NUMBER(12)

PREVIOUS\_BALANCE NUMBER(7,2)

PAYMENTS NUMBER(7,2)

NEW\_PURCHASES NUMBER(7,2)

CREDIT\_LIMIT NUMBER(7)

You need to display the account number, finance charge, and current balance for accounts 1500 through 2000 with a current balance greater than the account's credit limit.

The finance charge is .9 percent (.009) of the previous balance. Adding the previous balance value,

new purchases value, and finance charge value, and then subtracting the payments value yields the current balance value.

Evaluate this statement:

SELECT account\_id, NVL(previous\_balance, 0) \* .009 finance\_charge, NVL(new\_purchases, 0) + (NVL(previous\_balance, 0) \* 1.009) - NVL(payments, 0) current balance

FROM account

WHERE (new\_purchases + (previous\_balance \* 1.009)) - payments > credit\_limit AND account\_id BETWEEN 1500 AND 2000;

Which statement about this SELECT statement is true?

The statement calculates the finance charge incorrectly.

The statement calculates the current balance incorrectly.

The statement returns only accounts that have NO previous balance.

The statement returns only accounts that have new purchases, previous balance, and payments values.

Ans. D

Question: 40.(C)

Examine the description of the EMPLOYEES table

|  |  |  |
| --- | --- | --- |
| EMP\_ID | NUMBER(4) | NOT NULL |
| LAST\_NAME | VARCHAR2(30) | NOT NULL |
| FIRST\_NAME | VARCHAR2(30) |  |
| DEPT\_ID | NUMBER(2) |  |
| JOB\_CAT | VARCHARD2(30) |  |
| SALARY | NUMBER(8,2) |  |

Which statement shows the maximum salary paid in each job category of each department?

SELECT dept\_id, job\_cat, MAX(salary) FROM employees

WHERE salary > MAX(salary);

SELECT dept\_id, job\_cat, MAX(salary) FROM employees

GROUP BY dept\_id, job\_cat;

SELECT dept\_id, job\_cat, MAX(salary) FROM employees;

SELECT dept\_id, job\_cat, MAX(salary) FROM employees

GROUP BY dept\_id;

SELECT dept\_id, job\_cat, MAX(salary) FROM employees

GROUP BY dept\_id, job\_cat, salary;

Explanation:

This answer provides correct syntax and semantics to show the maximum salary paid in each job category of each department.

Question: 41. (C)

Management has asked you to calculate the value 12\*salary\* comossion\_pct for all the employees in the EMP table. The EMP table contains these columns:

|  |  |  |
| --- | --- | --- |
| LAST NAME | VARCNAR2(35) | NOT NULL |
| SALARY | NUMBER(9,2) | NOT NULL |
| COMMISION\_PCT | NUMBER(4,2) |  |

Which statement ensures that a value is displayed in the calculated columns for all employees?

SELECT last\_name, 12\*salary\*commison\_pct FROM emp;

SELECT last\_name, 12\*salary\* (commission\_pct,0) FROM emp;

SELECT last\_name, 12\*salary\*(nvl(commission\_pct,0)) FROM emp;

SELECT last\_name, 12\*salary\*(decode(commission\_pct,0)) FROM emp;

Explanation:

This SELECT statement provides correct usage of NVL function to calculate columns for all employees. Oracle give you possibility to substitute a value in place of NULL. The basic syntax for NVL() is NVL(*column\_name, value\_if\_null*). Notice that the column specified in NVL() contains an actual value. That value is what Oracle returns; when the column is NULL, the special string is eturned. The value specified to be returned if the column value is NULL must be the same datatype as the column specified.

Question: 42. (C)

Examine the description of the STUDENTS table:

|  |  |
| --- | --- |
| STD\_ID | NUMBER(4) |
| COURSE\_ID | VARCHARD2(10) |
| START\_DATE | DATE |
| END\_DATE | DATE. |

Which two aggregate functions are valid on the START\_DATE column? (Choose two)

SUM(start\_date)

AVG(start\_date)

COUNT(start\_date)

AVG(start\_date, end\_date)

MIN(start\_date)

MAXIMUM(start\_date)

& E

Explanation:

It is possible to apply COUNT() and MIN() functions on the column with DATE data type.

Question: 43. (C)

The EMPLOYEE tables has these columns:

|  |  |
| --- | --- |
| LAST\_NAME | VARCNAR2(35) |
| SALARY | NUMBER(8,2) |
| COMMISSION\_PCT | NUMBER(5,2) |

You want to display the name and annual salary multiplied by the commission\_pct for all employees. For records that have a NULL commission\_pct, a zero must be displayed against the calculated column. Which SQL statement displays the desired results?

SELECT last\_name, (salary \* 12) \* commission\_pct FROM EMPLOYEES;

SELECT last\_name, (salary \* 12) \* IFNULL(commission\_pct, 0)

FROM EMPLOYEES;

SELECT last\_name, (salary \* 12) \* NVL2(commission\_pct, 0) FROM EMPLOYEES;

SELECT last\_name, (salary \* 12) \* NVL(commission\_pct, 0) FROM EMPLOYEES;

Explanation:

This SELECT statement provides correct usage of NVL function to calculate columns for all employees. Oracle give you possibility to substitute a value in place of NULL. The basic syntax for NVL() is NVL(*column\_name, value\_if\_null*). Notice that the column specified in NVL() contains an actual value. That value is what Oracle returns; when the column is NULL, the special string isreturned. The value specified to be returned if the column value is NULL must be the same datatype as the column specified.

Question: 44. (C)

You would like to display the system date in the format "Monday, 01 June, 2001". Which SELECT statement should you use?

SELECT TO\_DATE(SYSDATE, 'FMDAY, DD Month, YYYY') FROM dual;

SELECT TO\_CHAR(SYSDATE, 'FMDD, DY Month, 'YYY') FROM dual;

SELECT TO\_CHAR(SYSDATE, 'FMDay, DD Month, YYYY') FROM dual;

SELECT TO\_CHAR(SYSDATE, 'FMDY, DDD Month, YYYY')

FROM dual;

SELECT TO\_DATE(SYSDATE, 'FMDY, DDD Month, YYYY') FROM dual;

Explanation:

This answer is correct: “Day” shows the day spelled out, “DD” shows the two-digit date, “Month” provides the month spelled out, “YYYY” shows the four -digit year. “FMDay” is special format mask to suppresses the extra spaces between the name of the day and the number of the date.

Question: 45. (C)

Evaluate the SQL statement:

SELECT ROUND(TRUNC(MOD(1600,10),-1),2)

FROM dual;

What will be displayed?

0

1

0.00

An error statement

Explanation:

Result will be 0. MOD(x,y) function calculates the modulus of x, defined in long division as the integer remainder when x is divided by y until no further whole number can be produced. TRUNC() function truncates x to the decimal precision of y. ROUND(x,y) rounds x to the decimal precision of y.

Question: 46. (C)

Examine the description of the MARKS table:

|  |  |
| --- | --- |
| STD\_ID | NUMBER(4) |
| STUDENT\_NAME | VARCHAR2(30) |
| SUBJ1 | NUMBER(3) |
| SUBJ2 | NUMBER(3) |

SUBJ1 and SUBJ2 indicate the marks obtained by a student in two subjects. Examine this SELECT statement based on the MARKS table:

SELECT subj1+subj2 total\_marks, std\_id

FROM marks

WHERE subj1 > AVG(subj1) AND subj2 > AVG(subj2)

ORDER BY total marks;

What is the result of the SELECT statement?

The statement executes successfully and returns the student ID and sum of all marks for each student who obtained more than the average mark in each subject.

The statement returns an error at the SELECT clause.

The statement returns an error at the WHERE clause.

The statement returns an error at the ORDER BY clause.

Explanation:

The statement returns an error at the WHERE clause because group function AVG() cannot be used in the WHERE clause. Group functions can be used in SELECT clause and GROUP BY clause. They allow you to perform data operations on several values in a column of data as though the column were one collective group of data.

Question: 47. (C)

Which three SELECT statements displays 2000 in the format “$2,000.00”? (Choose three)

SELECT TO\_CHAR (2000, ‘$#,###.##’) FROM dual;

SELECT TO\_CHAR (2000, ‘$0,000.00’) FROM dual;

SELECT TO\_CHAR (2000, ‘$9,999.00’) FROM dual;

SELECT TO\_CHAR (2000, ‘$9,999.99’) FROM dual;

SELECT TO\_CHAR (2000, ‘$2,000.00’) FROM dual;

SELECT TO\_CHAR (2000, ‘$N,NNN.NN’) FROM dual;

Explanation:

Only queries in answers B, C and D will show result as in the format “$2,000.00”.

Question: 48. (C)

Examine the description of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| EMP\_ID | NUMBER(4) | NOT NULL |
| LAST\_NAME | VARCHAR2(30) | NOT NULL |
|  |  |  |
| FIRST\_NAME | VARCHAR2(30). |  |
| DEPT\_ID | NUMBER(2) |  |
| JOB\_CAT | VARCHAR2(30) |  |
| SALARY | NUMBER(8,2) |  |
|  |  |  |

Which statement shows the department ID, minimum salary, and maximum salary paid in that department, only of the minimum salary is less then 5000 and the maximum salary is more than 15000?

SELECT dept\_id, MIN(salary(, MAX(salary) FROM employees

WHERE MIN(salary) < 5000 AND MAX(salary) > 15000;

SELECT dept\_id, MIN(salary), MAX(salary) FROM employees

WHERE MIN(salary) < 5000 AND MAX(salary) > 15000 GROUP BY dept\_id;

SELECT dept\_id, MIN(salary), MAX(salary) FROM employees

HAVING MIN(salary) < 5000 AND MAX(salary) > 15000;

SELECT dept\_id, MIN(salary), MAX(salary) FROM employees

GROUP BY dept\_id

HAVING MIN(salary) < 5000 AND MAX(salary) > 15000;

SELECT dept\_id, MIN(salary), MAX(salary) FROM employees

GROUP BY dept\_id, salary

HAVING MIN(salary) < 5000 AND MAX(salary) > 15000;

Explanation:

This SELECT statement shows correct result.

Incorrect Answers

A: To provide correct data statement needs also GROUP BY clause.

B: This statement will not provide correct results.

C: HAVING clause can be used only in conjunction with GROUP BY clause. E: You need only grouping by department, not by salary.

Question: 49. (C)

Which two are true about aggregate functions? (Choose two.)

You can use aggregate functions in any clause of a SELECT statement.

You can use aggregate functions only in the column list of the SELECT clause and in the WHERE clause of a SELECT statement.

You can mix single row columns with aggregate functions in the column list of a SELECT statement by grouping on the single row columns.

You can pass column names, expressions, constants, or functions as parameters to an aggregate function.

You can use aggregate functions on a table, only by grouping the whole table as one single group.

You cannot group the rows of a table by more than one column while using aggregate functions.

Explanation:

It is possible to mix single row columns with aggregate functions in the column list of a SELECT statement by grouping on the single row columns. Also it is acceptable to pass column names, expressions, constraints, or other functions as parameters to an aggregate function.

Question: 50. (C)

Which four statements correctly describe functions that are available in SQL? (Choose four)

INSTR returns the numeric position of a named character.

NVL2 returns the first non-null expression in the expression list.

TRUNCATE rounds the column, expression, or value to n decimal places.

DECODE translates an expression after comparing it to each search value.

TRIM trims the heading of trailing characters (or both) from a character string.

NVL compares two expressions and returns null if they are equal, or the first expression of they are not equal.

NULLIF compares two expressions and returns null if they are equal, or the first expression if they are not equal.

Explanation:

INSTR returns the numeric position of a named character. DECODE translates an expression after comparing it to each search value. TRIM trims the heading of trailing characters (or both)

from a character string. NULLIF compares twp expressions and returns null if they are equal, or the first expression if they are not equal.

Question: 51. (C)

Examine the structures of the PATIENT, PHYSICIAN, and ADMISSION tables.

PATIENT Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| PATIENT\_ID | NUMBER |  | NOT NULL, Primary Key |  |
| LAST\_NAME | VARCHAR2 (30) | | NOT NULL |  |
| FIRST\_NAME | VARCHAR2 (25) | | NOT NULL |  |
| DOB | DATE |  |  |  |
| INS\_CODE | NUMBER |  |  |  |
| PHYSICIAN Table |  |  |  |  |
| PHYSICIAN \_ID | NUMBER |  | NOT NULL, Primary Key |  |
| LAST\_NAME | VARCHAR2 (30) | | NOT NULL |  |
| FIRST\_NAME | VARCHAR2 (25) | | NOT NULL |  |
| LICENSE\_NO | NUMBER (7) | | NOT NULL |  |
| HIRE\_DTAE | DATE |  |  |  |
| ADMISSION Table |  |  |  |  |
| PATIENT\_ID | NUMBER | NOT NULL, Primary Key, References PATIENT\_ID column of | | |
|  |  | the PATIENT table | | |
| PHYSICIAN\_ID | NUMBER | NOT NULL, Primary Key, References PHYSICIAN\_ID column | | |
|  |  | of the PHYSICIA table | | |
| ADMIT\_DATE | DATE |  |  |  |
| DISCHG\_DATE | DATE |  |  |  |
| ROOM\_ID | NUMBER | Foreign key to ROOM\_ID of the ROOM table | | |

Which SQL statement will produce a list of all patients who have more than one physician?

SELECT p.patient\_id FROM patient p

WHERE p.patient\_id IN (SELECT patient\_id FROM admission

GROUP BY patient\_id HAVING COUNT(\*) > 1);

SELECT DISTINCT a.patient\_id FROM admission a, admission a2 WHERE a.patient\_id = a2.patient\_id

AND a.physician\_id <> a2.physician\_id;

SELECT patient\_id

FROM admission

WHERE COUNT(physician\_id) > 1;

D. SELECT patient\_id

FROM patient FULL OUTER JOIN physician;

Explanation:

Self join can be used to find the above desired result to list all patients who have more than one physician as

SELECT DISTINCT a.patient\_id

FROM admission a, admission a2

WHERE a.patient\_id = a2.patient\_id

AND a.physician\_id <> a2.physician\_id;

Question: 52. (C)

Which clause should you use to exclude group results?

WHERE

HAVING

RESTRICT

GROUP BY

ORDER BY

Explanation:

HAVING clause is used to weed out unwanted data once the data is grouped using the GROUP BY statement.

Question: 53. (C)

In a SELECT statement that includes a WHERE clause, where is the GROUP BY clause placed in the SELECT statement?

Immediately after the SELECT clause

Before the WHERE clause

Before the FROM clause

After the ORDER BY clause

After the WHERE clause

Explanation:

The GROUP BY clause can be place only after the WHERE clause, or after FROM clause if there is no the WHERE clause in the statement.

Question: 54. (C)

Which two are character manipulation functions? (Choose two.)

TRIM

REPLACE

TRUNC

TO\_DATE

MOD

CASE

Explanation:

TRIM() and REPLACE() are character manipulation functions.

Question: 55. (C)

The EMPLOYEES table contains these columns:

|  |  |
| --- | --- |
| LAST\_NAME | VARCHAR2 (25) |
| SALARY | NUMBER (6,2) |
| COMMISSION\_PCT | NUMBER (6) |

You need to write a query that will produce these results:

Display the salary multiplied by the commission\_pct.

Exclude employees with a zero commission\_pct.

Display a zero for employees with a null commission value.

Evaluate the SQL statement:

SELECT LAST\_NAME, SALARY\*COMMISSION\_PCT

FROM EMPLOYEES

WHERE COMMISSION\_PCT IS NOT NULL;

What does the statement provide?

All of the desired results

Two of the desired results

One of the desired results

An error statement

Explanation:

This statement will provide only one of the desired results: display the salary multiplied by the commission\_pct. It will not exclude employees with a zero commission\_pct and display a zero for employees with a null commission value.

Question: 56. (C)

Examine the structures of the EMPLOYEE and CURR\_ORDER tables as shown below:

EMPLOYEE Table

|  |  |  |  |
| --- | --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key | |
| LAST\_NAME | VARCHAR2 (25) |  |  |
| FIRST NAME | VARCHAR2 (25) |  |  |
| DEPT\_ID | NUMBER | Foreign key to DEPT\_ID column of the | |
|  |  | DEPARTMENTS table | |
| JOB\_ID | NUMBER | Foreign key to JOB\_ID column of the JOBS table | |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column | |
| SALARY | NUMBER (9,2) |  |  |
| COMMISSION | NUMBER (7,2) |  |  |
| HIRE\_DATE | DATE |  |  |
| CURR\_ORDER Table | |  |  |
|  |  |  |  |
| ORDER\_ID | NUMBER |  | NOT NULL, Primary Key |
| CUSTOMER\_ID | NUMBER |  | Foreign key to CUSTOMER\_ID column of the |
|  |  |  | COSTOMERS table |
| EMPLOYEE\_ID | NUMBER |  | Foreign key to EMP\_ID column of the EMPLOYEES |
|  |  |  | table |
| ORDER\_DATE | DATE |  |  |
| ORDER\_AMT | NUMBER (7,2) |  |  |
| SHIP\_METHOD | NUMBER (5) |  |  |

You queried the database with this SQL statement:

SELECT a.last\_name, a.first\_name, a.job\_id, NVL(a.commission, 0), b.avgcomm

FROM employee a, (SELECT job\_id, AVG(commission) AVGCOMM

FROM employee

WHERE commission IS NOT NULL

GROUP BY job\_id) b

WHERE a.job\_id = b.job\_id

AND a.commission < b.avgcomm;

Which is a result of this query?

The AVG function's DISTINCT keyword must be used in the inner query or the statement will fail when executed.

The employee information displayed will be for employees that have a commission that is less than the average commission of all employees who have the same job.

The employee information displayed will be displayed in numeric order by the JOB\_ID and in alphabetical order by the LAST\_NAME where the JOB\_IDs are the same.

A self join CANNOT be used in an outer query when the inner query is an inline view. The self join must be placed in the inner query for the statement to execute successfully.

Explanation:

For the above query the information of only those employee will be displayed that have a commission that is less than the average commission of all employees who have the same job.

Question: 57. (C)

Examine the structures of the EMPLOYEE and CURR\_ORDER tables.

EMPLOYEE Table

|  |  |  |  |
| --- | --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key | |
| LAST\_NAME | VARCHAR2 (25) |  |  |
| FIRST NAME | VARCHAR2 (25) |  |  |
| DEPT\_ID | NUMBER | Foreign key to DEPT\_ID column of the | |
|  |  | DEPARTMENTS table | |
| JOB\_ID | NUMBER | Foreign key to JOB\_ID column of the JOBS table | |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column | |
| SALARY | NUMBER (9,2) |  |  |
| COMMISSION | NUMBER (7,2) |  |  |
| HIRE\_DATE | DATE |  |  |
| CURR\_ORDER Table | |  |  |
| ORDER\_ID | NUMBER |  | NOT NULL, Primary Key |
| CUSTOMER\_ID | NUMBER |  | Foreign key to CUSTOMER\_ID column of the |
|  |  |  | COSTOMERS table |
| EMPLOYEE\_ID | NUMBER |  | Foreign key to EMP\_ID column of the EMPLOYEES |
|  |  |  | table |
| ORDER\_DATE | DATE |  |  |
| ORDER\_AMT | NUMBER (7, 2) |  |  |
| SHIP\_METHOD | NUMBER (5) |  |  |

To keep your top sales representatives motivated, your company plans to increase the bonuses of employees. You need to create a SELECT statement that returns the name, bonus, and maximum order amount associated with each employee for all employees whose bonus is less than 8 percent of their maximum order amount.

Which SELECT statement should you use?

SELECT e.last\_name, e.first\_name, e.commission, o.maxamt

FROM employee e, (SELECT employee\_id, MAX(order\_amt) MAXAMT FROM curr\_order

GROUP BY employee\_id) o

WHERE e.employee\_id = o.employee\_id AND e.commission < .08 \* o.maxamt;

SELECT e.last\_name, e.first\_name, e.commission, MAX(o.order\_amount) MAXAMT FROM employee e, curr\_order o

WHERE e.employee\_id = o.employee\_id AND e.commission < .08 \* o.maxamt

GROUP BY e.last\_name, e.first\_name, e.commission;

SELECT e.last\_name, e.first\_name, e.commission, MAX(o.order\_amt) FROM employee e, curr\_order

WHERE e.employee\_id = o.employee\_id

AND e.commission < .08 \* (SELECT employee\_id, MAX(order\_amt) MAXAMT FROM curr\_order

GROUP BY employee\_id);

SELECT last\_name, first\_name, commission, max\_amt

FROM employee, (SELECT employee\_id, MAX(order\_amt) MAXAMT FROM curr\_order

GROUP BY employee\_id)

WHERE employee.employee\_id = curr\_order.employee\_id AND commission < .08 \* maxamt;

Explanation:

Ans A contain the complete statement that will give you all the desire result needed from the query.

Question: 58. (C)

The PRODUCT table contains these columns:

PRODUCT\_ID NUMBER(9)

PRODUCT\_NAME VARCHAR2(25)

COST NUMBER(5,2)

LIST\_PRICE NUMBER(5,2)

SUPPLIER\_ID NUMBER(9)

You need to display product names, costs, supplier ids, and average list prices for all the products that cost more than the average cost of products provided by the same supplier. Which SELECT statement will achieve these results?

SELECT product\_name, cost, supplier\_id, AVG(list\_price) FROM product p, product a

WHERE p.supplier\_id = a.supplier\_id GROUP BY product\_name, cost, supplier\_id;

SELECT product\_name, cost, p.supplier\_id, AVG(list\_price) FROM product p, (SELECT supplier\_id, AVG(cost) avg\_cost FROM product

GROUP BY supplier\_id) a WHERE p.cost > a.avg\_cost

GROUP BY product\_name, cost, p.supplier\_id;

SELECT product\_name, cost, supplier\_id, AVG(list\_price) FROM product

WHERE supplier\_id IN (SELECT supplier\_id, AVG(cost) avg\_cost FROM product

GROUP BY supplier\_id)

GROUP BY product\_name, cost, supplier\_id;

SELECT product\_name, cost, p.supplier\_id, AVG(list\_price) FROM product p, (SELECT supplier\_id, AVG(cost) avg\_cost FROM product

GROUP BY supplier\_id) a

WHERE p.supplier\_id = a.supplier\_id AND p.cost > a.avg\_cost

GROUP BY product\_name, cost, p.supplier\_id;

Explanation:

For the above desired result the subquery will first find the average cost group by supplier\_id and then making a join this will give the cost of all products that cost more than the average cost as SELECT product\_name, cost, p.supplier\_id, AVG(list\_price)

FROM product p, (SELECT supplier\_id, AVG(cost) avg\_cost FROM product

GROUP BY supplier\_id) a

WHERE p.supplier\_id = a.supplier\_id AND p.cost > a.avg\_cost

GROUP BY product\_name, cost, p.supplier\_id;

Question: 60. (C)

The CUSTOMERS table has these columns:

|  |  |  |
| --- | --- | --- |
| CUSTOMER\_ID | NUMBER(4) | NOT NULL |
| CUSTOMER\_NAME | VARCHAR2(100) | NOT NULL |
| STREET\_ADDRESS | VARCHAR2(150) |  |
| CITY\_ADDRESS | VARCHAR2(50) |  |
| STATE\_ADDRESS | VARCHAR2(50) |  |
| PROVINCE\_ADDRESS | VARCHAR2(50) |  |
| COUNTRY\_ADDRESS | VARCHAR2(50) |  |
| POSTAL\_CODE | VARCHAR2(12) |  |
| CUSTOMER\_PHONE | VARCHAR2(20) |  |

The CUSTOMER\_ID column is the primary key for the table.

Which two statements find the number of customers? (Choose two.)

SELECT TOTAL(\*) FROM customers;

SELECT COUNT(\*) FROM customers;

SELECT TOTAL(customer\_id) FROM customers;

SELECT COUNT(customer\_id) FROM customers;

SELECT COUNT(customers) FROM customers;

SELECT TOTAL(customer\_name) FROM customers;

Explanation:

These statements provide correct syntax and semantics to show the number of customers. Function COUNT() can be used with substitution symbol of all columns “\*” or just with one column name. Last query will be processed a little bit faster.

Question: 61. (C)

Examine the structures of the EMPLOYEES and TAX tables.

EMPLOYEES

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID |  | NUMBER |  | NOT NULL, Primary Key | |
| EMP\_NAME |  | VARCHAR2 (30) | |  |  |
| JOB\_ID |  | VARCHAR2 (20) | |  |  |
| SALARY |  | NUMBER |  |  |  |
| MGR\_ID |  | NUMBER |  | References EMPLOYEE\_ID column | |
| DEPARTMENT\_ID |  | NUMBER |  | Foreign key to DEPARTMENT\_ID column of the | |
|  |  |  |  | DEPARTMENTS table | |
| TAX |  |  |  |  |  |
| MIN\_SALARY | NUMBER | |  |  |  |
| MAX\_SALARY | NUMBER | |  |  |  |
| TAX\_PERCENT | NUMBER | | Percentage tax for given salary range | |  |

You need to find the percentage tax applicable for each employee. Which SQL statement would you use?

SELECT employee\_id, salary, tax\_percent FROM employees e, tax t

WHERE e.salary BETWEEN t.min\_salary AND t.max\_salary;

SELECT employee\_id, salary, tax\_percent FROM employees e, tax t.

WHERE e.salary > t.min\_salary, tax\_percent

SELECT employee\_id, salary, tax\_percent

FROM employees e, tax t

WHERE MIN(e.salary) = t.min\_salary AND MAX(e.salary) = t.max\_salary

D. You cannot find the information because there is no common column between the two tables.

Explanation:

You can find the percentage tax applicable for each employee by using SQL statement in answer A.

Question: 62. (C)

Examine the data in the WORKORDER table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| WO\_ID | CUST\_ID | REQUIRED\_DT | COMPLE\_DT | AMOUNT |
| 1 | 1 | 04-DEC-2001 | 02-DEC-01 | 520.32 |
| 2 | 1 | 02-JAN-2002 |  |  |
| 3 | 2 | 17-JAN-2002 |  |  |
| 4 | 2 | 20-JAN-2002 | 05-JAN-2002 | 274.11 |
| 6 | 3 | 14-JAN-2001 | 13-JAN-2002 | 400.00 |
| 7 | 3 | 04-FEB -2002 |  |  |
| 8 | 4 | 01-FEB -2002 |  |  |
| 9 | 5 |  | 14-JAN-2002 |  |

The WORKORDER table contains these columns: WO\_ID NUMBER PK

CUST\_ID NUMBER REQUIRED\_DT DATE COMPL\_DT DATE AMOUNT NUMBER(7,2)

Which statement regarding the use of aggregate functions on the WORKORDER table is true?

Using the SUM aggregate function with the AMOUNT column is allowed in any portion of a SELECT statement.

Using the AVG aggregate function with any column in the table is allowed.

Using the SUM aggregate function on the AMOUNT column will result in erroneous results because the column contains null values.

Grouping on the REQUIRED\_DT and COMPL\_DT columns is NOT allowed.

Using the AVG aggregate function on the AMOUNT column ignores null values.

Using the MIN aggregate function on the COMPL\_DT column will return a null value.

Explanation:

All group functions except COUNT ignore null values. Using AVG aggregate function on the AMOUNT column ignores null values.

Question: 63.

The INVENTORY table contains these columns:

ID\_NUMBER NUMBER PK

CATEGORY VARCHAR2(10)

LOCATION NUMBER

DESCRIPTION VARCHAR2(30)

PRICE NUMBER(7,2)

QUANTITY NUMBER

You want to return the total of the extended amounts for each item category and location, including only those inventory items that have a price greater than $100.00. The extended amount of each item equals the quantity multiplied by the price. Which SQL statement will return the desired result?

SELECT category, SUM(price \* quantity) TOTAL, location FROM inventory

WHERE price > 100.00 GROUP BY category;

SELECT category, location, SUM(price) FROM inventory

WHERE price > 100.00 GROUP BY category, location;

SELECT category, SUM(price \* quantity) TOTAL, location FROM inventory

WHERE price > 100.00;

SELECT category, SUM(price \* quantity) TOTAL, location FROM inventory

WHERE price > 100.00 GROUP BY category, location;

Explanation:

You can find total extended amount by using SUM group by function and it can be grouped by catergory and then location with GROUP BY clause.

Question: 64. (C)

The EVENT table contains these columns:

EVENT\_ID NUMBER

EVENT\_NAME VARCHAR2(30)

EVENT\_DESC VARCHAR2(100)

EVENT\_TYPE NUMBER

LOCATION\_ID NUMBER

You have been asked to provide a report of the number of different event types at each location. Which SELECT statement will produce the desired result?

SELECT UNIQUE(location\_id), COUNT(event\_type) FROM event

GROUP BY location\_id;

SELECT COUNT(\*), DISTINCT(location\_id) FROM event;

SELECT DISTINCT (event\_type) FROM event

GROUP BY location\_id;

SELECT location\_id, COUNT(DISTINCT event\_type) FROM event

GROUP BY location\_id;

SELECT location\_id, MAX(DISTINCT event\_type) FROM event

GROUP BY location\_id;

Ans:d

Explanation:

Unique number of event types at each location can be find by using COUNT to count the number of events and then GROUP BY clause can be used with locatio\_id column to make it location wise.

Question: 65. (C)

Which two statements about the evaluation of clauses in a SELECT statement are true? (Choose two.)

The Oracle Server will evaluate a HAVING clause before a WHERE clause.

The Oracle Server will evaluate a WHERE clause before a GROUP BY clause.

The Oracle Server will evaluate a GROUP BY clause before a HAVING clause.

The Oracle Server will evaluate an ORDER BY clause before a WHERE clause.

The Oracle Server will evaluate an ORDER BY clause before a HAVING clause.

Explanation:

In SELECT statement WHERE clause comes after the FROM clause and before GROUP By clause while HAVING clause use to restrict the data group wise and it comes after the GROUP BY clause and ORDER BY clause comes after at end of SELECT statement.

Question: 66. (C)

Examine the structures of the EMPLOYEE and DEPARTMENT tables: EMPLOYEE

------------------

EMP\_ID NUMBER NOT NULL PK

NAME VARCHAR(30) NOT NULL

FNAME VARCHAR(25) NOT NULL DEPT\_NO NUMBER

TITLE VARCHAR2(25)

DEPARTMENT

------------------------

DEPT\_ID NUMBER NOT NULL PK DEPT\_NAME VARCHAR2(25)

You need to produce a list of departments, including the department names, that have more than three administrative assistants. Which SELECT statement will produce the desired result?

SELECT dept\_name

FROM employee JOIN department

ON employee.dept\_id = department.dept\_id

WHERE UPPER(title) = 'ADMINISTRATIVE ASSISTANT' GROUP BY dept\_name

HAVING emp\_id > 3;

SELECT dept\_name FROM employee GROUP BY dept\_no

HAVING LOWER(title) = 'administrative assistant' AND COUNT(\*) > 3;

SELECT dept\_name

FROM employee NATURAL JOIN department WHERE LOWER(title) = 'administrative assistant'

GROUP BY dept\_name

HAVING COUNT(emp\_id) > 3;

SELECT dept\_name

FROM employee e JOIN department d ON (e.dept\_no = d.dept\_id)

WHERE LOWER(title) = 'administrative assistant' AND COUNT(\*) > 3;

SELECT d.dept\_name

FROM employee e JOIN department d ON (e.dept\_no = d.dept\_id)

WHERE LOWER(title) = 'administrative assistant' GROUP BY dept\_name

HAVING COUNT(emp\_id) > 3;

SELECT d.dept\_name

FROM e.employee JOIN d.department ON (e.dept\_no = d.dept\_id)

WHERE LOWER(title) = 'administrative assistant' GROUP BY dept\_name

HAVING COUNT(emp\_id) > 3;

Explanation:

To obtain the above desired result LOWER function is used to used with the TITILE column value to find it whether values stored is in the lower case or in upper case it will convert it in to lower and compare it. COUNT function will count the whole values and restricted the result to three values by using HAVING clause.

Question: 67. (C)

Which two tasks can you perform by using the TO\_CHAR function? (Choose two)

Convert 10 to ‘TEN’

Convert ‘10’ to 10

Convert ‘10’ to ‘10’

Convert ‘TEN’ to 10

Convert a date to a character expression

Convert a character expression to a date

Explanation:

TO\_CHAR(x) function is used to convert the value x to a character or converts a date to a character string using formatting conventions.

Question: 68. (C)

Examine the data in the LINE\_ITEM table.

|  |  |  |  |
| --- | --- | --- | --- |
| LINE\_ITEM\_ID | ORDER\_ID | PRODUCT\_ID | QUANTITY |
| 2 | 1494 | A-2356 | 7 |
| 3 | 1533 | A-7849 | 18 |
| 6 | 1589 | C-589 | 33 |
| 1 | 1533 | A-3209 | 100 |
| 2 | 1533 | A-3210 | 1 |
| 4 | 1494 | Z-78 | 1 |
| 10 | 1588 | C-555 | 250 |
| 3 | 1494 | Z-79 | 5 |

You query the database and return the value 23. Which script did you use?

SELECT SUBSTR(product\_id, 3) FROM line\_item

WHERE line\_item\_id = 2 AND order\_id = 1494;

SELECT SUBSTR(product\_id, 3, -2) FROM line\_item

WHERE line\_item\_id = 2 AND order\_id = 1494;

SELECT SUBSTR(product\_id, -3, 2) FROM line\_item

WHERE line\_item\_id = 2 AND order\_id = 1494;

SELECT SUBSTR(product\_id, 3, 2) FROM line\_item

WHERE line\_item\_id = 2 AND order\_id = 1494;

Explanation:

A SUBSTR function can be used statement to extract a string of determined length.

Question: 69. (C)

Which SQL statement generates the alias Annual Salary for the calculated column SALARY\*12?

SELECT ename, salary\*12 ‘Annual Salary’ FROM employees;

SELECT ename, salary\*12 “Annual Salary” FROM employees;

SELECT ename, salary\*12 AS Annual Salary FROM employees;

SELECT ename, salary\*12 AS INITCAP(“ANNUAL SALARY”) FROM employees

Explanation:

This SQL statement provides correct syntax to generate the alias Annual Salary for the calculated column SALARY\*12.

Question: 70. (C)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2(25) |  |
| LAST\_NAME | VARCHAR2(25) |  |
| DEPARTMENT\_ | ID NUMBER |  |
| SALARY | NUMBER |  |

What is the correct syntax for an inline view?

SELECT a.last\_name, a.salary, a.department\_id, b.maxsal FROM employees a,

(SELECT department\_id, max(salary)maxsal FROM employees

GROUP BY department\_id) b

WHERE a.department\_id = b.department\_id AND a.salary < b.maxsal;

SELECT a.last name, a.salary, a.department\_id FROM employees a

WHERE a.department\_id IN (SELECT department\_id FROM employees b

GROUP BY department\_id having salary = (SELECT max(salary) from employees))

SELECT a.last\_name, a.salary, a.department\_id FROM employees a

WHERE a.salary = (SELECT max(salary) FROM employees b

WHERE a.department\_id = b.department\_id);

SELECT a.last\_name, a.salary, a.department\_id FROM employees a

WHERE (a.department\_id, a.salary) IN (SELECT department\_id, a.salary) IN (SELECT department\_id max(salary) FROM employees b

GROUP BY department\_id ORDER BY department\_id);

Explanation:

This SQL statement shows correct syntax to build inline views. You must enclose the query text for the inline view in parentheses and also give a label for the inline view so that columns in it can be referenced later. In answer A inline view is marked as B.

Question: 71. (C)

Which clause would you use in a SELECT statement to limit the display to those employees whose salary is greater then 5000?

ORDER BY SALARY > 5000.

GROUP BY SALARY > 5000

HAVING SALARY > 5000

WHERE SALARY > 5000

Explanation:

You need to use the WHERE clause to limit the display to those employees whose salary is greater then 5000.

Question: 72. (C)

You need to calculate the total of all salaries in the accounting department. Which group function should you use?

MAX

MIN

SUM

COUNT

TOTAL

LARGEST

Explanation:

Function SUM(x) calculates the sum of all values in column x in all rows returned by the SELECT statement.

Question: 73. (C)

Which SELECT statement will the result ‘elloworld’ from the string ‘HelloWorld’?

SELECT SUBSTR( ‘HelloWorld’,1) FROM dual;

SELECT INITCAP(TRIM (‘HelloWorld’, 1,1)) FROM dual;

SELECT LOWER(SUBSTR(‘HellowWorld’, 1, 1) FROM dual;

SELECT LOWER(SUBSTR(‘HelloWorld’, 2, 1) FROM dual;

SELECT LOWER(TRIM (‘H’ FROM ‘HelloWorld’)) FROM dual;

Explanation:

TRIM function accept a string describing the data you would like to trim from a column value. It can trim from both side of column value i.e. left and right. In the following statement this function will trim as

SELECT LOWER(TRIM (‘H’ FROM ‘HelloWorld’)) FROM dual;

From the above statement trim function will remove the character ‘H’ from ‘HelloWorld’ and LOWER function will convert the remaining character to lower case.

Question: 74. (C)

Evaluate this SQL statement:

SELECT e.employee\_id, (.15\* e.salary) + (.5 \* e.commission\_pct) + (s.sales amount \* (.35 \* e.bonus)) AS CALC\_VALUE

FROM employees e, sales s WHERE e.employee\_id = s.emp\_id;

What will happen if you remove all the parentheses from the calculation?

The value displayed in the CALC\_VALUE column will be lower.

The value displayed in the CALC\_VALUE column will be higher.

There will be no difference in the value displayed in the CALC\_VALUE column.

An error will be reported.

Explanation:

There will be no difference in the value displayed in the CALC\_VALUE column because not arithmetic operations or usage of alias for the calculated expression in the SELECT clause will not cause change the value appearance.

Question: 75. (C)

Which script displays '01-JAN-02' when the ENROLL\_DATE value is '01-JUL-01'?

SELECT ROUND(enroll\_date, 'DAY') FROM student;

SELECT ROUND(enroll\_date, 'YEAR') FROM student;

SELECT ROUND(enroll\_date, 'MONTH') FROM student;

SELECT ROUND(TO \_CHAR(enroll\_date, 'YYYY')) FROM student;

Explanation:

ROUND function will round a value to the next higher value. In the above given scenario the ENROLL\_DATE will be round to the next year as the enroll\_date is higher than 30-jun-01 so it will be rounded to the next year by specifying the YEAR option with the ROUND function.

Question: 76. (C)

Which three functions can be used to manipulate character, number, or date column values? (Choose three.)

CONCAT

ROUND

TRUNC

RPAD

INSTR

Explanation:

CONCAT , ROUND and INSTR are three single row function that can be used to manipulate character, number and data column values. INSTR finds numeric position of named character CONCAT function it concatenate the first character value to the second value and ROUND fucnion will round the value to n decimal.

Question: 77. (C)

A new standard has been adopted in your department that all codes that contain only 3 characters must have a dash (-) and two character values appended to them. Which function can be used in your query to restrict the data displayed to only those codes containing 3 characters?

REPLACE

SUBSTR

LENGTH

RPAD

Answer: C

Explanation:

LENGTH function returns the number of characters in the value so you can restrict the data displayed to specified character by using LENGTH function.

Question: 78. (C)

Which statement concerning SQL functions is true?

Character functions can return character or number values.

Conversion functions convert a column definition from one data type to another data type.

Single-row functions can only be used in SELECT and WHERE clauses.

All date functions return DATE data type values.

Explanation:

Single row character functions accept character data as input and can return both character and number values. Character functions are case conversion function and character manipulation functions

Question: 79. (C)

The STUDENT\_GRADES table has these columns:

STUDENT\_ID NUMBER(12)

SEMESTER\_END DATE

GPA NUMBER(4,3)

The registrar has asked for a report on the average grade point average (GPA) for students enrolled during semesters that end in the year 2000. Which statement accomplish this?

SELECT AVERAGE(gpa) FROM student\_grades

WHERE semester\_end > ’01-JAN-2000’ and semester end < 31-DEC-2000’;

SELECT COUNT(gpa) FROM student grades

WHERE semester\_end > ’01-JAN-2000’ and semester end < ’31-DEC-2000’;

SELECT MID(gpa) FROM student grades

WHERE semester\_end > ’01-JAN-2000’ and semester end < ’31-DEC-2000’;.

SELECT AVG(gpa) FROM student\_grades

WHERE semester\_end BETWEEN ’01-JAN-2000’ and ’31.DEC.2000’;

SELECT SUM(gpa) FROM student grades

WHERE semester\_end > ’01-JAN-2000’ and semester end < ’31-DEC-2000’;

SELECT MEDIAN(gpa) FROM student\_grades

WHERE semester end > ’01-JAN-2000’ and semester end < ’31-DEC-2000’;

Explanation:

Statement in this answer will show correct result, using function AVG(). This function takes the values for a single column on all rows returned by the query and calculates the average value for that column.

Question: 80. (C)

Evaluate the SQL statement:

SELECT a.emp\_name, a.sal, a.dept\_id, b.maxsal

FROM employees a,

(SELECT dept\_id, MAX(sal) maxsal

4. FROM employees

GROUP BY dept\_id) b

WHERE a.dept\_id = b.dept\_id

AND a.sal < b.maxsal;

What is the result of the statement?

The statement produces an error at line 1.

The statement produces an error at line 3.

The statement produces an error at line 6.

The statement returns the employee name, salary, department ID, and maximum salary earned in the department of the employee for all departments that pay less salary then the maximum salary paid in the company.

The statement returns the employee name, salary, department ID, and maximum salary earned in the department of the employee for all employees who earn less than the maximum salary in their department.

Explanation:

The statement returns the employee name, salary, department ID, and maximum salary earned in the department of the employee for all employees who earn less than the maximum salary in their department. This query is example of an *inline view* which is the sub-query in the FROM clause of the main query. The sub-query can be a SELECT statement that utilizes joins, the GROUP BY clause, or the ORDER BY clause.

Question: 81. (C)

The EMP table has these columns:

ENAME VARCHAR2(35)

SALARY NUMBER(8,2)

HIRE\_DATE DATE

Management wants a list of names of employees who have been with the company for more than five years. Which SQL statement displays the required results?

SELECT ENAME FROM EMP

WHERE SYSDATE-HIRE\_DATE > 5;

SELECT ENAME FROM EMP

WHERE HIRE\_DATE -SYSDATE > 5;

SELECT ENAME FROM EMP

WHERE (SYSDATE -HIRE\_DATE)/365 > 5;

SELECT ENAME FROM EMP

WHERE (SYSDATE -HIRE\_DATE)\* 365 > 5;

Explanation:

Expression SYSDATE-HIRE\_DATE will show number of days after date of hiring employee, so you need to divide result of expression on 365 and this compare result with 5.

Question: 82. (C)

Which SELECT statement will the result ‘ello world’ from the string ‘Hello World’?

SELECT SUBSTR( ‘Hello World’,1) FROM dual;

SELECT INITCAP(TRIM (‘Hello World’, 1,1)) FROM dual;

SELECT LOWER(SUBSTR(‘Hello World’, 1, 1) FROM dual;

SELECT LOWER(SUBSTR(‘Hello World’, 2, 1) FROM dual;

SELECT LOWER(TRIM (‘H’ FROM ‘Hello World’)) FROM dual;

Explanation:

This statement will return correct result because function TRIM() will trim letter ‘H’ in the ‘Hello World’ and function LOWER() will return data in string in lowercase.

Question: 83. (C)

Evaluate the SQL statement:

SELECT ROUND(45.953, -1), TRUNC(45.936, 2)

FROM dual;

Which values are displayed?

46 and 45

46 and 45.93

50 and 45.93

50 and 45.9

45 and 45.93

45.95 and 45.93

Explanation :

ROUND (45.953,-1) will round value to 1 decimal places to the left.

TRUNC (45.936,2) will truncate value to 2 decimal

The answer will be 50 and 45.93

Question: 84. (C)

The CUSTOMERS table has these columns:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| CUSTOMER\_ID | | NUMBER (4) | | NOT NULL | |
| CUSTOMER\_NAME | | VARCHAR2 (100) | | NOT NULL | |
| STREET\_ADDRESS | | VARCHAR2 (150) | |  | |
| CITY\_ADDRESS | |  | |  | |
| STATE\_ADDRESS | | | | VARCHAR2 (50) | |  | |  |
| PROVINCE\_ADDRESS | | | | VARCHAR2 (50) | |  | |  |
| COUNTRY\_ADDRESS | | | | VARCHAR2 (50) | |  | |  |
| POSTAL\_CODE | |  | | VARCHAR2 (12) | |  | |  |
| CUSTOMER\_PHONE | | | | VARCHAR2 (20) | |  | |  |

The CUSTOMER\_ID column is the primary key for the table. You need to determine how dispersed your customer base is. Which expression finds the number of different countries represented in the CUSTOMERS table?

COUNT(UPPER(country\_address))

COUNT(DIFF(UPPER(country\_address)))

COUNT(UNIQUE(UPPER(country\_address)))

COUNT DISTINTC UPPER(country\_address)

COUNT(DISTINTC (UPPER(country\_address)))

Question: 85. (C)

You want to use single row function in your SQL statements which three of the following are number functions? (Choose three).

SINH

TO\_NUMBER.

SQRT.

ROUND.

Explanation:

Only To\_number is non numeric functions as this is a conversion function. SINH, SQRT & ROUND are all numeric functions.

Question: 86. (C)

You are using single row function in a SELECT statement which function can best be catergorized as similar in function to an IF-THEN-ELSE statement?

SQRT

DECODE

NEW\_TIME

ROWIDTOCHAR.

Explanation:

DECODE function acts like an IF-THEN-ELSE clause in your sql statement.

Question: 87. (C)

Which of the following functions are available in SQL? (Choose four)

INSTR.

NVL2.

TRUNCATE.

DECODE.

TRIM.

NVL.

NULLIF.

Explanation:

INSTR is a single row function that returns the numeric position of character in a given value DECODE function enables a powerful transformation of data from one value to another. This function works on the same principle as the if-then-else statement does in PL/SQL or in other common programming language.

TRIM function can trim character from left or right side of character or from both.

NULIFF compares two expressions and return null if they are equal or the fi rst expression if they are not equal.

Question: 88.(D)

Examine the structure of the EMPLOYEES and DEPARTMENTS tables:

EMPLOYEES

|  |  |  |
| --- | --- | --- |
| Column name | Data type | Remarks |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| EMP\_NAME | VARCHAR2 (30) |  |
| JOB\_ID | VARCHAR2 (20) |  |
| SALARY | NUMBER |  |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID COLUMN |
| DEPARTMENT ID | NUMBER | Foreign key to DEPARTMENT ID column |
|  |  | of the DEPARTMENTS table |

DEPARTMENTS

|  |  |  |
| --- | --- | --- |
| Column name | Data type | Remarks |
| DEPARTMENT\_ID | NUMBER | NOT NULL, Primary Key |
| DEPARTMENT\_NAME | VARCHAR2(30) |  |
| MGR\_ID | NUMBER | References MGR\_ID column of the EMPLOYEES table |

Evaluate this SQL statement:

SELECT employee\_id, e.department\_id, department\_name, salary

FROM employees e, departments d WHERE e.department\_id = d.department\_id;

Which SQL statement is equivalent to the above SQL statement?

SELECT employee\_id, department\_id, department\_name, salary.

FROM employees

WHERE department\_id IN (SELECT department\_id FROM departments);

SELECT employee\_id, department\_id, department\_name, salary

FROM employees

NATURAL JOIN departments;

SELECT employee\_id, d.department\_id, department\_name, salary

FROM employees e JOIN departments d

ON e.department\_id = d.department\_id;

SELECT employee\_id, department\_id, department\_name, Salary

FROM employees JOIN departments

USING (e.department\_id, d.department\_id);

Explanation:

This query shows correct JOIN ON clause syntax and provides equivalent to the above SQL statement.

Question: 89. (D)

Examine the data in the EMPLOYEES and DEPARTMENTS tables.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | EMPLOYEES | | |  |  |  |  |  |  |  |  |
|  | LAST\_NAME | DEPARTMENT\_ID | | | | | SALARY | |  |  |  |
|  | Getz |  | | 10 |  |  | 3000 |  |  |  |  |
|  | Davis |  | | 20 |  |  | 1500 |  |  |  |  |
|  | King |  | | 20 |  |  | 2200 |  |  |  |  |
|  | Davis |  | | 30 |  |  | 5000 |  |  |  |  |
|  | Kochhar |  | |  |  |  | 5000 |  |  |  |  |
|  | DEPARTMENTS | | |  |  |  |  |  |  |  |  |
|  | DEPARTMENT\_ID | | | |  | DEPARTMENT\_NAME | |  | |  |  |
|  | 10 |  |  |  |  | Sales | |  | |  |  |
|  | 20 |  |  |  |  | Marketing | |  | |  |  |
|  | 30 |  |  |  |  | Accounts | |  | |  |  |
|  | 40 |  |  |  |  | Administration | |  | |  |  |

You want to retrieve all employees, whether or not they have matching departments in the departments table. Which query would you use?

SELECT last\_name, department\_name FROM employees , departments(+);

SELECT last\_name, department\_name FROM employees JOIN departments (+);

SELECT last\_name, department\_name FROM employees(+) e JOIN departments d ON (e.department\_id = d.department\_id);

SELECT last\_name, department\_name FROM employees e

RIGHT OUTER JOIN departments d ON (e.department\_id = d.department\_id);

SELECT last\_name, department\_name FROM employees(+) , departments

ON (e.department\_id = d.department\_id);

SELECT last\_name, department\_name FROM employees e LEFT OUTER

JOIN departments d ON (e.department\_id = d.department\_id);

Explanation:

Answer F is correct. This query shows correct syntax to retrieve all employees, whether or not they have matching departments in the department table. Oracle9i extends its compliance with ANSI/ISO by supporting that standard’s requirements for outer join syntax and semantics.

Question: 90. (D)

In which case would you use a FULL OUTER JOIN?

Both tables have NULL values.

You want all unmatched data from one table.

You want all matched data from both tables.

You want all unmatched data from both tables.

One of the tables has more data than the other.

You want all matched and unmatched data from only one table.

Explanation:

Oracle9i also makes it possible for you to easily execute a full outer join, including all records from the tables that would have been displayed if you had used both LEFT OUTER JOIN or RIGTH OUTER JOIN clauses.

Question: 91. (D)

Which three are true regarding the use of outer joins? (Choose three.)

You cannot use IN operator in a condition that involves an outerjoin.

You use (+) on both sides of the WHERE condition to perform an outerjoin.

You use (\*) on both sides of the WHERE condition to perform an outerjoin.

You use an outerjoin to see only the rows that do not meet the join condition.

In the WHERE condition, you use (+) following the name of the column in the table without matching rows, to perform an outerjoin.

You cannot link a condition that is involved in an outerjoin to another condition by using the OR operator.

Explanation:

You can use an outerjoin to see only the rows that do not meet the join condition. In the WHERE condition, you use (+) following the name of the column in the table without matching rows, to perform an outerjoin. You cannot link a condition that is involved in an outerjoin to another condition by using the OR operator.

Incorrect Answers

You can use IN operator in a condition that involves an outerjoin.

You use (+) following the name of the column in the table without matching rows, but not on both sides of the WHERE condition to perform an outerjoin.

You don’t use (\*) to define outerjoin operation.

Question: 92. (D)

What is true about joining tables through an equijoin?

You can join a maximum of two tables through an equijoin.

You can join a maximum of two columns through an equijoin.

You specify an equijoin condition in the SELECT or FROM clauses of a SELECT statement.

To join two tables through an equijoin, the columns in the join condition must be primary key and foreign key columns.

You can join n tables (all having single column primary keys) in a SQL statement by specifying a minimum of n-1 join conditions.

Explanation:

For N joined tables using Oracle or ANSI/ISO syntax for table joins, you need at least N-1 equijoin conditions in the WHERE clause of your SELECT statement or N-1 JOIN *table\_name* ON *join\_condition* clauses in order to avoid a Cartesian product, respectively.

Question: 93. (D)

Examine the structure of the EMPLOYEES, DEPARTMENTS, and TAX tables.

EMPLOYEES

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | | | NOT NULL, Primary Key | | |
| EMP\_NAME | VARCHAR2 (30) | | |  |  |  |
| JOB\_ID | VARCHAR2 (20) | | |  |  |  |
| SALARY | NUMBER | | |  |  |  |
| MGR\_ID | NUMBER | | | References EMPLOYEE\_ID column | | |
| DEPARTMENT\_ID | NUMBER | | | Foreign key to DEPARTMENT\_ID column of | | |
|  |  |  |  | the DEPARTMENTS table | | |
| DEPARTMENTS |  |  |  |  |  |  |
| DEPARTMENT\_ID |  | NUMBER | |  | NOT NULL, Primary Key |  |
| DEPARTMENT\_NAME |  | VARCHAR2 |30| | |  |  |  |
| MGR\_ID |  | NUMBER | |  | References MGR\_ID column of the |  |
|  |  |  |  |  | EMPLOYEES table |  |
| TAX |  |  |  |  |  |  |
| MIN\_SALARY | NUMBER | |  |  |  |  |
| MAX\_SALARY | NUMBER | |  |  |  |  |
| TAX\_PERCENT | NUMBER | |  |  |  |  |

For which situation would you use a nonequijoin query?

To find the tax percentage for each of the employees.

To list the name, job id, and manager name for all the employees.

To find the name, salary, and department name of employees who are not working with Smith.

To find the number of employees working for the Administrative department and earning less then 4000.

To display name, salary, manager ID, and department name of all the employees, even if the employees do not have a department ID assigned.

Explanation:

You will use a nonequijoin query to find the tax percentage for each of the employees because you will check range of salaries without usage of equality operations in a comparison joining data from two tables.

Question: 94. (D)

Examine the structure of the EMPLOYEES, DEPARTMENTS, and LOCATIONS tables.

EMPLOYEES

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | NUMBER NOT | |  | NOT NULL, Primary Key |
| EMP\_NAME | VARCHAR2 (30) | | |  |
| JOB\_ID | VARCHAR2 (20) | | |  |
| SALARY | NUMBER | |  |  |
| MGR\_ID | NUMBER | |  | References EMPLOYEE\_ID column |
| DEPARTMENT\_ID | NUMBER | |  | Foreign key to DEPARTMENT\_ID |
|  |  |  |  | column of the DEPARTMENTS table |
| DEPARTMENTS |  |  |  |  |
| DEPARTMENT\_ID | NUMBER |  | NOT NULL, Primary Key | |
| DEPARTMENT\_NAME | VARCHAR2 |  |  |  |
|  | (30) |  |  |  |
| MGR\_ID | NUMBER |  | References NGR\_ID column of the EMPLOYEES | |
|  |  |  | table | |
|  |  |  |  | |
| LOCATION\_ID | NUMBER |  | Foreign key to LOCATION\_ID column of | |
|  |  |  | theLOCATIONS table | |
|  |  |  |  |  |

LOCATIONS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  | |  |  |
| LOCATION\_ID |  | NUMBER |  | NOT NULL, Primary Key | |  |  |
| CITY |  | VARCHAR2 |30) |  |  |  |  |  |
|  |  |  |  |  |  |  |  |

Which two SQL statements produce the name, department name, and the city of all the employees who earn more then 10000? (Choose two)

SELECT emp\_name, department\_name, city FROM employees e

JOIN departments d USING (department\_id) JOIN locations 1 USING (location\_id) WHERE salary > 10000;

SELECT emp\_name, department\_name, city FROM employees e, departments d, locations 1 JOIN ON (e.department\_id = d.department id) AND (d.location\_id =1.location\_id)

AND salary > 10000;

SELECT emp\_name, department\_name, city FROM employees e, departments d, locations 1 WHEREsalary > 10000;

SELECT emp\_name, department\_name, city FROM employees e, departments d, locations 1 WHEREe.department\_id = d.department\_id AND d.location\_id = 1.location\_id

AND salary > 10000;

SELECT emp\_name, department\_name, city FROM employees e

NATURAL JOIN departments, locations WHEREsalary > 10000;

Explanation:

These statements show correct syntax and semantics to receive correct results.

Question: 95. (D)

Examine the data from the CLASS and INSTRUCTOR tables.

CLASS Table

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| CLASS\_I | CLASS\_NAME | | HOURS\_CREDI | | INSTRUCTOR\_ID | |
| D |  | | T | |  | |
| 1 | Introduction to | | 3 | | 4 | |
|  |  |  |  |  |  |  |  |  |
|  |  | Accounting |  |  |  |  |  |  |
| 2 |  | Computer Basics |  | 3 |  | 1 |  |  |
| 3 |  | Tax Accounting |  | 3 |  | 4 |  |  |
|  |  | Principles |  |  |  |  |  |  |
| 4 |  | American History |  | 3 |  | 2 |  |  |
| 5 |  | Basic Engineering |  | 3 |  |  |  |  |

INSTRUCTOR Table

|  |  |  |
| --- | --- | --- |
| INSTRUCTOR\_ID | LAST\_NAME | FIRST\_NAME |
| 1 | Chao | Ling |
| 2 | Vanderbilt | Herbert |
| 3 | Wigley | Martha |
| 4 | Page | Albert |

You have been asked to produce a report of all instructors, including the classes taught by each instructor. All instructors must be included on the report, even if they are not currently assigned to teach classes. Which two SELECT statements could you use? (Choose two.)

SELECT i.last\_name, i.first\_name, c.class\_name FROM instructor i NATURAL JOIN class c

ON (i.instructor\_id = c.instructor\_id);

SELECT i.last\_name, i.first\_name, c.class\_name FROM instructor i, class c;

SELECT i.last\_name, i.first\_name, c.class\_name

FROM class c LEFT OUTER JOIN instructor i

ON (i.instructor\_id = c.instructor\_id)

ORDER BY i.instructor\_id;

SELECT i.last\_name, i.first\_name, c.class\_name FROM instructor i, class c

WHERE i.instructor\_id = c.instructor\_id (+) ORDER BY i.instructor\_id;

SELECT i.last\_name, i.first\_name, c.class\_name FROM instructor i LEFT OUTER JOIN class c ON (i.instructor\_id = c.instructor\_id)

ORDER BY i.instructor\_id;

SELECT i.last\_name, i.first\_name, c.class\_name

FROM instructor i, class c

WHERE i.instructor\_id (+) = c.instructor\_id

ORDER BY i.instructor\_id;

& E

Explanation:

Two methods can be used using outer join to find the class with no instructor you can use a plus sign (+) with the with the side that has information missing and LEFT OUTER JOIN is also used to find the missing information.

Question: 96. (D)

Which two operators can be used in an outer join condition? (Choose two.)

=

OR

IN

AND

& D

Explanation:

Outer Join can be used to also see rows that do not meet the join condition.

For an outer join you can use the equality (=) operator with AND operator in the join condition.

Question: 97. (D)

Examine the data from the CLASS and INSTRUCTOR tables.

CLASS Table

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| CLASS\_ID | CLASS\_NAME | | HOURS\_CREDIT | | INSTRUCTOR\_ID |
| 1 | Introduction to | | 3 |  | 4 |
|  | Accounting | |  |  |  |
| 2 | Computer Basics | | 3 |  | 1 |
| 3 | Tax Accounting | | 3 |  | 4 |
|  | Principles | |  |  |  |
| 4 | American History | | 3 |  | 2 |
| 5 | Basic Engineering | |  |  |  |
| INSTRUCTOR | Table | |  |  |  |
| INSTRUCTOR\_ID | | LAST\_NAME | FIRST\_NAME |  |  |
| 1 |  | Chao | Ling |  |  |
| 2 |  | Vanderbilt | Herbert |  |  |
| 3 |  | Wigley | Martha |  |  |
| 4 |  | Page | Albert |  |  |

You want to retrieve a list of all classes, including those with no instructor currently assigned. Which SELECT statement should you use?

SELECT c.class\_name, i.last\_name || ', ' || i.first\_name InstructorName FROM instructor i, class c

WHERE i.instructor\_id = c.instructor\_id (+);

SELECT c.class\_name, i.last\_name || ', ' || i.first\_name InstructorName FROM instructor I JOIN class c

WHERE i.instructor\_id (+) = c.instructor\_id;

SELECT c.class\_name, i.last\_name || ', ' || i.first\_name InstructorName FROM instructor i RIGHT OUTER JOIN class c

ON (i.instructor\_id = c.instructor\_id);

SELECT class\_name, last\_name || ', ' || first\_name InstructorName FROM instructor RIGHT OUTER JOIN class;

SELECT c.class\_name, i.last\_name || ', ' || i.first\_name InstructorName FROM instructor i RIGHT OUTER JOIN class c

USING (instructor\_id);

Explanation:

Oracle 9i allows the use of one of two directives, left outer join and right outer join. To find all a list of all classes that do not have any instructor assigned can be retrieved as

SELECT c.class\_name, i.last\_name || ', ' || i.first\_name InstructorName

FROM instructor i RIGHT OUTER JOIN class c

ON (i.instructor\_id = c.instructor\_id);

Question: 98. (D)

To produce a meaningful result set without any cartesian products, what is the minimum number of conditions that should appear in the WHERE clause of a four-table join?

8

2

3

4

5

There is no such criteria

Explanation:

When we join different tables in where clause so n-1 conditions are used and n is the number of tables which we are join.

Question: 99.(E)

Examine the data in the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| LAST\_NAME | DEPARTMENT\_ID | SALARY |
| Getz | 10 | 3000 |
| Davis | 20 | 1500 |
| King | 20 | 2200 |
| Davis | 30 | 5000 |
| … |  |  |

Which three subqueries work? (Choose three)

SELECT \*

FROM employees

where salary > (SELECT MIN(salary) FROM employees

GROUP BY department.id);

SELECT \*

FROM employees

WHERE salary = (SELECT AVG(salary) FROM employees

GROUP BY department\_id);

SELECT distinct department\_id FROM employees

Where salary > ANY (SELECT AVG(salary) FROM employees

GROUP BY department\_id);

SELECT department\_id FROM employees

WHERE SALARY > ALL (SELECT AVG(salary) FROM employees.

GROUP BY department\_id);

SELECT last\_name FROM employees

Where salary > ANY (SELECT MAX(salary) FROM employees

GROUP BY department\_id);

SELECT department\_id FROM employees

WHERE salary > ALL (SELECT AVG(salary) FROM employees

GROUP BY AVG(SALARY));

Explanation:

These answers show correct syntax, because they use ANY and ALL keywords for convert multi-row output of sub-query to one-row result.

Question: 100. (E)

Examine the data from the ORDERS and CUSTOMERS table.

ORDERS

|  |  |  |  |
| --- | --- | --- | --- |
| ORD\_ID | ORD\_DATE | CUST\_ID | ORD\_TOTAÖ |
| 100 | 12-JAN-2000 | 15 | 10000 |
| 101 | 09-MAR-2000 | 40 | 8000 |
| 102 | 09-MAR-2000 | 35 | 12500 |
| 103 | 15-MAR-2000 | 15 | 12000 |
| 104 | 25-JUN-2000 | 15 | 6000 |
| 105 | 18-JUL-2000 | 20 | 5000 |
| 106 | 18-JUL-2000 | 35 | 7000 |
| 107 | 21-JUL-2000 | 20 | 6500 |
| 108 | 04-AUG -2000 | 10 | 8000 |

CUSTOMERS

|  |  |  |
| --- | --- | --- |
| CUST\_ID | CUST\_NAME | City |
| 10 | Smith | LosAngeles |
| 15 | Bob | San Francisco |
| 20 | Martin | Chicago |
| 25 | Mary | New York |
| 30 | Rina | Chicago |
| 35 | Smith | New York |
| 40 | Linda | New York |

Which SQL statement retrieves the order ID, customer ID, and order total for the orders that are placed on the same day that Martin places his orders?

SELECT ord\_id, cust\_id, ord\_total FROM orders, customers WHERE cust\_name=’Mating’

AND ord\_date IN (’18-JUL-2000’,’21-JUL-2000’);

SELECT ord\_id, cust\_id, ord\_total FROM orders

Where ord\_date IN (SELECT ord\_date FROM orders

WHERE cust\_id = (SELECT cust\_id FROM customers

WHERE cust\_name = ‘Martin’));

SELECT ord\_id, cust\_id, ord\_total FROM orders

Where ord\_date IN (SELECT ord\_date FROM orders, customers

Where cust\_name = ‘Martin’);

SELECT ord\_id, cust\_id, ord\_total FROM orders

WHERE cust\_id IN (SELECT cust\_id FROM customers

WHERE cust name = ‘Martin’);.

Explanation:

This query will return the order ID, customer ID, and order total for the orders that are placed on the same day that Martin places his orders.

Question: 101. (E)

Examine the data from the ORDERS and CUSTOMERS tables.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ORDERS | |  |  |  |  |  |  |  |  |  |  |  |
| ORD\_ID | |  |  | ORD\_DATE |  |  | CUST\_ID | ORD\_TOTAÖ | | |  |  |
| 100 |  |  |  | 12-JAN-2000 |  | 15 | | 10000 |  |  |  |  |
| 101 |  |  |  | 09-MAR-2000 |  | 40 | | 8000 |  |  |  |  |
| 102 |  |  |  | 09-MAR-2000 |  | 35 | | 12500 |  |  |  |  |
| 103 |  |  |  | 15-MAR-2000 |  | 15 | | 12000. |  |  |  |  |
| 104 |  |  |  | 25-JUN-2000 |  | 15 | | 6000 |  |  |  |  |
| 105 |  |  |  | 18-JUL-2000 |  | 20 | | 5000 |  |  |  |  |
| 106 |  |  |  | 18-JUL-2000 |  | 35 | | 7000 |  |  |  |  |
| 107 |  |  |  | 21-JUL-2000 |  | 20 | | 6500 |  |  |  |  |
| 109 |  |  |  | 04-AUG -2000 |  | 10 | | 8000 |  |  |  |  |
| CUSTOMERS | | | |  |  |  |  |  |  |  |  |  |
| CUST\_ID | |  |  | CUST\_NAME | CITY | | |  |  |  |  |  |
| 10 |  |  |  | Smith | Los Angeles | | |  |  |  |  |  |
| 15 |  |  |  | Bob | San Francisco | | |  |  |  |  |  |
| 20 |  |  |  | Martin | Chicago | | |  |  |  |  |  |
| 25 |  |  |  | Mary | New York | | |  |  |  |  |  |
| 30 |  |  |  | Rina | Chicago | | |  |  |  |  |  |
| 35 |  |  |  | Smith | New York | | |  |  |  |  |  |
| 40 |  |  |  | Lind | New York | | |  |  |  |  |  |
| Evaluate the SQL statement: | | | | |  |  |  |  |  |  |  |  |
| SELECT \* | |  |  |  |  |  |  |  |  |  |  |  |
| FROM orders | | | |  |  |  |  |  |  |  |  |  |
| WHERE cust\_id = (SELECT cust\_id | | | | | | | |  |  |  |  |  |
| FROM customers | | | |  |  |  |  |  |  |  |  |  |
| WHERE cust\_name = 'Smith'); | | | | |  |  |  |  |  |  |  |  |
| What is the result when the query is executed? | | | | | | | |  |  |  |  |  |
| A. | |  |  |  |  |  |  |  |  |  |  |  |
| ORD\_ID | ORD\_DATE | | | |  |  | CUST\_ID | ORD\_TOTAL | |  | |  |
| 102 |  | 09-MAR-2000 | | |  | | 35 | 12500 |  |  |  |  |
| 106 |  | 18-JUL-2000 | | |  | | 35 | 7000 |  |  |  |  |
| 108 |  | 04-AUG-2000 | | |  | | 10 | 8000 |  |  |  |  |

B.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ORD\_ID | ORD\_DATE | CUST\_ID | ORD\_TOTAL | |
| 102 | 09-MAR-2000 | 35 | 12500 | |
| 106 | 18-JUL-2000 | 35 | 7000 | |
| C. |  |  |  |  |
| ORD\_ID | ORD\_DATE | CUST\_ID |  | ORD\_TOTAL |
| 108 | 04-AUG -2000 | 10 |  | 8000 |

The query fails because the subquery returns more than one row.

The query fails because the outer query and the inner query are using different tables.

Explanation:

The query fails because the sub-query returns more than one row: it is possible situation when there are some customers with name Smith.

Question: 102. (E)

Evaluate this SQL statement:

SELECT product\_id, product\_name, price FROM product

WHERE supplier\_id IN (SELECT supplier\_id FROM product WHERE price > 120

OR qty\_in\_stock > 100);

Which values will be displayed?

The PRODUCT\_ID, PRODUCT\_NAME, and PRICE of products that are priced greater than $120.00 and have a QTY\_IN\_STOCK value greater than 100.

The PRODUCT\_ID , PRODUCT\_NAME, and PRICE of products that are priced greater than $120.00 or that have a QTY\_IN\_STOCK value greater than 100.

The PRODUCT\_ID, PRODUCT\_NAME, and PRICE of products that are priced greater than $120.00 or that have a QTY\_IN\_STOCK value greater than 100 and have a supplier.

The PRODUCT\_ID, PRODUCT\_NAME, and PRICE of products supplied by a supplier with products that are priced greater than $120.00 or with products that have a QTY\_IN\_STOCK value greater than 100.

Explanation:

Ans D is correct for the above written query as only the product\_id, product\_name and price of all those product those have price greater than $120 or have QTY\_IN\_STOCK is greater than 100. this has been done by using subquery you can also get same result by omitting subquery and use the conditions directly in the WHERE clause of the main query.

Question: 103. (E)

Which statement regarding subqueries is true?

A subquery CANNOT reference a table that is not included in the outer query's FROM clause.

Subqueries can be nested up to 5 levels.

A subquery must be placed on the right side of the comparison operator.

Subqueries can return multiple columns.

Explanation:

Subquery is a SELECT statement which is embedded in a clause of another SELECT statement retrieve data base on an unknown condition. You can build a powerful statement out of simple

one by using subqueries. A single row subqueries can return only one row but many columns while a multiple row subqueries can return multiple rows and multiple columns

Question: 104. (E)

Evaluate this SELECT statement:

SELECT employee\_id, name

FROM employee

WHERE employee\_id NOT IN (SELECT employee\_id

FROM employee

WHERE department\_id = 30

AND job = 'CLERK');

What would happen if the inner query returned a NULL value?

No rows would be selected from the EMPLOYEE table.

All the EMPLOYEE\_ID and NAME values in the EMPLOYEE table would be displayed.

Only the rows with EMPLOYEE\_ID values equal to NULL would be included in the results.

A syntax error would be returned.

Explanation:

If a subquery return a NULL value to the main query then the no rows would be select from the employee table.

Question: 105. (E)

Examine the data from the DONATION table (PLEDGE\_ID is the primary key).

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| PLEDGE\_I | DONOR\_I | PLEDGE\_D | AMOUNT\_PLED | AMOUNT\_P | PAYMENT\_DT |
| N | D | T | GED | AID |  |
| 1 | 1 | 10-SEP- | 1000 | 1000 | 02-OCT-2001 |
|  |  | 2001 |  |  |  |
| 2 | 1 | 22-EFB - | 1000 |  |  |
|  |  | 2002 |  |  |  |
| 3 | 2 | 08-OCT- | 10 | 10 | 28-OCT-2001 |
|  |  | 2001 |  |  |  |
| 4 | 2 | 10-DEC- | 50 |  |  |
|  |  | 2001 |  |  |  |
| 5 | 3 | 02-NOV- | 10000 | 9000 | 28-DEC-2001 |
|  |  | 2001 |  |  |  |
| 6 | 3 | 05-JAN- | 1000 | 1000 | 31-JAN-2002 |
|  |  | 2002 |  |  |  |
| 7 | 4 | 09-NOV- | 2100 | 2100 | 15-DEC-2001 |
|  |  | 2001 |  |  |  |
| 8 | 5 | 09-DEC- | 110 | 110 | 29-DEC-2001 |
|  |  | 2001 |  |  |  |

This statement fails when executed: SELECT amount\_pledged, amount\_paid FROM donation

WHERE donor\_id = (SELECT donor\_id FROM donation

WHERE amount\_pledged = 1000.00

OR pledge\_dt = '05-JAN-2002');

Which two changes could correct the problem? (Choose two.)

Remove the subquery WHERE clause.

Change the outer query WHERE clause to 'WHERE donor\_id IN'.

Change the outer query WHERE clause to 'WHERE donor\_id LIKE'.

Remove the single quotes around the date value in the inner query WHERE clause.

Change the subquery WHERE clause to 'WHERE amount\_pledged = 1000.00 AND pledge\_dt = '05-JAN-2002' '.

Include the DONOR\_ID column in the select list of the outer query.

Explanation:

When using multiple row subquery then you must use multi row operator with the subquery as in the above written statement equality operator (=) use with the WHERE clause should be replaced with IN operator to execute the query successfully. For the above query you can also remove the subquery and make the condtion in the where clause of main query which is used in the subquery.

Question: 106. (E)

A subquery can be used to \_\_\_\_\_\_\_\_\_.

Create groups of data.

Sort data in a specific order

Convert data to a different format

Retrieve data based on an unknown condition

Explanation:

A sub-query can be used to retrieve data based on an unknown condition

Question: 107. (E)

Which three statements about subqueries are true? (Choose three)

A single row subquery can retrieve only one column and one row.

A single row subquery can retrieve only one row but many columns.

A multiple row subquery can retrieve multiple rows and multiple columns.

A multiple row subquery can be compared by using the “>” operator.

A single row subquery can use the IN operator.

A multiple row subquery can use the “=” operator.

Answer: B, C & D

Explanation:

A single row sub-query can retrieve only one row but many columns. A multiple row subquery can retrieve one row or multiple rows and multiple columns. A multiple row sub-query can be compared by using the “>” operator.

Question: 108. (E)

You define a multiple-row subquery in the WHERE clause of an SQL query with a comparison operator "=".

What happens when the main query is executed?

The main query executes with the first value returned by the subquery.

The main query executes with the last value returned by the subquery.

The main query executes with all the values returned by the subquery.

The main query fails because the multiple-row subquery cannot be used with the comparison operator

You cannot define a multiple-row subquery in the WHERE clause of a SQL query.

Explanation:

The main query fails because the multiple-row sub-query cannot be used with the comparison operator. Only single-row query can use comparison operators, like =, <, >, <=, >, and <>.

Question: 109. (E)

Which operator can be used with a multiple-row subquery?

=

LIKE

BETWEEN

NOT IN

IS

<>

Explanation:

Only NOT IN operator can be used with a multi-row sub-query. All others may be used with single-row sub-query only.

Question: 110. (E)

Which two statements about subqueries are true? (Choose two.)

A single row subquery can retrieve data from only one table.

A SQL query statement cannot display data from table B that is referred to in its subquery, unless table B is included in the main query's FROM clause.

A SQL query statement can display data from table B that is referred to in its subquery, without including table B in its own FROM clause.

D A single row subquery can retrieve data from more than one table.

A single row subquery cannot be used in a condition where the LIKE operator is used for comparison.

A multiple-row subquery cannot be used in a condition where the LIKE operator is used for comparison.

Explanation:

A SQL query statement cannot display data from table B that is referred to in its sub-query, funless table B is included in the main query's FROM clause. And a single row sub-query can retrieve data from more than one table.

Question: 111. (E)

Examine the data from the EMP table:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | | |  | |  | |  |
| EMP\_ID | | DEPT\_ID | COMMISSION | |  | |  | | |  |
| 1 | | 10 | 500 | |  | |  | | |  |
| 2 | | 20 | 1000 | |  | |  | | |  |
| 3 | | 10 |  | |  | |  | | |  |
| 4 | | 10 | 600 | |  | |  | | |  |
| 5 | | 30 | 800 | |  | |  | | |  |
| 6 | | 30 | 200 | |  | |  | | |  |
| 7 | | 10 |  | |  | |  | | |  |
| 8 | | 20 | 300 | |  | |  | | |  |

The COMMISSION column shows the monthly commission earned by the employee.

Which three tasks would require subqueries or joins in order to perform in a single step? (Choose three)

Deleting the records of employees who do not earn commission.

Increasing the commission of employee 3 by the average commission earned in department 20.

Finding the cumber of employees who do NOT earn commission and are working for department 20.

Inserting into the table a new employee 10 who works for department 20 and earns a commission that is equal to the commission earned by employee 3.

Creating a table called COMMISSION that has the same structure and data as the columns EMP\_ID and COMMISSIONS of the EMP table.

Decreasing the commission by 150 for the employees who are working in department 30 and earning a commission of more then 800.

Explanation:

Increasing the commission of employee 3 by the average commission earned in department 20 will require sub-queries or joins in order to perform in a single step. Inserting into the table a new employee 10 who works for department 20 and earns a commission that is equal to the commission earned by employee 3 is correct answer also. To create a table that has the same structure as subset of columns from another table it’s required to use a subquery in order to perform in a single step.

Question: 112. (E)

Which substitution variable would you use if you want to reuse the variable without prompting the user each time?

&

ACCEPT

PROMPT

&&

Explanation:

To reuse the variable without prompting the user each time you can use && substitution variable.

Question: 113. (E)

Which SQL statement accepts user input for the columns to be displayed, the table name, and WHERE condition?

SELECT &1, "&2" FROM &3

WHERE last\_name = '&4';

SELECT &1, '&2' FROM &3

WHERE '&last\_name = '&4' ';

SELECT &1, &2 FROM &3

WHERE last\_name = '&4';

SELECT &1, '&2' FROM EMP

WHERE last\_name = '&4';

Explanation :

In a WHERE clause, date and characters values must be enclosed within single quotation marks. Sample of the correct syntax

SELECT EMPLOYEE\_ID, &COLUMN\_NAME FROM EMPLOYEES

Question: 114. (E)

Examine the structure of the EMPLOYEES and NEW\_EMPLOYEES tables:

|  |  |  |
| --- | --- | --- |
| EMPLOYEES: |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2 (25) | |
| LAST\_NAME | VARCHAR2 (25) | |
| HIRE\_DATE | DATE |  |
| NEW EMPLOYEES: |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key |

|  |  |  |  |
| --- | --- | --- | --- |
| NAME | VARCHAR2 (60) |  |  |

Which DELETE statement is valid?

DELETE FROM employees

WHERE employee\_id = (SELECT employee\_id FROM employees);

DELETE \* FROM employees

WHERE employee\_id = (SELECT employee\_id FROM new\_employees);

DELETE FROM employees

WHERE employee\_id IN (SELECT employee\_id

FROM new\_employees

WHERE name = 'Carrey');

D. DELETE \* FROM employees

WHERE employee\_id IN (SELECT employee\_id

FROM new\_employees

WHERE last\_name = 'Carrey');

Explanation :

The correct syntax for DELETE statement DELETE [ FROM ] table

[ WHERE condition ];

Question: 115. (E)

Evaluate this SQL\*Plus command:

COLUMN teacher\_name HEADING 'Teacher' FORMAT A25

Which two tasks will this command accomplish? (Choose two.)

It will set the TEACHER\_NAME column heading to 'Teacher'.

It will center the column heading of the TEACHER\_NAME column.

It will limit the TEACHER\_NAME column heading to 25 characters.

It will display the current settings for the TEACHER\_NAME column.

It will set the display width of the TEACHER\_NAME column to 25.

Explanation:

COLUMN command is used to change the display format of the column result value. As for the above statement the heading for TEACHER\_NAME will become ‘Teacher’ and the width for the this column will be 25.

Question: 116. (E)

The STUDENT table contains these columns:

ID NUMBER(9) PK

LAST\_NAME VARCHAR2(25)

FIRST\_NAME VARCHAR2(25)

STU\_TYPE VARCHAR2(1)

ENROLL\_DATE DATE

Evaluate this iSQL\*Plus script:

SELECT id, last\_name, first\_name, enroll\_date FROM student

WHERE stu\_type = '&stype'

AND enroll\_date between &&bdate and &&edate

/

What happens when this script is run a second time in the same session?

The user is prompted for all three substitution variables.

An error occurs because the STYPE substitution variable is NOT correctly specified.

The values of BDATE and EDATE from the previous execution are used.

An error occurs because the BDATE and EDATE substitution variables are NOT correctly specified.

Explanation:

Use the double ampersand (&&) substitution variable if you want to reuse the variable value with out prompting the user each time. The user will see the prompt for the value only once and the values will be used from the previous execution. In the above statement the values of BDATE and EDATE from the previous execution are used.

Question: 117. (E)

Evaluate this SELECT statement:

SELECT order\_num, &order\_date

FROM &&ordertbl

WHERE order\_date = '&order\_date';

Which statement regarding the execution of this statement is true?

The user will be prompted for all values in the select list each time the statement is executed in a session.

The user will be prompted for the table name each time the statement is executed in a session.

An error will occur when executing this statement because substitution variables are NOT allowed in a WHERE clause.

The user will be prompted for the table name only the first time the statement is executed in a session.

An error will occur when executing this statement because substitution variables must be unique within a SELECT statement.

Explanation:

When double ampersand (&&) substitution variable is used then user will only be prompted for once and the same value will be used again it will not ask you for a value for substitution variable again.

Question: 118. (E)

The INVENTORY table contains these columns:

ID\_NUMBER NUMBER PK

DESCRIPTION VARCHAR2(30)

SUPPLIER\_ID NUMBER

You want to create a query that for each session allows the user to input a value for DESCRIPTION each time the query runs. While the DESCRIPTION column is stored in upper case, you want the query to retrieve matching values regardless of the case used when inputting the substitution variable value.

Which SELECT statement should you use?

SELECT id\_number, supplier\_id FROM inventory

WHERE description = UPPER(&description);

SELECT id\_number, supplier\_id FROM inventory

WHERE LOWER(description) = LOWER('&description');

SELECT id\_number, supplier\_id FROM inventory

WHERE LOWER(description) = '&description';

SELECT id\_number, supplier\_id FROM inventory

WHERE description = UPPER('&&description');

Explanation:

To retrieve the matching values regardless of the case used when inputting the substitution variable value use the function LOWER which will change the case of stored value and substitution variable value to compare them.

Question: 119. (E)

In which clauses of a SELECT statement can substitution variables be used?

the SELECT, WHERE, GROUP BY, and ORDER BY clauses, but NOT the FROM clause

the SELECT, FROM, WHERE, and GROUP BY clauses, but NOT the ORDER BY clause

the SELECT and FROM clauses, but NOT the WHERE clause

the SELECT, FROM, and WHERE clauses only

the SELECT, FROM, WHERE, GROUP BY, ORDER BY, and HAVING clauses

Explanation:

Substitution variable can be used in the SELECT, FROM, WHERE, GROUP BY, ORDER BY and HAVING clause.

Question: 120. (E)

What is the default character for specifying substitution variable in select statement?

Ampersand.

Ellipses.

Quotations marks.

Asterik

Explanation:

The ampersand (&) character is used by default to define runtime variable in SQL\*Plus.

Question: 121.(F)

Which four are correct guidelines for naming database tables? (Choose four)

Must begin with either a number or a letter.

Must be 1-30 characters long.

Should not be an Oracle Server reserved word.

Must contain only A-Z, a-z, 0-+, \_, \*, and #.

Must contain only A-Z, a-z, 0-9, \_, $, and #.

Must begin with a letter.

Explanation:

Oracle database object must begin with a letter and can usually be between 1 and 30 characters long, except for databases (which have a maximum of eight characters) and database links (with a maximum of 128 characters). Name cannot be an Oracle Server reserved word. Name must contain only A-Z, a-z, 0-9, \_, $, and #.

Question: 122. (F)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| Column name | Data type | Remarks |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| LAST\_NAME | VARCNAR2(30) |  |
| FIRST\_NAME | VARCNAR2(30) |  |
| JOB\_ID | NUMBER |  |
| SAL | NUMBER |  |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
| DEPARTMENT\_ID | NUMBER |  |

You need to create an index called NAME\_IDX on the first name and last name fields of the EMPLOYEES table. Which SQL statement would you use to perform this task?

CREATE INDEX NAME\_IDX (first\_name, last\_name);

CREATE INDEX NAME\_IDX (first\_name AND last\_name);

CREATE INDEX NAME\_IDX ON (first\_name, last\_name);

CREATE INDEX NAME\_IDX

ON employees (first\_name AND last\_name);

CREATE INDEX NAME\_IDX

ON employees(first\_name, last\_name);

CREATE INDEX NAME\_IDX

FOR employees(first\_name, last\_name);

Explanation:

Answer E provides correct syntax to create index: CREATE INDEX *index\_name* ON *table\_name*(*list of columns*).

Question: 123. (F)

Which three are DATETIME data types that can be used when specifying column definitions? (Choose three.)

TIMESTAMP

INTERVAL MONTH TO DAY

INTERVAL DAY TO SECOND

INTERVAL YEAR TO MONTH

TIMESTAMP WITH DATABASE TIMEZONE

Explanation:

TIMESTAMP, INTERVAL DAY TO SECOND and INTERVAL YEAR TO MONTH can be used to specify column definition.

Question: 124. (F)

What does the TRUNCATE statement do?

Removes the table

Removes all rows from a table

Shortens the table to 10 rows

Removes all columns from a table

Removes foreign keys from a table

Explanation:

Command TRUNCATE is used to remove all row data from the table, while leaving the definition of the table intact, including the definition of constraints and any associated database objects as indexes, constraints, and triggers on the table.

Question: 125. (F)

Which statement about a table is true?

A table can have up to 10,000 columns.

The size of a table does NOT need to be specified.

A table CANNOT be created while users are using the database.

The structure of a table CANNOT be modified while the table is online.

Explanation:

When creating a table there is no need to specify the table size. Table will get the default settings for it. Tables can be created when the users are using the database and table structure can be modified online.

Question: 126. (F)

The ACCOUNT table contains these columns:

ACCOUNT\_ID NUMBER(12)

FINANCE\_CHARGE NUMBER(7,2)

PREV\_BALANCE NUMBER(7,2)

PAYMENTS NUMBER(7,2)

NEW\_PURCHASES NUMBER(7,2)

You created the ACCOUNT\_ID\_SEQ sequence to generate sequential values for the ACCOUNT\_ID column.

You issue this statement:

ALTER TABLE account

MODIFY (finance\_charge NUMBER(8,2));

Which statement about the ACCOUNT\_ID\_SEQ sequence is true?

The sequence is dropped.

The precision of the sequence is changed.

The sequence is reverted to its minimum value.

The sequence is unchanged.

Explanation:

When the sequence is created then the ALTER TABLE command have no effect on the state of sequence and the sequence will remain unchanged.

Question: 127. (F)

Examine the structure of the EMPLOYEE table.

EMPLOYEE Table

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| EMP\_LNAME | VARCHAR2 (25) |  |
| EMP\_FNAME | VARCHAR2 (25) |  |
| DEPT\_ID | NUMBER | Foreign key to DEPT\_ID column of the DEPARTMENT table |
| JOB\_ID | NUMBER | Foreign key to JOB\_ID column of the JOB table |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
| SALARY | NUMBER (9,2) |  |
| HIRE\_DATE | DATE |  |
| DPB | DATE |  |

Which statement should you use to increase the EMP\_LNAME column length to 25 if the column currently contains 3000 records?

You CANNOT increase the width of the EMP\_LNAME column.

ALTER TABLE employee

MODIFY emp\_lname VARCHAR2(25);

ALTER TABLE employee

RENAME emp\_lname VARCHAR2(25);

ALTER employee TABLE

MODIFY COLUMN emp\_lname VARCHAR2(25);

ALTER employee TABLE

MODIFY COLUMN (emp\_lname VARCHAR2(25));

Explanation:

You can change the size of the column but this change will have effect only on the future inserts. To change the size of the column datatype use the command

ALTER TABLE employee

MODIFY emp\_lname VARCHAR2(25);

Question: 128. (F)

Examine the structure of the PO\_DETAIL table.

PO\_DETAIL Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| PO-NUM | PO\_LINE\_IN | PRODUCT\_ID | QUANTITY | UNIT\_PRICE |
| 10052 | 1 | 1 | 100 | 10.30 |
| 10052 | 2 | 2 | 100 | 10.00 |
| 10054 | 1 | 1 | 50 | 72.00 |
| 10054 | 2 | 2 | 10 | 10.00 |
| 10054 | 3 | 3 | 10 | 10.00 |

Which statement will permanently remove all the data in, the indexes on, and the structure of the PO\_DETAIL table?

DELETE TABLE po\_detail;

TRUNCATE TABLE po\_detail;

ALTER TABLE po\_detail

SET UNUSED (po\_num, po\_line\_id, product\_id, quantity, unit\_price);

DROP TABLE po\_detail;

Explanation:

DROP TABLE command will completely remove the table structure, its all data all the indexes on the table and constraints will also be removed. Only the view and synonym for the table will remain but they are invalid.

Question: 129.

Examine the structure of the EMPLOYEE table.

EMPLOYEE Table

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| EMP\_LNAME | VARCHAR2 (25) |  |
| EMP\_FNAME | VARCHAR2 (25) |  |
| DEPT\_ID | NUMBER | Foreign key to DEPT\_ID column of the DEPARTMENT |
|  |  | table |
| JOB\_ID | NUMBER | Foreign key to JOB\_ID column of the JOB table |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
| SALARY | NUMBER (9,2) |  |
| HIRE\_DATE | DATE |  |
| DPB | DATE |  |

The MGR\_ID column currently contains employee identification numbers, and you need to allow users to include text characters in the identification values. Which statement should you use to implement this?

ALTER employee

MODIFY (mgr\_id VARCHAR2(15));

ALTER TABLE employee

MODIFY (mgr\_id VARCHAR2(15));

ALTER employee TABLE

MODIFY COLUMN (mgr\_id VARCHAR2(15));

ALTER TABLE employee

REPLACE (mgr\_id VARCHAR2(15));

You CANNOT modify the data type of the MGR\_ID column.

Explanation:

Using MODIFY command you can change the size of the column but you cannot change the datatype of a column.

Question: 130. (F)

Which CREATE TABLE statements will fail? (Choose all that apply.)

A. CREATE TABLE time1 (time1 NUMBER(9));

CREATE TABLE date (time\_id NUMBER(9));

CREATE TABLE time (time\_id NUMBER(9));

CREATE TABLE time\* (time\_id NUMBER(9));

CREATE TABLE $time (time\_id NUMBER(9));

CREATE TABLE datetime (time\_id NUMBER(9));

Explanation:

When creating table the name of table must start with character. It can use the A-Z, a-z, 0-9, \_, $,

# for the table name but name must start with character. Also the oracle database reserved cannot be used in the table name.

Question: 131. (F)

Evaluate this statement:

SELECT \*

FROM greg.customer;

If as user Chan you execute this statement successfully, which statement must be true?

The CUSTOMER table exists in user Greg's schema.

The CUSTOMER table was created in the DBA schema.

The CUSTOMER table was created in the public schema.

The CUSTOMER table is accessible to all users.

Explanation:

For the above statement to execute successful you must have access privileges on the table and the table must exist in the greg user schema.

Question: 132. (F)

Logged on as user Ann, you issue these SQL statements:

CREATE TABLE customer ( customer\_id NUMBER, company\_id VARCHAR2(30), contact\_name VARCHAR2(30), contact\_title VARCHAR2(20), address VARCHAR2(30),

city VARCHAR2(25), region VARCHAR2(10),

postal\_code VARCHAR2(20), country\_id NUMBER,

phone VARCHAR2(20), fax VARCHAR2(20),

credit\_limit NUMBER (7,2));

CREATE PUBLIC SYNONYM cust

FOR customer;

GRANT SELECT ON customer TO chan;

Which SELECT statements could user Chan issue to access the CUSTOMER table? (Choose all that apply.)

SELECT \*

FROM ann.customer;

SELECT customer\_id FROM customer;

SELECT customer\_name, phone FROM cust;

SELECT \* FROM ann.cust;

SELECT COUNT(city) FROM chan.cust;

Explanation:

Simplify access to the objects by creating a synonym which is another name for an object. For the above statement user Chan can access ann customer table using synonym as

SELECT customer\_name, phone

FROM cust;

As the user ann grant SELECT privileges to the user chan so chan will also access the table using following command

SELECT customer\_name, phone

FROM cust;

Question: 133. (F)

Evaluate this CREATE TABLE statement:

CREATE TABLE curr\_order (

id NUMBER,

customer\_id NUMBER,

emp\_id NUMBER,

order\_dt TIMESTAMP WITH LOCAL TIME ZONE,

order\_amt NUMBER(7,2),

ship\_method VARCHAR2(5));

Which statement about the ORDER\_DT column is true?

Data will be normalized to the database time zone.

Data will include a time zone displacement in its value.

Data stored in the column will be returned in the server's local time zone.

Data will be stored using a fractional seconds precision of 3.

Explanation:

TIMESTAMP WITH LOCAL TIME ZONE is another variant of TIMESTAMP that includes a time zone displacement in its value. It differs from TIMESTAMP WITH TIME ZONE in that data stored in the database is normalized to the database time zone, and the time zone displacement is not stored as part of the column data. When users retrieve the data, Oracle returns it in the users' local ession time zone.

Question: 134. (F)

Examine the structure of the PRODUCT table.

|  |  |  |
| --- | --- | --- |
| PRODUCT\_ID | NUMBER | NOT NULL, Primary Key |
| PRODUCT\_NAME | VARCHAR2 (25) |  |
| SUPPLIER\_ID | NUMBER | Foreign key to SUPPLIER\_ID of the SUPPLIER table |
| LIST\_PRICE | NUMBER (7,2) |  |
| COST | NUMBER (7,2) |  |
| QTY\_IN\_STOCK | NUMBER |  |
| QTY\_ON\_ORDER | NUMBER |  |
| REORDER\_LEVEL | NUMBER |  |
| REORDER\_QTY | NUMBER |  |

You need to reduce the LIST\_PRICE column precision to 6 with a scale of 2 and ensure that when inserting a row into the PRODUCT table without a value for the LIST\_PRICE column, a price of $5.00 will automatically be inserted. The PRODUCT table currently contains no records.

Which statement should you use?

ALTER TABLE product

ADD OR REPLACE (list\_price NUMBER(8,2) DEFAULT 5);

ALTER TABLE product

MODIFY (list\_price NUMBER(6,2) DEFAULT 5);

ALTER TABLE product

MODIFY COLUMN (list\_price NUMBER(6,2) DEFAULT '$5.00');

ALTER TABLE product

MODIFY (list\_price NUMBER(8,2) DEFAULT 5) REPLACE COLUMN (list\_price NUMBER(6,2);

You CANNOT reduce the size of the LIST\_PRICE column.

Explanation:

You can reduce the precision of column only if the column do not have any record in it. To do change the size and also set a default value for the column use the command as.

ALTER TABLE product

MODIFY (list\_price NUMBER(6,2) DEFAULT 5);

Question: 135. (F)

Which statements about data types are true? (Choose all that apply.)

The TIMESTAMP data type is an extension of the VARCHAR2 data type.

The BLOB data type stores character data up to four gigabytes.

The VARCHAR2 data type requires that a minimum size be specified when defining a column of this type.

The CHAR datatype should be used for fixed-length character data.

The INTERVAL YEAR TO MONTH data type allows time to be stored as an interval of years and months.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |

Explanation:

The CHAR datatype specifies a fixed-length character string. The default length for a CHAR column is 1 byte and the maximum allowed is 2000 bytes.

Question: 136. (F)

Which ALTER TABLE statement should you use to add a PRIMARY KEY constraint on the MANUFACTURER\_ID column of the INVENTORY table?

ALTER TABLE inventory

ADD CONSTRAINT manufacturer\_id PRIMARY KEY;

ALTER TABLE inventory

ADD PRIMARY KEY (manufacturer\_id);

ALTER TABLE inventory

MODIFY manufacturer\_id CONSTRAINT PRIMARY KEY;

ALTER TABLE inventory

MODIFY CONSTRAINT PRIMARY KEY manufacturer\_id;

Explanation:

To add a primary key constraint in the table use the following command

ALTER TABLE inventory

ADD PRIMARY KEY (manufacturer\_id);

Question: 137. (F)

The EMPLOYEES table has these columns:

|  |  |
| --- | --- |
| LAST NAME | VARCHAR2(35) |
| SALARY | NUMBER(8,2) |
| HIRE\_DATE | DATE |

Management wants to add a default value to the SALARY column. You plan to alter the table by using this SQL statement:

ALTER TABLE EMPLOYEES

MODIFY (SALARY DEFAULT 5000);

What is true about your ALTER statement?

Column definitions cannot be altered to add DEFAULT values.

A change to the DEFAULT value affects only subsequent insertions to the table.

Column definitions cannot be altered at add DEFAULT values for columns with a NUMBER data type.

All the rows that have a NULL value for the SALARY column will be updated with the value 5000.

Explanation:

A change to the DEFAULT value affects only subsequent insertions to the table. Existing rows will not be affected.

Question: 138. (F)

You need to change the definition of an existing table. The COMMERCIALS table needs its DESCRIPTION column changed to hold varying length characters up to 2000 bytes. The column can currently hold 1000 bytes per value. The table contains 20000 rows.

Which statement is valid?

ALTER TABLE commercials MODIFY (description CHAR2(2000));

ALTER TABLE commercials CHANGE (description CHAR2(2000));

ALTER TABLE commercials

CHANGE (description VARCHAR2(2000));

ALTER TABLE commercials

MODIFY (description VARCHAR2(2000));

You cannot increase the size of a column if the table has rows.

Question: 139. (F)

Evaluate the SQL statement

DROP TABLE DEPT:

Which four statements are true of the SQL statement? (Choose four)

You cannot roll back this statement.

All pending transactions are committed.

Al views based on the DEPT table are deleted.

All indexes based on the DEPT table are dropped.

All data in the table is deleted, and the table structure is also deleted.

All data in the table is deleted, but the structure of the table is retained.

All synonyms based on the DEPT table are deleted.

Explanation:

You cannot roll back DROP TABLE statement. All pending transactions related on this table are committed. If the table is dropped, Oracle automatically drops any index, trigger and constraint associated with the table as well. All data in the table is deleted, and the table structure is also deleted.

Question: 140. (F)

Which statement describes the ROWID data type?

Binary data up to 4 gigabytes.

Character data up to 4 gigabytes.

Raw binary data of variable length up to 2 gigabytes.

Binary data stored in an external file, up to 4 gigabytes.

A hexadecimal string representing the unique address of a row in its table.

Explanation:

The ROWID datatype stores information related to the disk location of table rows. They also uniquely identify the rows in your table. The ROWID datatype is stored as a hexadecimal string.

Question: 141. (F)

You just issued the following statement.

Alter table marketing

Drop column profit;

Which of the following choices identified when the column will actually be removed from database.

Immediately following statement execution.

After the Alter table drop unused columns command is issued.

After the Alter table set unused column command is issued.

After the Alter table modify command is issued.

Explanation:

When drop column command is issued then column will be immediately drop.

Question: 142. (F)

Which of the following can be a valid column name?

Number

1966\_Invoices

Catch\_#22

#Invoices

None of the above

Explanation

Column name must be start with an alphabet.But not the reserved word of the oracle

Question: 143.(G)

You need to modify the STUDENTS table to add a primary key on the STUDENT\_ID column. The table is currently empty.

Which statement accomplishes this task?

ALTER TABLE students

ADD PRIMARY KEY student\_id;

ALTER TABLE students

ADD CONSTRAINT PRIMARY KEY (student\_id);

ALTER TABLE students

ADD CONSTRAINT stud\_id\_pk PRIMARY KEY student\_id;

ALTER TABLE students

ADD CONSTRAINT stud\_id\_pk PRIMARY KEY (student\_id);

ALTER TABLE students

MODIFY CONSTRAINT stud\_id\_pk PRIMARY KEY (student\_id);

Explanation:

This statement provides correct syntax to add a primary key on the STUDENT\_ID column of the STUDENT table.

Question: 144. (G)

Which SQL statement defines the FOREIGN KEY constraint on the DEPTNO column of the EMP table?

CREATE TABLE EMP (empno NUMBER(4), ename VARCNAR2(35),

deptno NUMBER(7,2) NOT NULL

CONSTRAINT emp\_deptno\_fk FOREIGN KEY deptno REFERENCES dept deptno);

CREATE TABLE EMP (empno NUMBER(4), ename VARCNAR2(35), deptno NUMBER(7,2)

CONSTRAINT emp\_deptno\_fk REFERENCES dept (deptno));

CREATE TABLE EMP (empno NUMBER(4) ename VARCHAR2(35),

deptno NUMBER(7,2) NOT NULL,

CONSTRAINT emp\_deptno\_fk REFERENCES dept (deptno) FOREIGN KEY (deptno));

CREATE TABLE EMP (empno NUMBER(4), ename VARCNAR2(35),

deptno NUMBER(7,2) FOREIGN KEY

CONSTRAINT emp deptno fk REFERENCES dept (deptno));

Explanation:

This statement provides correct syntax to define the FOREIGN KEY constraint on the DEPTNO column of the EMP table.

Question: 145. (G)

Which three statements correctly describe the functions and use of constraints? (Choose three.)

Constraints provide data independence.

Constraints make complex queries easy.

Constraints enforce rules at the view level.

Constraints enforce rules at the table level.

Constraints prevent the deletion of a table if there are dependencies.

F. Constraints prevent the deletion of an index if there are dependencies.

Explanation:

Constraints have functions to enforce rules at the view and table levels and to prevent the deletion of data if dependencies exist between tables.

Question: 146. (G)

Which two statements about NOT NULL constraints are true? (Choose two.)

NOT NULL constraints can only be defined at the column level.

You CANNOT define a NOT NULL column if the column does NOT have a non-null value for every row.

You CANNOT add a NOT NULL constraint to an existing column using the ALTER TABLE statement.

You can modify the structure of a NOT NULL constraint using the ALTER TABLE statement.

A NOT NULL constraint is stored in the data dictionary as a UNIQUE constraint.

Explanation:

NOT NULL constraints cannot be define at table level they can be define at column level. To define a NOT NULL constraint for a column the column must not have any null values in it.

Question: 147. (G)

The PO\_DETAIL table contains these columns:

PO\_NUM NUMBER NOT NULL, Primary Key PO\_LINE\_ID NUMBER NOT NULL, Primary Key

PRODUCT\_ID NUMBER Foreign Key to PRODUCT\_ID column of the PRODUCT table QUANTITY NUMBER

UNIT\_PRICE NUMBER(5,2)

Evaluate this statement:

ALTER TABLE po\_detail

ENABLE CONSTRAINT po\_num\_pk;

For which task would you issue this statement?

to drop and recreate the PRIMARY KEY constraint on the PO\_NUM column

to activate the previously disabled constraint on the PO\_NUM column while creating a PRIMARY KEY index

to create a new PRIMARY KEY constraint on the PO\_NUM column

to enable any previously disabled FOREIGN KEY constraints that are dependent on the PO\_NUM column

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |

Explanation:

To activate the previously disable constraints you can use the ENABLE clause in the ALTER TABLE command.

ALTER TABLE po\_detail

ENABLE CONSTRAINT po\_num\_pk;

Question: 148. (G)

Which two statements about constraints are true? (Choose two.)

Constraints only enforce rules at the table level.

Constraints prevent a table with dependencies from being deleted.

Constraints can be created at the same time as the table or after the table is created.

You must provide a name for each constraint at the time of its creation.

Constraint names are NOT required to follow the standard object-naming rules.

Explanation:

Constraints can be created at the table level and column level. They can be created at the time of table creation or after the table is created. You cannot delete data from a table if there are dependencies on the table. If you do not provide a name to the constraint then the oracle will assign the name to constraint..

Question: 149. (G)

Examine the structure of the EMPLOYEE table.

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| EMP\_LNAME | VARCHAR2 |  |
|  | (25) |  |
| EMP\_FNAME | VARCHAR2 |  |
|  | (25) |  |
| DEPT\_ID | NUMBER | Foreign key to DEPT\_ID column of the |
|  |  | DEPARTMENT table |
| JOB\_ID | NUMBER | Foreign key to JOB\_ID column of the JOB table |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
| SALARY | NUMBER (9,2) |  |
| HIRE\_DATE | DATE |  |

Which CREATE TABLE statement should you use to create the EMPLOYEE table?

CREATE TABLE employee ( employee\_id NUMBER, emp\_lname VARCHAR2(25), emp\_fname VARCHAR2(25), dept\_id NUMBER,

job\_id NUMBER, mgr\_id NUMBER, salary NUMBER(9,2), hire\_date DATE,

CONSTRAINT employee\_id\_pk PRIMARY KEY(employee\_id),

CONSTRAINT dept\_id\_fk FOREIGN KEY(dept\_id) REFERENCES department(dept\_id), CONSTRAINT job\_id\_fk FOREIGN KEY(job\_id) REFERENCES job(job\_id), CONSTRAINT mgr\_id\_fk FOREIGN KEY(mgr\_id) REFERENCES employee(emp\_id));

CREATE TABLE employee ( employee\_id NUMBER, emp\_lname VARCHAR2(25), emp\_fname VARCHAR2(25), dept\_id NUMBER,

job\_id NUMBER, mgr\_id NUMBER, salary NUMBER(9,2), hire\_date DATE,

CONSTRAINT employee\_id\_pk PRIMARY KEY(employee\_id));

CREATE TABLE employee ( employee\_id NUMBER, emp\_lname VARCHAR2(25), emp\_fname VARCHAR2(25), dept\_id NUMBER,

job\_id NUMBER, mgr\_id NUMBER, salary NUMBER(9,2), hire\_date DATE,

CONSTRAINT employee\_id\_pk PRIMARY KEY(employee\_id),

CONSTRAINT dept\_id\_fk FOREIGN KEY(dept\_id) REFERENCES department(dept\_id), CONSTRAINT job\_id\_fk FOREIGN KEY(job\_id) REFERENCES job(job\_id));

CREATE TABLE employee ( employee\_id NUMBER, emp\_lname VARCHAR2(25), emp\_fname VARCHAR2(25), dept\_id NUMBER,

job\_id NUMBER, mgr\_id NUMBER, salary NUMBER(9,2), hire\_date DATE,

CONS TRAINT employee\_id\_pk PRIMARY KEY(employee\_id),

CONSTRAINT mgr\_id\_fk FOREIGN KEY(mgr\_id) REFERENCES employee(emp\_id));

Explanation:

Employee Table will all constraints can be created by the following command. CREATE TABLE employee (

employee\_id NUMBER, emp\_lname VARCHAR2(25), emp\_fname VARCHAR2(25), dept\_id NUMBER,

job\_id NUMBER, mgr\_id NUMBER, salary NUMBER(9,2), hire\_date DATE,

CONSTRAINT employee\_id\_pk PRIMARY KEY(employee\_id),

CONSTRAINT dept\_id\_fk FOREIGN KEY(dept\_id) REFERENCES department(dept\_id), CONSTRAINT job\_id\_fk FOREIGN KEY(job\_id) REFERENCES job(job\_id), CONSTRAINT mgr\_id\_fk FOREIGN KEY(mgr\_id) REFERENCES employee(emp\_id));

Question: 150. (G)

Which syntax turns an existing constraint on?

ALTER TABLE table\_name ENABLE constraint\_name;

ALTER TABLE table\_name

STATUS = ENABLE CONSTRAINT constraint\_name;

ALTER TABLE table\_name

ENABLE CONSTRAINT constraint\_name;

ALTER TABLE table\_name

STATUS ENABLE CONSTRAINT constraint\_name;

ALTER TABLE table\_name

TURN ON CONS TRAINT constraint\_name;

ALTER TABLE table\_name

TURN ON CONSTRAINT constraint\_name;

Explanation:

ALTER TABLE statement with ENABLE CONSTRAINT keywords is correct answer to enable an existing constraint.

Question: 151. (G)

Which two statements about creating constraints are true? (Choose two)

Constraint names must start with SYS\_C.

All constraints must be defines at the column level.

Constraints can be created after the table is created.

Constraints can be created at the same time the table is created.

Information about constraints is found in the VIEW\_CONSTRAINTS dictionary view.

Explanation:

Constraints can be created after the table is created. Use ALTER TABLE command for that. Constraints can be created at the same time the table is created (CREATE TABLE command).

Question: 152. (G)

Which constraint can be defines only at the column level?

UNIQUE

NOT NULL

CHECK

PRIMARY KEY

FOREIGN KEY

Explanation:

The NOT NULL constraint can be defined only at the column level. It enforces that a value must be defined for this column such that the column may not be NULL for any row.

Question: 153. (G)

Which statement explicitly names a constraint?

ALTER TABLE student\_grades ADD

FOREIGN KEY (student\_id) REFERENCES students(student\_id);

ALTER TABLE student\_grades

ADD CONSTRAINT NAME = student\_id\_fk

FOREIGN KEY (student\_id) REFERENCES students(student\_id);

ALTER TABLE student\_grades ADD CONSTRAINT student\_id\_fk

FOREIGN KEY (student\_id) REFERENCES students(student\_id);

ALTER TABLE student grades

ADD NAMED CONSTRAINT student\_id\_fk

FOREIGN KEY (student\_id) REFERENCES students(student\_id);

ALTER TABLE student grades ADD NAME student\_id\_fk

FOREIGN KEY (student\_id) REFERENCES students(student\_id);

Explanation:

This statement provides correct syntax to add a foreign key constraint to the existing table.

Question: 154. (G)

Examine the SQL statements that creates ORDERS table:

CREATE TABLE orders (SER\_NO NUMBER UNIQUE, ORDER\_ID NUMBER, ORDER\_DATE DATE NOT NULL STATUS VARCHARD2(10)

CHECK (status IN (‘CREDIT’,’CASH’)), PROD\_ID\_NUMBER

REFERENCES PRODUCTS(PRODUCT\_ID), ORD\_TOTAL NUMBER,

PRIMARY KEY (order id, order date));

For which columns would an index be automatically created when you execute the above SQL statement? (Choose two)

SER\_NO

ORDER\_ID

STATUS

PROD\_ID.

ORD\_TOTAL

Composite index on ORDER\_ID and ORDER\_DATE

Explanation:

Indexes are created automatically by Oracle to support integrity constraints that enforce uniqueness. The two types of integrity constraints that enforce uniqueness are PRIMARY KEY and UNIQUE constraints. When the primary key or UNIQUE constraint is declared, a unique index to support the column’s uniqueness is also created, and all values in all columns that were defined as part of the primary key or UNIQUE constraint are placed into the index.

Question: 155. (G)

For which two constraints does the Oracle Server implicitly create a unique index? (Choose two.)

NOT NULL.

PRIMARY KEY

FOREIGN KEY

CHECK

UNIQUE

Explanation:

Indexes are created automatically by Oracle to support integrity constraints that enforce uniqueness. The two types of integrity constraints that enforce uniqueness are PRIMARY KEY and UNIQUE constraints. When the primary key or UNIQUE constraint is declared, a unique index to support the column’s uniqueness is also created, and all values in all columns that were defined as part of the primary key or UNIQUE constraint are placed into the index.

Question: 156. (G)

Your attempt to disable a constraints result in the following error

Ora:02297: cannot disable constraint – dependencies exist.

Which of the following types of the constraints is likely causing interference with your disablement of this one?

Check constraints.

Not NULL constraints.

Foreign key Constraints.

Unique Constraints.

Explanation:

When you attempt to disable a primary key when existing foreign keys depend on that primary key. Then you will get this above shown error. To disable the column with primary key you have to use an additional option CASCADE within the command.

Question: 157.(H)

Examine the structure of the EMPLOYEES and NEW\_EMPLOYEES tables:

EMPLOYEES

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHARD2(25) |  |
| LAST\_NAME | VARCHARD2(25) |  |
| HIRE\_DATE | DATE |  |

NEW EMPLOYEES

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | |  |  |
| EMPLOYEE\_ID |  | NUMBER | Primary Key | |  |  |
| NAME |  | VARCHAR2(60) |  |  |  |  |

Which UPDATE statement is valid?

UPDATE new\_employees SET name = (Select last\_name||. first\_name

FROM employees

Where employee\_id =180) WHERE employee\_id =180;

UPDATE new\_employees SET name = (SELECT last\_name||first\_name

FROM employees) WHERE employee\_id =180;

UPDATE new\_employees SET name = (SELECT last\_name|| first\_name

FROM employees

WHERE employee\_id =180)

WHERE employee\_id =(SELECT employee\_id FROM new employees);

UPDATE new\_employees SET name = (SELECT last name|| first\_name

FROM employees WHERE employee\_id= (SELECT employee\_id FROM new\_employees))

WHERE employee\_id =180;

Explanation:

Sub-query in this answer will return one row value, concatenated first and last name for the employee with ID 180, so update will be successful. When sub-queries are linked to the parent by equality comparisons, the parent query expects only one row of data from the subquery.

Question: 158. (H)

Examine the structure if the EMPLOYEES and NEW EMPLOYEES tables:

EMPLOYEES

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2(25) |  |
| LAST\_NAME | VARCHAR2(25) |  |
| HIRE\_DATE | DATE |  |

NEW EMPLOYEES

|  |  |
| --- | --- |
| EMPLOYEE\_ID | NUMBER Primary Key |
| NAME | VARCHAR2(60) |

Which MERGE statement is valid?

MERGE INTO new\_employees c USING employees e

ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE SET

c.name = e.first\_name ||’,’|| e.last\_name WHEN NOT MATCHED THEN

INSERT VALUES(e.employee\_id, e.first\_name ||’, ‘||e.last\_name);

MERGE new\_employees c USING employees e

ON (c.employee\_id = e.employee\_id) WHEN EXIST THEN

UPDATE SET

c.name = e.first\_name ||’,’|| e.last\_name WHEN NOT MATCHED THEN

INSERT VALUES(e.employee\_id, e.first\_name ||’,. ‘||e.last\_name);

MERGE INTO new employees c USING employees e

ON (c.employee\_id = e.employee\_id) WHEN EXISTS THEN

UPDATE SET

c.name = e.first\_name ||’,’|| e.last\_name WHEN NOT MATCHED THEN

INSERT VALUES(e.employee\_id, e.first\_name ||’, ‘||e.last\_name);

MERGE new\_employees c FROM employees e

ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE SET

c.name = e.first\_name ||’,’|| e.last\_name WHEN NOT MATCHED THEN

INSERT INTO new\_employees VALUES(e.employee\_id, e.first\_name ||’.’||e.last\_name);

Explanation:

Correct syntax for the MERGE command is MERGE INTO *table1* USING *table2* on (*join\_condition*) WHEN MATCHED UPDATE SET col1 = *value* WHEN NOT MATCHED INSERT (*column\_list*) values (*column\_values*).

Question: 159. (H)

Examine the data in the EMPLOYEES and EMP\_HIST tables:

EMPLOYEES

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | NAME | DEPT\_ID | MGR\_ID | JOB\_ID | SALARY |
| 101 | Smith | 20 | 120 | SA\_REP | 4000 |
| 102 | Martin | 10 | 105 | CLERK | 2500 |
| 103 | Chris | 20 | 120 | IT\_ADMIN | 4200 |
| 104 | John | 30 | 108 | HR\_CLERK | 2500 |
| 105 | Diana | 30 | 108 | IT\_ADMIN | 5000 |
| 106 | Smith | 40 | 110 | AD\_ASST | 3000 |
| 108 | Jennifer | 30 | 110 | HR\_DIR | 6500 |
| 110 | Bob | 40 |  | EX\_DIR | 8000 |
| 120 | Ravi | 20 | 110 | SA\_DIR | 6500 |

EMP\_HIST

|  |  |  |  |
| --- | --- | --- | --- |
| EMPLOYEE\_ID | NAME | JOB\_ID | SALARY |
| 101 | Smith | SA\_CLERK | 2000 |
| 103 | Chris | IT\_CLERK | 2200 |
| 104 | John | HR\_CLERK | 2000 |
| 106 | Smith | AD\_ASST | 3000 |
| 108 | Jennifer | HR\_MGR | 4500 |

The EMP\_HIST table is updated at the end of every year. The employee ID, name, job ID, and salary of each existing employee are modified with the latest data. New employee details are added to the table.

Which statement accomplishes this task?

UPDA TE emp\_hist

SET employee\_id, name, job\_id, salary = (SELECT employee\_id, name, job\_id, salary FROM employees)

WHERE employee\_id IN (SELECT employee\_id FROM employees);

MERGE INTO emp\_hist eh USING employees e

ON (eh.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE SET eh.name = e.name, eh.job\_id = e.job\_id,

eh.salary = e.salary

WHEN NOT MATCHED THEN

INSERT VALUES (e.employee id, e.name, e.job id, e.salary);

MERGE INTO emp\_hist eh USING employees e

ON (eh.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE emp hist SET eh.name = e.name, eh.job\_id = e.job\_id,

eh.salary = e.salary

WHEN NOT MATCHED THEN INSERT INTO emp\_hist

VALUES (e.employee\_id, e.name, e.job\_id, e.salary);

MERGE INTO emp\_hist eh USING employees e. WHEN MATCHED THEN

UPDATE emp\_hist SET eh.name = e.name, eh.job\_id = e.job\_id,

eh.salary = e.salary

WHEN NOT MATCHED THEN INSERT INTO emp\_hist

VALUES (e.employee\_id, e.name, e.job\_id, e.salary);

Answer: B

Explanation:

This task can be done using the MERGE command. Correct syntax for the MERGE command is MERGE INTO *table1* USING *table2* on (*join\_condition*) WHEN MATCHED UPDATE

SET col1 = *value* WHEN NOT MATCHED INSERT (*column\_list*) values (*column\_values*).

Question: 161. (H)

Examine the data in the EMPLOYEES and DEPARTMENTS tables:

EMPLOYEES

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | EMP\_NAME | DEPT\_ID | MGR\_ID | JOB\_ID | SALARY |
|  |  |  |  |  |  |
| 101 | Smith | 20 | 120 | SA\_REP | 4000 |
| 102 | Martin | 10 | 105 | CLERK | 2500 |
| 103 | Chris | 20 | 120 | IT\_ADMIN | 4200 |
| 104 | John | 30 | 108 | HR\_CLERK | 2500 |
| 105 | Diana | 30 | 108 | IT\_ADMIN | 5000 |
| 106 | Smith | 40 | 110 | AD\_ASST | 3000 |
| 108 | Jennifer | 30 | 110 | HR\_DIR | 6500 |
| 110 | Bob | 40 | 110 | EX\_DIR | 8000 |
| 120 | Ravi | 20 | 110 | SA\*DIR | 6500 |

DEPARTMENTS

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | |  |  |  |  |
| DEPARTMENT\_ID | | DEPARTMENT\_NAME |  |  |  |
| 10 |  | Admin |  |  |  |
| 20 |  | Education |  |  |  |
| 30 |  | IT |  |  |  |
| 40 |  | Human Resources |  |  |  |

Also examine the SQL statements that create the EMPLOYEES and DEPARTMENTS tables:

CREATE TABLE departments (department\_id NUMBER PRIMARY KEY, department\_name VARCHAR2(30)); CREATE TABLE employees (EMPLOYEE\_ID NUMBER PRIMARY KEY, EMP\_NAME VARCHAR2(20),

DEPT\_ID NUMBER REFERENCES departments(department\_id), MGR\_ID NUMBER REFERENCES employees(employee id),

MGR\_ID NUMBER REFERENCES employees(employee id),

JOB\_ID VARCHAR2(15). SALARY NUMBER);

ON the EMPLOYEES,

On the EMPLOYEES table, EMPLOYEE\_ID is the primary key. MGR\_ID is the ID of managers and refers to the EMPLOYEE\_ID.

DEPT\_ID is foreign key to DEPARTMENT\_ID column of the DEPARTMENTS table. On the DEPARTMENTS table, DEPARTMENT\_ID is the primary key.

Examine this DELETE statement:

DELETE

FROM departments

WHERE department id = 40;

What happens when you execute the DELETE statement?

Only the row with department ID 40 is deleted in the DEPARTMENTS table.

The statement fails because there are child records in the EMPLOYEES table with department ID 40.

The row with department ID 40 is deleted in the DEPARTMENTS table. Also the rows with employee IDs 110 and 106 are deleted from the EMPLOYEES table.

The row with department ID 40 is deleted in the DEPARTMENTS table. Also the rows with employee IDs 106 and 110 and the employees working under employee 110 are deleted from the EMPLOYEES table.

The row with department ID 40 is deleted in the DEPARTMENTS table. Also all the rows in the EMPLOYEES table are deleted.

The statement fails because there are no columns specifies in the DELETE clause of the DELETE statement.

Explanation:

It will be error generated because there are 2 child records in the EMPLOYEES table with department number you try to delete from the DEPARTMENTS table.

Question: 162. (H)

You maintain two tables, CUSTOMER and PROSPECT, that have identical structures but different data. You want to synchronize these two tables by inserting records from the PROSPECT table into the CUSTOMER table, if they do not exist. If the customer already exists in the CUSTOMER table, you want to update customer data.

Which DML statement should you use to perform this task?

INSERT

UPDATE

SYNC

MERGE

You CANNOT perform this task with one DML operation.

Answer: D

Explanation:

MERGE command can be use to synchronize the two tables. when this command is used then if the data already exist then it will be updated and if does not exist then these two tables will be synchronize by inserting the data from one table to the other.

Question: 163. (H)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | NOT NULL |
| EMP\_NAME | VARCHAR2(30) |  |
| JOB\_ID | VARCHAR2(20) | DEFAULT 'SA\_REP' |
| SAL | NUMBER |  |
| COMM\_PCT | NUMBER |  |
| MGR\_ID | NUMBER. |  |
| DEPARTMENT\_ID | NUMBER |  |

You need to update the records of employees 103 and 115. The UPDATE statement you specify should update the rows with the values specified below:

JOB\_ID: Default value specified for this column definition.

SAL: Maximum salary earned for the job ID SA\_REP.

COMM\_PCT: Default value specified for this commission percentage column, if any.

If no default value is specified for the column, the value should be NULL.

DEPARTMENT\_ID: Supplied by the user during run time through substitution variable.

Which UPDATE statement meets the requirements?

UPDATE employees SET job\_id = DEFAULT

AND Sal = (SELECT MAX(sal) FROM employees

WHERE job\_id = 'SA\_REP' AND comm\_pct = DEFAULT AND department\_id = &did

WHERE employee\_id IN (103,115);

UPDATE employees SET job\_id = DEFAULT AND Sal = MAX(sal)

AND comm\_pct = DEFAULT OR NULL AND department\_id = &did

WHERE employee\_id IN (103,115) AND job\_id = 'SA\_REP';

UPDATE employees SET job\_id = DEFAULT, Sal = (SELECT MAX(sal) FROM employees

WHERE job\_id = 'SA\_REP'), comm\_pct = DEFAULT, department\_id = &did

WHERE employee\_id IN (103,115);

UPDATE employees SET job\_id = DEFAULT, Sal = MAX(sal), comm\_pct = DEFAULT, department\_id = &did

WHERE employee\_id IN (103,115) AND job\_id = 'SA\_REP';

UPDATE employees. SET job\_id = DEFAULT, Sal = (SELECT MAX(sal) FROM employees

WHERE job\_id = 'SA\_REP') comm\_pct = DEFAULT OR NULL, department\_id = &did

WHERE employee\_id IN (103,115);

Answer: C

Explanation:

This UPDATE statement is correct to receive desired results. Correct syntax is UPDATE *table\_name* SET *column\_name1* = value, *column\_name2* = value2. You can also use theDEFAULT keyword to set a column value to its specified default value in update statements as well.

Question: 164. (H)

You added a PHONE-NUMBER column of NUMBER data type to an existing EMPLOYEES table. The EMPLOYEES table already contains records of 100 employees. Now, you want to enter the phone numbers of each of the 100 employees into the table.

Some of the employees may not have a phone number available.

Which data manipulation operation do you perform?

MERGE

INSERT

UPDATE

ADD

ENTER

You cannot enter the phone numbers for the existing employee records.

Answer: C

Explanation:

To update information you need to use UPDATE command.

Question: 165. (H)

Which two statements complete a transaction? (Choose two)

DELETE employees;

DESCRIBE employees;

ROLLBACK TO SAVEPOINT C;

GRANT SELECT ON employees TO SCOTT;

ALTER TABLE employees SET UNUSED COLUMN sal;

Select MAX(sal) FROM employees

WHERE department\_id = 20;

, E

Explanation:

It is important to understand that an implicit COMMIT occurs on the database when a user exits SQL\*Plus or issues a data-definition language (DDL) command such as a CREATE TABLE statement, used to create a database object, or an ALTER TABLE statement, used to alter a database object. Also after the ROLLBACK command is issued, a new transaction is started implicitly by the database session.

Question: 166. (H)

Examine the data in the EMPLOYEES table.

EMPLOYEES

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | EMP\_NAME | DEPT\_ID | MGR\_ID | JOB\_ID | SALARY |
| 101 | Smith | 20 | 120 | SA\_REP | 4000 |
| 102 | Martin | 10 | 105 | CLERK | 2500 |
| 103 | Chris | 20 | 120 | IT\_ADMIN | 4200 |
| 104 | John | 30 | 108 | HR\_CLERK | 2500 |
| 105 | Diana | 30 | 108 | IT\_ADMIN | 5000 |
| 106 | Smith | 40 | 110 | AD.ASST | 3000 |
| 108 | Jennifer | 30 | 110 | HR\_DIR | 6500 |
| 110 | Bob | 40 |  | EK\_DIR | 8000 |
| 120 | Revi | 20 | 110 | SA\_DIR | 6500 |

On the EMPLOYEES table, EMPLOYEE\_ID is the primary key. MGR\_ID is the ID of managers and refers to the EMPLOYEE\_ID. The JOB\_ID column is a NOT NULL column.

Evaluate this DELETE statement:

DELETE employee\_id, salary, job\_id

FROM employees

WHERE dept\_id = 90;

Why does the DELETE statement fail when you execute it?

There is no row with dept\_id 90 in the EMPLOYEES table.

You cannot delete the JOB\_ID column because it is a NOT NULL column.

You cannot specify column names in the DELETE clause of the DELETE statement.

You cannot delete the EMPLOYEE\_ID column because it is the primary key of the table.

Answer: C

Explanation:

You cannot specify column names in the DELETE clause of the DELETE statement. Syntax of this command is: DELETE FROM *table\_name* WHERE *column\_name* = value.

Question: 167. (H)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCNAR2(25) |  |
| LAST\_NAME | VARCNAR2(25) |  |

Which three statements inserts a row into the table? (Choose three)

INSERT INTO employees VALUES ( NULL, ‘John’,‘Smith’);

INSERT INTO employees( first\_name, last\_name) VALUES(‘John’,‘Smith’);

INSERT INTO employees VALUES (‘1000’,‘John’,NULL);

INSERT INTO employees(first\_name,last\_name, employee\_id) VALUES ( 1000, ‘John’,‘Smith’);

INSERT INTO employees (employee\_id) VALUES (1000);

INSERT INTO employees (employee\_id, first\_name, last\_name) VALUES ( 1000, ‘John’,‘’);

, E, F

Explanation:

Since EMPLOYEE\_ID column is used as primary key, it cannot be NULL, so only INSERT statements in C, E and F are correct. You can insert the row with NULL LAST\_NAME as in answer C, or only the row with EMPLOYEE\_ID as in answer E, or the row with empty LAST\_NAME column.

Question: 168. (H)

Examine the structure of the EMPLOYEES table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | | NUMBER | Primary Key | |
| FIRST\_NAME | | VARCHAR2(25) |  | |
|  |  |  |  |  |  |  |
| LAST\_NAME |  | VARCHAR2(25) |  |  |  |  |
| HIRE\_DATE |  | DATE |  |  |  |  |

You issue these statements:

CREATE table new\_emp ( employee\_id NUMBER, name VARCHAR2(30)); INSERT INTO new\_emp SELECT employee\_id , last\_name from employees;

Savepoint s1;

UPDATE new\_emp set name = UPPER(name); Savepoint s2;

Delete from new\_emp; Rollback to s2;

Delete from new\_emp where employee\_id =180; UPDATE new\_emp set name = 'James'; Rollback to s2;

UPDATE new\_emp set name = 'James' WHERE employee\_id =180; Rollback;

At the end of this transaction, what is true?

You have no rows in the table.

You have an employee with the name of James.

You cannot roll back to the same savepoint more than once.

Your last update fails to update any rows because employee ID 180 was already deleted.

Answer: A

Explanation:

At the end of this transaction you will not have rows in the table.

Question: 169. (H)

Examine the data from the CLASS and INSTRUCTOR tables.

*CLASS Table*

|  |  |  |  |
| --- | --- | --- | --- |
| CLASS\_ID | CLASS\_NAME | HOURS\_CREDIT | INSTRUCTOR\_ID |
| 1 | Introduction to Accounting | 3 | 4 |
| 2 | Computer Basics | 3 | 1 |
| 3 | Tax Accounting Principles | 3 | 4 |
| 4 | American History | 3 | 2 |
| 5 | Basic Engineering | 3 |  |

*INSTRUCTOR Table*

|  |  |  |  |
| --- | --- | --- | --- |
| INSTRUCTOR\_ID | | LAST\_NAME | FIRST\_NAME |
| 1 | | Chao | Ling |
| 2 | | Vanderbilt | Herbert |
|  |  |  |  |  |  |
| 3 |  | Wigley | Martha |  |  |
| 4 |  | Page | Albert |  |  |

You want to delete the classes that do NOT have an instructor assigned. Which DELETE statement will accomplish the desired result?

DELETE class\_id, class\_name, hours\_credit, instructor\_id FROM class

WHERE instructor\_id IS NULL;

DELETE FROM class WHERE instructor\_id NOT IN (SELECT instructor\_id

FROM class);

DELETE FROM

instructor NATURAL JOIN class

WHERE instructor\_id IS NOT NULL;

DELETE FROM class WHERE instructor\_id IS NULL;

Answer: D

Explanation:

To delete a record from a table on the basis of null values you can use the IS NULL operator in the condition in delete statement as

DELETE FROM class WHERE instructor\_id IS NULL;

Question: 170. (H)

Which action will cause an automatic rollback?

GRANT statement

CREATE statement

System crash

exiting from iSQL\*Plus without first committing the changes

subsequent DML statement

SAVEPOINT statement

Answer: C

Explanation:

Automatic roll back occur under an abnormal termination of SQL Plus and when the system crashes or machines fails.

Question: 171. (H)

The PRODUCT table contains these columns: PRODUCT\_ID NUMBER NOT NULL PRODUCT\_ NAME VARCHAR2(25) SUPPLIER\_ID NUMBER

LIST\_PRICE NUMBER(7,2) COST NUMBER(7,2)

You need to increase the list price and cost of all products supplied by Global Imports, Inc. by 5.5 percent. The SUPPLIER\_ID for Global Imports, Inc. is 105. Which statement should you use?

UPDATE product

SET list\_price = list\_price \* 1.055 SET cost = cost \* 1.055

WHERE supplier\_id = 105;

UPDATE product

SET list\_price = list\_price \* .055 AND

cost = cost \* .055

WHERE supplier\_id = 105;

UPDATE product

SET list\_price = list\_price \* 1.055, cost = cost \* 1.055 WHERE supplier\_id = 105;

UPDATE product

SET list\_price = list\_price + (list\_price \* .055), cost = cost + (cost \* .055) WHERE supplier\_id LIKE 'Global Imports, Inc.'

OR supplier\_id = 105;

UPDATE product

SET list\_price = list\_price + (list\_price \* .055), cost = cost + (cost \* .055) WHERE supplier\_id LIKE 'Global Imports, Inc.';

Answer: C

Explanation:

Using UPDATE command you can change the data of a table. To increase the value of list price and cost of all products supplied by Global imports, Inc by 5.5 percent and the SUPPLIER\_ID for global imports. Inc is 105 use the following command

UPDATE product

SET list\_price = list\_price \* 1.055, cost = cost \* 1.055 WHERE supplier\_id = 105;

Question: 172. (H)

Which two statements would cause an implicit COMMIT to occur? (Choose two.)

GRANT

UPDATE

COMMIT

SELECT

ROLLBACK

RENAME

& F

Explanation:

All DDL commands such as CREATE, ALTER, DROP and all DCL commands such GRANT and REVOKE cause an implicit commit. RENAME command also change the definition of object so this is will also cause an implicit commit.

Question: 173. (H)

Examine the structures of the EVENT and NEW\_EVENT tables.

EVENT Table

|  |  |
| --- | --- |
| EVENT\_ID | NUMBER |
| EVENT\_NAME | VARCHAR2 (30) |
| EVENT\_DESCRIPTION | VARCHAR2 (100) |
| EVENT\_TYPE\_ID | NUMBER |
| NEW\_EVENT Table |  |
| EVENT\_ID | NUMBER |
| EVENT\_NAME | VARCHAR2 (30) |
| EVENT\_DESCRIPTION | VARCHAR2 (100) |
| EVENT\_TYPE\_ID | NUMBER |
| START\_DT | DATE |

You execute this MERGE statement:

MERGE INTO EVENT e

USING (SELECT \* FROM new\_event

WHERE event\_type\_id = 4) n ON (e.event\_id = n.event\_id) WHEN MATCHED THEN UPDATE SET

e.event\_type\_id = n.event\_type\_id, e.start\_dt = n.start\_dt

WHEN NOT MATCHED THEN

INSERT (event\_id, event\_name, event\_type\_id) VALUES(n.event\_id, n.event\_name, n.event\_type\_id);

This MERGE statement generates an error. Which statement describes the cause of the error?

A subquery CANNOT be used in the USING clause of a MERGE statement.

Table aliases CANNOT be used in a MERGE statement.

The ON clause of the statement is invalid.

The UPDATE portion of the statement is invalid.

The INSERT portion of the statement is invalid.

A MERGE statement CANNOT be used with tables that do NOT have an identical structure.

Answer: D

Explanation:

Use the MERGE statement to select rows from one table for update or insertion into another table. The decision whether to update or insert into the target table is based on a condition in the ON clause. In the above written statement the update portion contains invalid column name as no STA RT\_ID column is in the EVENT table.

Question: 174. (H)

Which statement regarding DML statement functionality is true?

DELETE can be used to delete rows or columns from a table.

MERGE will delete rows that do NOT exist in either table.

UPDATE will add rows to a table if an INTO clause is specified.

UPDATE can update multiple columns in one table.

INSERT must contain a VALUES clause.

Answer: D

Explanation:

UPDATE commands can update multiple columns in one table by using comma (,) between the columns in a single statement.

Question: 175. (H)

The STUDENT table contains these columns:

STU\_ID NUMBER(9) NOT NULL

LAST\_NAME VARCHAR2(30) NOT NULL

FIRST\_NAME VARCHAR2(25) NOT NULL

DOB DATE

STU\_TYPE\_ID VARCHAR2(1) NOT NULL

ENROLL\_DATE DATE

You create another table, named PT\_STUDENT, with an identical structure. You want to insert all part-time students, who have a STU\_TYPE\_ID value of "P", into the new table. You execute this INSERT statement:

INSERT INTO pt\_student

(SELECT stu\_id, last\_name, first\_name, dob, sysdate FROM student

WHERE UPPER(stu\_type\_id) = 'P');

What is the result of executing this INSERT statement?

All part-time students are inserted into the PT\_STUDENT table.

An error occurs because the PT\_STUDENT table already exists.

An error occurs because you CANNOT use a subquery in an INSERT statement.

An error occurs because the STU\_TYPE\_ID column is NOT included in the subquery select list.

An error occurs because both the STU\_TYPE\_ID and ENROLL\_DATE columns are NOT included in the subquery select list.

An error occurs because the INSERT statement does NOT contain a VALUES clause.

Answer: D

Explanation:

When using subquery to insert data into the table do not use the VALUES clause and the number of columns in the INSERT clause must match to number of column in the subquery. In the above written statement STU\_TYPE\_ID column is in the pt\_student table but is missing in the subquery select list so this will cause an error.

Question: 176. (H)

Examine the structures of the AR\_TRX and AR\_TRX\_HY tables.

AR\_TRX Table

|  |  |  |
| --- | --- | --- |
| TRX\_ID | NUMBER | NOT NULL, Primary Key |
| TRX\_TYPE | VARCHAR2 (5) |  |
| QUANTITY | NUMBER |  |
| UNIT\_PRICE | NUMBER (7,2) |  |
| EXT\_AMT | NUMBER (9,2) |  |
| TAX\_AMT | NUMBER (7,2) |  |
| AR\_TRX Table |  |  |
| TRX\_ID | NUMBER | NOT NULL, Primary Key |
| TRX\_TYPE | VARCHAR2 (5) |  |
| QUANTITY | NUMBER |  |
| UNIT\_PRICE | NUMBER (7,2) |  |
| EXT\_AMT | NUMBER (9,2) |  |
| TAX\_AMT | NUMBER (7,2) |  |
| GRAND\_TOTAL | NUMBER (10,2) |  |
| LOAD\_DATE | DATE |  |

You are loading historical accounts receivable data from the AR\_TRX table into the AR\_TRX\_HY table. During the load, you want to transform the data so that the GRAND\_TOTAL column of the AR\_TRX\_HY table is equal to the sum of the EXT\_AMT and TAX\_AMT columns in the AR\_TRX table. You want to set LOAD\_DATE to the current date. If the record already exists in the target table, all values, except TRX\_ID and TRX\_TYPE, should be refreshed with the most recent data.

Which MERGE statement should you execute?

MERGE INTO ar\_trx\_hy h USING ar\_trx a

ON (h.trx\_id = a.trx\_id) WHEN MATCHED THEN UPDATE SET

a.quantity = h.quantity, a.unit\_price = h.unit\_price, a.ext\_amt = h.ext\_amt, a.tax\_amt = h.tax\_amt,

a.grand\_total = h.ext\_amt + h.tax\_amt, a.load\_date = sysdate

WHEN NOT MATCHED THEN

INSERT VALUES(a.trx\_id, a.trx\_type, a.quantity, a.unit\_price, a.ext\_amt, a.tax\_amt, a.ext\_amt + a.tax\_amt, sysdate);

MERGE INTO ar\_trx\_hy USING ar\_trx

USING (trx\_id)

WHEN MATCHED THEN UPDATE SET

quantity = quantity, unit\_price = unit\_price, ext\_amt = ext\_amt, tax\_amt = tax\_amt,

grand\_total = ext\_amt + tax\_amt, load\_date = sysdate

WHEN NOT MATCHED THEN

INSERT VALUES(trx\_id, trx\_type, quantity, unit\_price, ext\_amt, tax\_amt, ext\_amt + tax\_amt, sysdate);

MERGE INTO ar\_trx\_hy h USING ar\_trx a

ON (h.trx\_id = a.trx\_id) WHEN MATCHED THEN UPDATE ar\_trx\_hy SET h.quantity = a.quantity, h.unit\_price = a.unit\_price, h.ext\_amt = a.ext\_amt, h.tax\_amt = a.tax\_amt,

h.grand\_total = a.ext\_amt + a.tax\_amt, h.load\_date = sysdate

WHEN NOT MATCHED THEN

INSERT VALUES(a.trx\_id, a.trx\_type, a.quantity, a.unit\_price, a.ext\_amt, a.tax\_amt, a.ext\_amt + a.tax\_amt, sysdate);

MERGE INTO ar\_trx\_hy h USING ar\_trx a

ON (h.trx\_id = a.trx\_id) WHEN MATCHED THEN UPDATE SET

h.quantity = a.quantity, h.unit\_price = a.unit\_price, h.ext\_amt = a.ext\_amt, h.tax\_amt = a.tax\_amt,

h.grand\_total = a.ext\_amt + a.tax\_amt, h.load\_date = sysdate

WHEN NOT MATCHED THEN

INSERT VALUES(a.trx\_id, a.trx\_type, a.quantity, a.unit\_price, a.ext\_amt, a.tax\_amt, a.ext\_amt + a.tax\_amt, sysdate);

MERGE INTO ar\_trx\_hy h USING ar\_trx a

ON (h.trx\_id = a.trx\_id) WHEN MATCHED UPDATE SET h.quantity = a.quantity,

h.unit\_price = a.unit\_price, h.ext\_amt = a.ext\_amt, h.tax\_amt = a.tax\_amt,

h.grand\_total = a.ext\_amt + a.tax\_amt, h.load\_date = sysdate

WHEN NOT MATCHED

INSERT VALUES(a.trx\_id, a.trx\_type, a.quantity, a.unit\_price, a.ext\_amt, a.tax\_amt, a.ext\_amt + a.tax\_amt, sysdate);

Answer: D

Explanation:

Ans E contain the correct syntax for MERGE statement to performs all of the above desired changes.

Question: 177. (H)

EMPLOYEES and DEPARTMENTS data:

EMPLOYEES

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| EMPLOYEE\_ID | EMP\_NAME | | DEPT\_ID | MGR\_ID | | JOB\_ID | SALARY |
| 101 | Smith | | 20 | 120 |  | SA\_REP | 4000 |
| 102 | Martin | | 10 | 105 |  | CLERK | 2500 |
| 103 | Chris | | 20 | 120 |  | IT\_ADMIN | 4200 |
| 104 | John | | 30 | 108 |  | HR\_CLERK | 2500 |
| 105 | Diana | | 30 | 108 |  | IT\_ADMIN | 5000 |
| 106 | Smith | | 40 | 110 |  | AD\_ASST | 3000 |
| 108 | Jennifer | | 30 | 110 |  | HR\_DIR | 6500 |
| 110 | Bob | | 40 |  |  | EX\_DIR | 8000 |
| 120 | Ravi | | 20 | 110 |  | SA\_DIR | 6500 |
| DEPARTMENTS |  |  |  |  |  |  |  |
| DEPARTMENT\_ID |  | DEPARTMENT\_NAME | |  |  |  |  |
| 10 |  | Admin |  |  |  |  |  |
| 20 |  | Education |  |  |  |  |  |
| 30 |  | IT |  |  |  |  |  |
| 40 |  | Human Resources | |  |  |  |  |

On the EMPLOYEES table, EMPLOYEE\_ID is the primary key. MGR\_ID is the ID managers and refers to the EMPLOYEE\_ID.

On the DEPARTMENTS table DEPARTMENT\_ID is the primary key.

Evaluate this UPDATE statement.

UPDATE employees SET mgr\_id =

(SELECT mgr\_id

FROM employees WHERE dept\_id=

(SELECT department\_id FROM departments

WHERE department\_name = 'Administration')), Salary = (SELECT salary

FROM employees

WHERE emp\_name = 'Smith') WHERE job\_id = 'IT\_ADMIN';

What happens when the statement is executed?

The statement executes successfully, leaves the manager ID as the existing value, and changes the salary to 4000 for the employees with ID 103 and 105.

The statement executes successfully, changes the manager ID to NULL, and changes the salary to 4000 for the employees with ID 103 and 105.

The statement executes successfully, changes the manager ID to NULL, and changes the salary to 3000 for the employees with ID 103 and 105.

The statement fails because there is more than one row matching the employee name Smith.

The statement fails because there is more than one row matching the IT\_ADMIN job ID in the EMPLOYEES table.

The statement fails because there is no 'Administration' department in the DEPARTMENTS table.

Explanation :

'=' is use in the statement and subquery will return more than one row. Employees table has 2 row matching the employee name Smith.

The update statement will fail.

Question: 178. (H)

The transaction control which prevent more than one user from updating data in a table is which of the following?

Lock.

Commit.

Rollback.

Savepoint.

Explanation:

A LOCK is the mechanism that prevents more than one user at a time from making changes to a database. COMMIT, ROLLBACK & SAVEPOINT are the options which make end of the transaction at different stages in a transaction.

Question: 179.(I)

What is necessary for your query on an existing view to execute successfully?

The underlying tables must have data.

You need SELECT privileges on the view.

The underlying tables must be in the same schema.

You need SELECT privileges only on the underlying tables.

Answer: B

Explanation:

To query an existing view you need to have SELECT privileges on the view.

Question: 180. (I)

Examine the structure if the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| Column name | Data Type | Remarks |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| EMP\_NAME | VARCHAR2(30) |  |
| JOB\_ID | VARCHAR2(20) | NOT NULL |
| SAL | NUMBER |  |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
|  |  |  |
| DEPARTMENT\_ID | NUMBER | Foreign key to DEPARTMENT\_ID |
|  |  | column of the DEPARTMENTS table |
|  |  |  |

You need to create a view called EMP\_VU that allows the user to insert rows through the view. Which SQL statement, when used to create the EMP\_VU view, allows the user to insert rows?

CREATE VIEW emp\_Vu AS SELECT employee\_id, emp\_name, department\_id

FROM employees

WHERE mgr\_id IN (102, 120);

CREATE VIEW emp\_Vu AS

SELECT employee\_id, emp\_name, job\_id department\_id

FROM employees

WHERE mgr\_id IN (102, 120);

CREATE VIEW emp\_Vu AS

SELECT department\_id, SUM(sal) TOTALSAL FROM employees

WHERE mgr\_id IN (102, 120)

GROUP BY department\_id;

CREATE VIEW emp\_Vu AS

SELECT employee\_id, emp\_name, job\_id, DISTINCT department\_id

FROM employees;

Answer: B

Explanation:

This statement will create view that can be used to change tables in underlying table through simple views. It includes primary key, NOT NULL column and foreign key to avoid constraint restrictions.

Question: 181. (I)

You created a view called EMP\_DEPT\_VU that contains three columns from the EMPLOYEES and DEPARTMENTS tables:

EMPLOYEE\_ID, EMPLOYEE\_NAME AND DEPARTMENT\_NAME.

The DEPARTMENT\_ID column of the EMPLOYEES table is the foreign key to the primary key DEPARTMENT\_ID column of the DEPARTMENTS table.

You want to modify the view by adding a fourth column, MANAGER\_ID of NUMBER data type from the EMPLOYEES tables.How can you accomplish this task?

ALTER VIEW emp\_dept\_vu (ADD manager\_id NUMBER);

MODIFY VIEW emp\_dept\_vu (ADD manager\_id NUMBER);

ALTER VIEW emp\_dept\_vu AS SELECT employee\_id, employee\_name, department\_name, manager\_id

FROM employee e, departments d

WHERE e.department\_id = d.department\_id;

MODIFY VIEW emp\_dept\_vu AS

SELECT employee\_id, employee\_name, department\_name, manager\_id

FROM employees e, departments d WHERE e.department\_id = d.department\_id;

CREATE OR REPLACE VIEW emp\_dept\_vu AS SELECT employee\_id, employee\_name, department\_name, manager\_id

FROM employees e, departments d

WHERE e.department\_id = d.department\_id;

You must remove the existing view first, and then run the CREATE VIEW command with a new column list to modify a view.

Answer: E

Explanation:

When we want to alter the underlying data used in the definition of a view, we use the CREATE OR REPLACE VIEW statement. When a CREATE OR REPLACE VIEW statement is issued, Oracle will disregard the error that arises when it encounters the view that already exists with that name, and it will overwrite the definition for the old view with the definition for the new one.

Question: 182. (I)

Which statements concerning the creation of a view are true? (Choose all that apply.)

A constraint name must be provided when using the WITH CHECK OPTION clause or the statement will fail.

View columns that are the result of derived values must be given a column alias.

When the view already exists, using the OR REPLACE option requires the re-granting of the object privileges previously granted on the view.

A view may have column names that are different than the actual base table(s) column names by using column aliases.

Answer: B & D

Explanation:

View columns that are the result of derived values from any expressions must be given a column alias and view may have column names that are different than the base table column names by using column aliases.

Question: 183. (I)

You are granted the CREATE VIEW privilege. What does this allow you to do?

Create a table view.

Create a view in any schema.

Create a view in your schema.

Create a sequence view in any schema.

Create a view that is accessible by everyone.

Create a view only of it is based on tables that you created.

Answer: C

Explanation:

You can create a view in your own schema only if you are granted the CREATE VIEW privilege.

Question: 184. (I)

Examine the structure of the CURR\_ORDER table as shown below:

CURR\_ORDER Table

|  |  |  |
| --- | --- | --- |
| ORDER\_ID | NUMBER | NOT NULL, Primary Key |
| CUSTOMER\_ID | NUMBER | NOT NULL, Foreign Key to CUSTOMER\_ID |
|  |  | column of the CUSTOMERS table |
| EMP\_ID | NUMBER | NOT NULL, Foreign Key to EMP\_ID column of |
|  |  | the EMPLOYEES table |
| ORDER\_DT | DATE | NOT NULL |
| ORDER\_AMT | NUMBER (7,2) |  |
| SHIP\_METHOD | VARCHAR2 (5) |  |

You created the ORDER\_V view selecting all rows and columns from the ORDER table where the amount of the order was over $250 and the date of the order was after January 1, 2000. The CREATE VIEW statement included the WITH CHECK OPTION clause.

Which statement will execute successfully?

INSERT INTO order\_v (order\_id, customer\_id, emp\_id, order\_dt, order\_amt) VALUES (840, 292, 104, '10-OCT-2001', 318);

INSERT INTO order\_v (order\_id, customer\_id, emp\_id, order\_amt, ship\_method) VALUES (936, 292, 104, 256.3, 'UPXS');

INSERT INTO order\_v (order\_id, customer\_id, emp\_id, order\_dt, order\_amt, ship\_method) VALUES (164, 292, 104, '10-MAY-2001', 3.56, 'UPXS');

INSERT INTO order\_v (order\_id, customer\_id, emp\_id, order\_dt, order\_amt, ship\_method) VALUES (203, 292, 104, '10-OCT-1999', 298.4, 'UPXS');

Explanation:

Using WITH CHECK OPTION in the view creation you can ensure that all DML on the view stays with in the domain of the view. In the above scenario you cannot insert a date before January 1, 2000 and the amount of the order should also be more than $250.

Question: 185. (I)

An inline view is a SELECT statement that is given an alias and is embedded in the \_\_\_\_\_\_

clause of another SELECT statement.

FROM

WHERE

SELECT

CASE

Explanation:

Inline view is a select statement that is embedded in the FROM clause of another SELECT statement. You can use its result as a table.

Question: 186. (I)

You need to create a view EMP\_VU. The view should allow the users to manipulate the records of only the employees that are working for departments 10 or 20.

Which SQL statement would you use to create the view EMP\_VU?

CREATE VIEW emp\_vu AS SELECT \*

FROM employees

WHERE department\_id IN (10,20);

CREATE VIEW emp\_vu AS SELECT \*

FROM employees

WHERE department\_id IN (10,20) WITH READ ONLY;

CREATE VIEW emp\_vu AS SELECT \*

FROM employees

WHERE department\_id IN (10,20) WITH CHECK OPTION;

CREATE FORCE VIEW emp\_vu AS SELECT \*

FROM employees

WHERE department\_id IN (10,20);

CREATE FORCE VIEW emp\_vu AS SELECT \*

FROM employees

WHERE department\_id IN (10,20) NO UPDATE;

Answer: C

Explanation:

Tables that underlie views often have constraints that limit the data that can be added to those tables. Views cannot add data to the underlying table that would violate the table’s constraints. However, you can also define a view to restrict the user’s ability to change underlying table data even further, effectively placing a special constraint for data manipulation through the view. This additional constraint says that INSERT or UPDATE statements issued against the view are cannot create rows that the view cannot subsequently select. This constraint is configured when the view is defined by adding the WITH CHECK OPTION to the CREATE VIEW statement.

Question: 187. (I)

Which two statements about views are true? (Choose two.)

A view can be created as read only.

A view can be created as a join on two or more tables.

A view cannot have an ORDER BY clause in the SELECT statement.

A view cannot be created with a GROUP BY clause in the SELECT statement.

A view must have aliases defined for the column names in the SELECT statement.

& B

Explanation:

A view can be created as read only object. However, it is possible to change data in the underlying table(s) with some restrictions.A view also can be created as a join on two or more tables. This type of view is called complex view. Complex views provide complicated data models where many base tables are drawn together into one virtual table.

Question: 188.(J)

The database administrator of your company created a public synonym called HR for the HUMAN\_RESOURCES table of the GENERAL schema, because many users frequently use this table.

As a user of the database, you created a table called HR in your schema. What happens when you execute this query?

SELECT \*

FROM HR;

You obtain the results retrieved from the public synonym HR created by the database administrator.

You obtain the results retrieved from the HR table that belongs to your schema.

You get an error message because you cannot retrieve from a table that has the same name as a public synonym.

You obtain the results retrieved from both the public synonym HR and the HR table that belongs to your schema, as a Cartesian product.

You obtain the results retrieved from both the public synonym HR and the HR table that belongs to your schema, as a FULL JOIN.

Explanation:

By executing this query you will extract data from the HR table in your own schema, it will not work with HR synonym for the HUMAN\_RESOURCES table of the GENERAL schema.

Question: 189. (J)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| Column name | Data type | Remarks |
| EMPLOYEE\_ID | NUMBER | NOT NULL, Primary Key |
| LAST\_NAME | VARCNAR2(30) |  |
| FIRST\_NAME | VARCNAR2(30) |  |
| JOB\_ID | NUMBER |  |
| SAL | NUMBER |  |
| MGR\_ID | NUMBER | References EMPLOYEE\_ID column |
| DEPARTMENT\_ID | NUMBER |  |

You need to create an index called NAME\_IDX on the first name and last name fields of the EMPLOYEES table. Which SQL statement would you use to perform this task?

CREATE INDEX NAME\_IDX (first\_name, last\_name);

CREATE INDEX NAME\_IDX (first\_name AND last\_name);

CREATE INDEX NAME\_IDX ON (first\_name, last\_name);

CREATE INDEX NAME\_IDX

ON employees (first\_name AND last\_name);

CREATE INDEX NAME\_IDX

ON employees(first\_name, last\_name);

CREATE INDEX NAME\_IDX

FOR employees(first\_name, last\_name);

Answer: E

Explanation:

Index is a schema object. It is used by the oracle server to speed up the retrieval of rows by using a pointer and can reduce disk I/O by using rapid path access method to locate the data quickly. It is independent of the table it indexes. Indexes are created for column which contain a wide range of values. It can be created on the first name and last name fields of the employees table using command as

CREATE INDEX NAME\_IDX

ON employees(first\_name, last\_name);

Question: 191. (J)

Mary has a view called EMP\_DEPT\_LOC\_VU that was created based on the EMPLOYEES, DEPARTMENTS, and LOCATIONS tables. She granted SELECT privilege to Scott on this view. Which option enables Scott to eliminate the need to qualify the view with the name MARY

.EMP\_DEP\_LOC\_VU each time the view is referenced?

Scott can create a synonym for the EMP\_DEPT\_LOC\_VU bus using the command: CREATE PRIVATE SYNONYM EDL\_VU

FOR mary.EMP DEPT\_LOC\_VU;

then he can prefix the columns with this synonymn.

Scott can create a synonym for the EMP\_DEPT\_LOC\_VU by using the command: CREATE SYNONYM EDL\_VU

FOR mary.EMP\_DEPT\_LOC\_VU;

then he can prefix the columns with this synonym.

Scott can create a synonym for the EMP\_DEPT\_LOC\_VU by using the command: CREATE LOCAL SYNONYM EDL\_VU

FOR mary.EMP DEPT\_LOC\_VU;

then he can prefix the columns with this synonym.

Scott can create a synonym for the EMP\_DEPT\_LOC\_VU by using the command: CREATE SYNONYM EDL\_VU.

ON mary(EMP\_DEPT\_LOC\_VU);

then he can prefix the columns with this synonym.

Scott cannot create a synonym because synonyms can be created only for tables.

Scott cannot create any synonym for Mary’s view. Mary should create a private synonym for the view and grant SELECT privilege on that synonym to Scott.

Answer: B

Explanation:

Correct syntax to create a local synonym is CREATE SYNONYM *synonym\_name.* With PUBLIC keyword you can create public synonym.

Question: 192. (J)

Which two statements about sequences are true? (Choose two)

You use a NEXTVAL pseudo column to look at the next possible value that would be generated from a sequence, without actually retrieving the value.

You use a CURRVAL pseudo column to look at the current value just generated from a sequence, without affecting the further values to be generated from the sequence.

You use a NEXTVAL pseudo column to obtain the next possible value from a sequence by actually retrieving the value from the sequence.

You use a CURRVAL pseudo column to generate a value from a sequence that would be used for a specified database column.

If a sequence starting from a value 100 and incremented by 1 is used by more then one application, then all of these applications could have a value of 105 assigned to their column whose value is being generated by the sequence.

You use REUSE clause when creating a sequence to restart the sequence once it generates the maximum value defined for the sequence.

Answer: B & C

Explanation:

You use a CURRVAL pseudo column to look at the current value just generated from a sequence, without affecting the further values to be generated from the sequence. You use a NEXTVAL pseudo column to obtain the next possible value from a sequence by actually retrieving the value from the sequence.

Question: 193. (J)

Which SELECT statement will display the next value of the PARTS\_ID\_SEQ sequence by actually retrieving the value from the sequence?

SELECT NEXTVAL(parts\_id\_seq) FROM SYS.DUAL;

SELECT parts\_id\_seq.NEXTVAL FROM inventory;

SELECT parts\_id\_seq.NEXTVAL FROM SYS.DUAL;

SELECT NEXTVAL(parts\_id\_seq) FROM inventory;

SELECT parts\_id\_seq NEXTVAL FROM inventory;

Answer: C

Explanation:

To display the next value of the PARTS\_ID\_SEQ sequence you can use the following statement SELECT parts\_id\_seq.NEXTVAL

FROM SYS.DUAL;

Question: 194. (J)

You issue this statement:

CREATE PUBLIC SYNONYM part

FOR linda.product;

Which task was accomplished by this statement?

A new segment object was created.

A new object privilege was assigned.

A new system privilege was assigned.

The need to qualify an object name with its schema was eliminated.

Explanation:

You can simply the access to the database object by using a synonym an new name for an object. PUBLIC synonym is accessible to all the users of the database. After creating a synonym the need to access an object with its schema was eliminated.

Question: 195. (J)

User Mark wants to eliminate the need to type the full table name when querying the TRANSACTION\_HISTORY table existing in her schema. All other database users should use the schema and full table name when referencing this table.

Which statement should user Marilyn execute?

CREATE PUBLIC SYNONYM trans\_hist FOR mark;

CREATE SYNONYM trans\_hist FOR transaction\_history;

CREATE PRIVATE SYNONYM trans\_hist FOR mark.transaction\_history;

CREATE PUBLIC trans\_hist SYNONYM FOR mark.transaction\_history;

Answer: B

Explanation:

To create a synonym in your own schema use the command

CREATE SYNONYM trans\_hist

FOR transaction\_history;

Now use Mark can access a TRANSACTION\_HISTORY table with an alternate name trans\_list in her schema.

Question: 196. (J)

The TEACHER table in your schema contains these columns:

ID NUMBER(9) NOT NULL, Primary Key

LAST\_NAME VARCHAR2(25)

FIRST\_NAME VARCHAR2(25)

SUBJECT\_ID NUMBER(9)

You execute this statement:

CREATE INDEX teacher\_name\_idx

ON teacher(first\_name, last\_name);

Which statement is true?

The statement creates a composite non-unique index.

The statement creates a composite unique index.

You must have the CREATE ANY INDEX privilege for the statement to succeed.

The statement will fail because it contains a syntax error.

Explanation:

Indexes can be unique or nonunique. Unique indexes guarantee that no two rows of a table have duplicate values in the key column (or columns). Nonunique indexes do not impose this restriction on the column values. By executing the above written statement a composite non unique index will be created.

Question: 197. (J)

The LINE\_ITEM table contains these columns:

LINE\_ITEMID NUMBER(9)

ORDER\_ID NUMBER(9)

PRODUCT\_ID VARCHAR2(9)

QUANTITY NUMBER(5)

You created a sequence called LINE\_ITEMID\_SEQ to generate sequential values for the LINE\_ITEMID column.

Evaluate this SELECT statement:

SELECT line\_itemid\_seq.CURRVAL

FROM dual;

Which task will this statement accomplish?

displays the next value of the LINE\_ITEMID\_SEQ sequence

displays the current value of the LINE\_ITEMID\_SEQ sequence

populates the LINE\_ITEMID\_SEQ sequence with the next value

increments the LINE\_ITEMID column

Answer: B

Explanation:

CURRVAL is pesudocolumn that will display the current value of the sequence that has been used.

Question: 198. (J)

Evaluate this statement:

CREATE SEQUENCE line\_item\_id\_seq

START WITH 10001

MAXVALUE 999999999

NOCYCLE;

Which statement about this CREATE SEQUENCE statement is true?

The sequence will reuse numbers and will start with 10001.

The sequence will never reuse any numbers and will increment by 1.

The sequence will continue to generate values after it reaches its maximum value.

The CREATE SEQUENCE statement will cause a syntax error because an INCREMENT BY

value is not included.

Answer: B

Explanation:

When the sequence is created with out specifying the increment by clause then it will increase by 1 which is default value and NOCYCLE option state that the sequence will not used after reaching its maximum value.

Question: 199. (J)

Which statement should you use to eliminate the need for all users to qualify Marilyn's INVENTORY table with her schema when querying the table?

CREATE SYNONYM inventory FOR inventory;

CREATE PUBLIC SYNONYM inventory FOR marilyn;

CREATE PUBLIC SYNONYM inventory FOR marilyn.invent ory;

CREATE PUBLIC inventory SYNONYM FOR marilyn.inventory;

Answer: C

Explanation:

By creating a public synonym for the inventory table then the need to qualify the table with its schema name is eliminated as it has been done by the following command.

CREATE PUBLIC SYNONYM inventory

FOR marilyn.inventory;

Question: 200. (J)

Which statement will user Barbara use to create a private synonym when referencing the EMPLOYEE table existing in user Chan's schema?

CREATE SYNONYM emp FOR chan.employee;

CREATE PUBLIC SYNONYM emp FOR chan.barbara;

CREATE PRIVATE SYNONYM emp

FOR chan.employee;

CREATE PUBLIC emp SYNONYM FOR chan.employee;

Explanation:

To create a private synonym for your own schema use the following command. CREATE SYNONYM emp

FOR chan.employee;

Question: 201. (J)

Why would you NOT create an index on a column in the CLASS\_SCHEDULE table?

to reduce disk I/O

to speed up row retrieval

to speed up queries if the table has less than 50 rows

to speed up queries that return less than 3 percent of the rows

to speed up queries that include a foreign key reference to the STUDENT table

Answer: C

Explanation:

Index are created on the large table to speed up the data retrieval or if the changes are perfomed on the table and the column is used in the WHERE clause then on that column you should create an index to speed up the DML operations. If the table is small then index should not be created as this would slow the speed of queries execution.

Question: 202.(K)

Which data dictionary table should you query to view the object privileges granted to the user on specific columns?

USER\_TAB\_PRIVS\_MADE

USER\_TAB\_PRIVS

USER\_COL\_PRIVS\_MADE

USER\_COL\_PRIVS

Explanation:

The USER\_COL\_PRIVS data dictionary view will show the object privileges granted to the user on specific columns.

Question: 203. (K)

Which two statements accurately describe a role? (Choose two.)

A role can be given to a maximum of 1000 users.

A user can have access to a maximum of 10 roles.

A role can have a maximum of 100 privileges contained in it.

Privileges are given to a role by using the CREATE ROLE statement.

A role is a named group of related privileges that can be granted to the user.

A user can have access to several roles, and several users can be assigned the same role.

& F

Explanation:

Privileges can be given to a role by using the CREATE ROLE statement. A user can have access to several roles, and several users can be assigned the same role.

Question: 204. (K)

Scott issues the SQL statements:

CREATE TABLE dept (deptno NUMBER(2), dname VARCHAR2(14), loc VARCHAR2(13)}; GRANT SELECT

ON DEPT

TO SUE;

If Sue needs to select from Scott's DEPT table, which command should she use?

SELECT \* FROM DEPT;

SELECT \*

FROM SCOTT.DEPT;

SELECT \*

FROM DBA.SCOTT.DEPT;

SELECT \*

FROM ALL\_ USERS

WHERE USER\_NAME = 'SCOTT' AND TABLE NAME = 'DEPT';

Answer: B

Explanation:

If the table doesn’t exist in your schema, you must prefix the table name with the schema information, separating the owner from the table name with a period.

Question: 205. (K)

Which statement creates a new user?

CREATE USER susan;

CREATE OR REPLACE USER susan;

CREATE NEW USER susan DEFAULT;

CREATE USER susan IDENTIFIED BY blue;

CREATE NEW USER susan IDENTIFIED by blue;

CREATE OR REPLACE USER susan IDE NTIFIED BY blue;

Answer: D

Explanation:

The correct statement to create user is: CREATE USER *user\_name* IDENTIFIED BY *password*.

Question: 206. (K)

What is true about the WITH GRANT OPTION clause?

It allows a grantee DBA privileges.

It is required syntax for object privileges.

It allows privileges on specified columns of tables.

It is used to grand an object privilege on a foreign key column.

It allows the grantee to grand object privileges to other users and roles.

Answer: E

Explanation:

The GRA NT command with the WITH GRANT OPTION clause allows the grantee to grant object privileges to other users and roles.

Question: 207. (K)

You need to give the MANAGER role the ability to select from, insert into, and modify existing rows in the STUDENT\_GRADES table. Anyone given this MANAGER role should be able to pass those privileges on to others.

Which statement accomplishes this?

GRANT select, insert, update ON student\_grades

TO manager;

GRANT select, insert, update ON student\_grades

TO ROLE manager;

GRANT select, insert, modify ON student\_grades

TO manager

WITH GRANT OPTION;

GRANT select, insert, update ON student\_grades.

TO manager

WITH GRANT OPTION;

GRANT select, insert, update ON student\_grades

TO ROLE manager WITH GRANT OPTION;

F.GRANT select, insert, modify ON student\_grades

TO ROLE manager WITH GRANT OPTION;

Explanation:

This answer provides correct syntax of GRANT command to give the MANAGER role all asked privileges. Clause WITH GRANT OPTION will allow this role to pass those privileges on to others.

Question: 208. (K)

When should you create a role? (Choose two)

To simplify the process of creating new users using the CREATE USER xxx IDENTIFIED by yyy statement.

To grant a group of relate privileges to a user.

When the number of people using the database is very high.

To simplify the process of granting and revoking privileges.

To simplify profile maintenance for a user who is constantly traveling.

Answer: C & D

Explanation:

You should use roles to grant a group of privileges to a user. You grant the appropriate privileges to the role and after that grant this role to specific users. By granting to or revoking privileges from the role you can simplify procedure of users privileges maintainance: you don’t need to grant/revoke privileges to/from each user. It’s especially very helpful when you are experiencing a high number of people using the database.

Question: 209. (K)

The DBA issues this SQL command:

CREATE USER scott

IDENTIFIES by tiger;

What privileges does the user Scott have at this point?

No privileges.

Only the SELECT privilege.

Only the CONNECT privilege.

All the privileges of a default user.

Explanation:There are no privileges for the user Scott at this point. They are not added themselves to the user immediately after creation. The DBA needs to grant all privileges explicitly.

Question: 210. (K)

You granted user Joe the INDEX and REFERENCES privileges on the INVENTORY table. Which statement did you use?

GRANT ALL ON inventory TO joe;

GRANT ANY PRIVILEGE ON inventory

TO joe;

GRANT INDEX AND REFERENCES ON inventory

TO joe;

GRANT ALL WITH GRANT OPTION ON inventory

TO joe;

Explanation:

To grant privileges to a used on specific table use the following command

GRANT ALL

ON inventory TO joe;

This command will grant all privilege on the inventory table to the user joe

Question: 211. (K)

Which condition would allow a user to grant SELECT privileges on the CUSTOMER table to everyone using the PUBLIC keyword?

The user has SELECT privileges on the CUSTOMER table.

The user owns the CUSTOMER table.

The user has been granted the PUBLIC privilege.

The user has been granted the SELECT privilege with the PUBLIC OPTION.

Answer: B

Explanation:

To grant SELECT privilege to all users in the database you can use the PUBLIC key word. This will grant the privileges to all users in the database.

Question: 212. (K)

You issued this statement:

REVOKE REFERENCES

ON inventory

FROM joe

CASCADE CONSTRAINTS;

Which two tasks were accomplished by executing this statement? (Choose two.)

A. All the PRIMARY KEY constraints created by user Joe were removed.

All the FOREIGN KEY constraints on the INVENTORY table created by user Joe were removed.

The ability to create a PRIMARY KEY constraint was revoked from user Joe.

The ability to create a FOREIGN KEY constraint on the INVENTORY table was revoked from user Joe.

All the constraints created by user Joe were removed.

The ability to create any constraints was revoked from user Joe.

Answer: B & D

Explanation:

REVOKE REFERENCE command will revoke the ability to create a foreign key constraints on the inventory table by use joe and also all created FOREIGN KEY constraints will be removed.

Question: 213. (K)

Which privilege is an object privilege?

INDEX

DROP USER

CREATE SESSION

BACKUP ANY TABLE

Explanation:

INDEX an object privilege, which is granted to a user on a table if the INDEX privilege is revoked from a user that created an index on someone else's table, the index continues to exist after the privilege is revoked.

Question: 214. (K)

You issued this statement:

GRANT UPDATE

ON inventory

TO joe

WITH GRANT OPTION;

Which task was accomplished?

Only a system privilege was granted to user Joe.

Only an object privilege was granted to user Joe.

User Joe was granted all privileges on the INVENTORY object.

Both an object privilege and a system privilege were granted to user Joe.

Answer: B

Explanation:

By executing the above command only the UPDATE object privileges will be granted to the user joe and WITH GRANT OPTION state that the user can further grant privilege to other users.

Question: 215. (K)

Which statement is true concerning a new user that has only been granted the CREATE SESSION privilege?

The user can create a table.

The user can alter their password.

The user can select from tables they have created.

The user can grant privileges on objects that they own.

Answer: B

Explanation:

When a user has been granted the CREATE SESSION privilege then user can change their password after connecting to the database.

Question: 216. (K)

Evaluate this SQL script:

CREATE USER hr IDENTIFIED BY hr01;

CREATE ROLE hr\_manager;

CREATE ROLE hr\_clerk;

GRANT hr\_clerk TO hr\_manager;

CREATE ROLE hr\_director;

GRANT hr\_manager TO hr\_director;

GRANT hr\_director TO hr

/

How many roles will the HR user have access to?

0

1

2

3

Explanation:

In the above statmen three roles will be granted to the user HR. as the role hr\_clerk is granted to the hr\_manager and then hr\_manager is granted to the hr\_director role and then this hr\_director role is granted to the user HR have access to all three roles.

Question: 217 (A)

Examine the structure of the EMP\_DEPT\_VU view:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Column Name | | Type | | Remarks | |
| EMPLOYEE\_ID | | NUMBER | | From the EMPLOYEES table | |
| EMP\_NAME | | VARCHAR2(30) | | From the EMPLOYEES table | |
| JOB\_ID | | VARCHAR2(20) | | From the EMPLOYEES table | |
| SALARY | | NUMBER | | From the EMPLOYEES table | |
|  | | | | | | | | |
|  | |  | |  |
| DEPT\_NAME | |  | | VARCHAR2(30) | | From the DEPARTMENTS table | |  |

Which SQL statement produces an error?

SELECT \* FROM emp\_dept\_vu;

SELECT department\_id, SUM(salary) FROM emp\_dept\_vu GROUP BY department\_id;

SELECT department\_id, job\_id, AVG(salary) FROM emp\_dept\_vu GROUP BY department\_id, job\_id;

SELECT job\_id, SUM(salary) FROM emp\_dept\_vu WHERE department\_id IN (10,20) GROUP BY job\_id HAVING SUM(salary) > 20000;

None of the statements produce an error; all are valid.

Explanation :

None of the statements produce an error.

Question: 218 (H)

You own a table called EMPLOYEES with this table structure:

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2(25) |  |
| LAST\_NAME | VARCHAR2(25) |  |
| HIRE\_DATE | DATE |  |

What happens when you execute this DELETE statement?

DELETE employees;

You get an error because of a primary key violation.

The data and structure of the EMPLOYEES table are deleted.

The data in the EMPLOYEES table is deleted but not the structure.

You get an error because the statement is not syntactically correct.

Explanation :

You can remove existing rows from a table by using the DELETE statement. DELETE [FROM] table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [WHERE condition];  Question: 219 (H) | |  |  |  |
| Examine the structure of the EMPLOYEES and NEW\_EMPLOYEES tables: | | | |  |
| EMPLOYEES |  |  |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key | |  |
| FIRST\_NAME | VARCHAR2(25) |  |  |  |
| LAST\_NAME | VARCHAR2(25) |  |  |  |
| HIRE\_DATE | DATE |  |  |  |
| NEW\_EMPLOYEES | |  |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key | |  |
| NAME | VARCHAR2(60) |  |  |  |

Which MERGE statement is valid?

MERGE INTO new\_employees c USING employees e ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN UPDATE SET c.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN INSERT VALUES (e.employee\_id, e.first\_name ||', '||e.last\_name);

MERGE new\_employees c USING employees e ON (c.employee\_id = e.employee\_id) WHEN EXISTS THEN UPDATE SET c.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN INSERT VALUES (e.employee\_id, e.first\_name ||', '||e.last\_name);

MERGE INTO new\_employees c USING employees e ON (c.employee\_id = e.employee\_id) WHEN EXISTS THEN UPDATE SET c.name = e.first\_name ||', '|| e.last\_name WHEN NOT MATCHED THEN INSERT VALUES(e.employee\_id, e.first\_name ||', '||e.last\_name);

MERGE new\_employees c FROM employees e ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN UPDATE SET c.name = e.first\_name ||','|| e.last\_name WHEN

NOT MATCHED THEN INSERT INTO new\_employees VALUES (e.employee\_id, e.first\_name ||', '||e.last\_name);

Explanation :

The correct statement for MERGE is

MERGE INTO *table\_name*

Question: 220 (C)

The EMPLOYEES table contains these columns:

EMPLOYEE\_ID NUMBER(4)

ENAME VARCHAR2 (25)

JOB\_ID VARCHAR2(10)

Which SQL statement will return the ENAME, length of the ENAME, and the numeric position of the letter "a" in the ENAME column, for those employees whose ENAME ends with a the letter "n"?

A. SELECT ENAME, LENGTH(ENAME), INSTR(ENAME, 'a') FROM EMPLOYEES

WHERE SUBSTR(ENAME, -1, 1) = 'n';

SELECT ENAME, LENGTH(ENAME), INSTR(ENAME, ,-1,1) FROM EMPLOYEES WHERE SUBSTR(ENAME, -1, 1) = 'n';

SELECT ENAME, LENGTH(ENAME), SUBSTR(ENAME, -1,1) FROM EMPLOYEES WHERE INSTR(ENAME, 1, 1) = 'n';

SELECT ENAME, LENGTH(ENAME), SUBSTR(ENAME, -1,1) FROM EMPLOYEES

WHERE INSTR(ENAME, -1, 1) = 'n';

Explanation :

INSTR is a character function return the numeric position of a named string. INS TR(NAMED,’a’)

Question: 221 (G)

Which four are valid Oracle constraint types? (Choose four.)

CASCADE

UNIQUE

NONUNIQUE

CHECK

PRIMARY KEY

CONSTANT

NOT NULL

, D, E, G

Explanation :

Oracle constraint type is Not Null, Check, Primary Key, Foreign Key and Unique

Question: 222 (I)

Which SQL statement would you use to remove a view called EMP\_DEPT\_VU from your schema?

DROP emp\_dept\_vu;

DELETE emp\_dept\_vu;

REMOVE emp\_dept\_vu;

DROP VIEW emp\_dept\_vu;

DELETE VIEW emp\_dept\_vu;

F. REMOVE VIEW emp\_dept\_vu;

Explanation :

DROP VIEW viewname;

Question: 223 (C)

Examine the description of the EMPLOYEES table:

EMP\_ID NUMBER(4) NOT NULL

LAST\_NAME VARCHAR2(30) NOT NULL

FIRST\_NAME VARCHAR2(30)

DEPT\_ID NUMBER(2)

Which statement produces the number of different departments that have employees with last name Smith?

SELECT COUNT(\*) FROM employees WHERE last\_name='Smith';

SELECT COUNT (dept\_id) FROM employees WHERE last\_name='Smith';

SELECT DISTINCT(COUNT(dept\_id)) FROM employees WHERE last\_name='Smith';

SELECT COUNT(DISTINCT dept\_id) FROM employees WHERE last\_name='Smith';

SELECT UNIQUE(dept\_id) FROM employees WHERE last\_name='Smith';

Question: 224 (I)

Top N analysis requires \_\_\_\_\_ and \_\_\_\_\_. (Choose two.)

the use of rowed

a GROUP BY clause

an ORDER BY clause

only an inline view

an inline view and an outer query

, E

Explanation :

The correct statement for Top-N Analysis

SELECT [coloumn\_list], ROWNUM

FROM (SELECT [coloumn\_list]

FROM table

ORDER BY Top-N\_coloumn)

WHERE ROWNUM <= N;

Question: 225 (G)

Which statement adds a constraint that ensures the CUSTOMER\_NAME column of the CUSTOMERS table holds a value?

ALTER TABLE customers ADD CONSTRAINT cust\_name\_nn CHECK customer\_name IS NOT NULL;

ALTER TABLE customers MODIFY CONSTRAINT cust\_name\_nn CHECK

customer\_name IS NOT NULL;

ALTER TABLE customers MODIFY customer\_name CONSTRAINT cust\_name\_nn NOT NULL;

ALTER TABLE customers MODIFY customer\_name CONSTRAINT cust\_name\_nn IS NOT NULL;

ALTER TABLE customers MODIFY name CONSTRAINT cust\_name\_nn NOT NULL;

ALTER TABLE customers ADD CONSTRAINT cust\_name\_nn CHECK customer\_name NOT NULL;

Question: 226 (A)

Evaluate this SQL statement:

SELECT ename, sal, 12\*sal+100 FROM emp;

The SAL column stores the monthly salary of the employee. Which change must be made to the above syntax to calculate the annual compensation as "monthly salary plus a monthly bonus of $100, multiplied by 12"?

No change is required to achieve the desired results.

SELECT ename, sal, 12\*(sal+100) FROM emp;

SELECT ename, sal, (12\*sal)+100 FROM emp;

SELECT ename, sal+100,\*12 FROM emp;

Explanation:

To achieve the result you must add 100 to sal before multiply with 12.

Select ename, sal, 12\*(sal+100) from EMP;

Question: 227 (K)

You are the DBA for an academic database. You need to create a role that allows a group of users to modify existing rows in the STUDENT\_GRADES table.

Which set of statements accomplishes this?

CREATE ROLE registrar; GRANT MODIFY ON student\_grades TO registrar; GRANT registrar to user1, user2, user3

CREATE NEW ROLE registrar; GRANT ALL ON student\_grades TO registrar; GRANT registrar to user1, user2, user3

CREATE ROLE registrar; GRANT UPDATE ON student\_grades TO registrar; GRANT ROLE registrar to user1, user2, user3

CREATE ROLE registrar; GRANT UPDATE ON student\_grades TO registrar; GRANT

registrar to user1, user2, user3;

CREATE registrar; GRANT CHANGE ON student\_grades TO registrar; GRANT registrar;

Explanation:

This is the correct solution for the answer.

GRANT role\_name to users;

Question: 228 (G)

You need to modify the STUDENTS table to add a primary key on the STUDENT\_ID column. The table is currently empty.

Which statement accomplishes this task?

ALTER TABLE students ADD PRIMARY KEY student\_id;

ALTER TABLE students ADD CONSTRAINT PRIMARY KEY (student\_id);

ALTER TABLE students ADD CONSTRAINT stud\_id\_pk PRIMARY KEY student\_id;

ALTER TABLE students ADD CONSTRAINT stud\_id\_pk PRIMARY KEY (student\_id);

ALTER TABLE studentsMODIFY CONSTRAINT stud\_id\_pk PRIMARY KEY (student\_id);

Explanation :

ALTER TABLE table\_name

ADD [CONSTRAINT constraint] type (coloumn);
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Question: 229 (B)

The STUDENT\_GRADES table has these columns:

STUDENT\_ID NUMBER(12)

SEMESTER\_END DATE

GPA NUMBER(4,3)

The registrar requested a report listing the students' grade point averages (GPA) sorted from highest grade point average to lowest.

Which statement produces a report that displays the student ID and GPA in the sorted order requested by the registrar?

SELECT student\_id, gpa FROM student\_grades ORDER BY gpa ASC;

SELECT student\_id, gpa FROM student\_grades SORT ORDER BY gpa ASC;

SELECT student\_id, gpa FROM student\_grades SORT ORDER BY gpa;

SELECT student\_id, gpa FROM student\_grades ORDER BY gpa;

SELECT student\_id, gpa FROM student\_grades SORT ORDER BY gpa DESC;

SELECT student\_id, gpa FROM student\_grades ORDER BY gpa DESC;

Explanation :

sorted by highest to lowest is DESCENDING order

Question: 230 (F)

Which describes the default behavior when you create a table?

The table is accessible to all users.

Tables are created in the public schema.

Tables are created in your schema.

Tables are created in the DBA schema.

You must specify the schema when the table is created.

Explanation :

sorted by highest to lowest is DESCENDING order

Question: 231 (C)

Which four are attributes of single row functions? (Choose four.)

cannot be nested

manipulate data items

act on each row returned

return one result per row

accept only one argument and return only one value

accept arguments which can be a column or an expression

, C, D, E

Explanation:

manipulate data items, act on each row returned, return one result per row, accept only one argument and return only one value.

Question: 232 (F)

You need to create a table named ORDERS that contain four columns:

an ORDER\_ID column of number data type

a CUSTOMER\_ID column of number data type

an ORDER\_STATUS column that contains a character data type

a DATE\_ORDERED column to contain the date the order was placed.

When a row is inserted into the table, if no value is provided when the order was placed, today’s date should be used instead.

Which statement accomplishes this?

CREATE TABLE orders ( order\_id NUMBER (10), customer\_id NUMBER (8), order\_status VARCHAR2 (10), date\_ordered DATE = SYSDATE);

CREATE TABLE orders ( order\_id NUMBER (10), customer\_id NUMBER (8), order\_status VARCHAR2 (10),

date\_ordered DATE DEFAULT SYSDATE);

CREATE OR REPLACE TABLE orders ( order\_id NUMBER (10),

customer\_id NUMBER (8), order\_status VARCHAR2 (10),

date\_ordered DATE DEFAULT SYSDATE); D. CREATE OR REPLACE TABLE orders (

order\_id NUMBER (10), customer\_id NUMBER (8), order\_status VARCHAR2 (10), date\_ordered DATE = SYSDATE);

CREATE TABLE orders ( order\_id NUMBER (10), customer\_id NUMBER (8), order\_status NUMBER (10), date\_ordered DATE = SYSDATE);

CREATE TABLE orders ( order\_id NUMBER (10), customer\_id NUMBER (8), order\_status NUMBER (10),

date\_ordered DATE DEFAULT SYSDATE);

Question: 233 (H)

Examine the structure of the EMPLOYEES table:

|  |  |  |
| --- | --- | --- |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2(25) |  |
| LAST\_NAME | VARCHAR2(25) |  |

Which three statements insert a row into the table? (Choose three.)

INSERT INTO employees VALUES ( NULL, 'John', 'Smith');

INSERT INTO employees( first\_name, last\_name) VALUES( 'John', 'Smith');

INSERT INTO employees VALUES ( '1000', 'John', NULL);

INSERT INTO employees (first\_name, last\_name, employee\_id) VALUES ( 1000, 'John', 'Smith');

INSERT INTO employees (employee\_id) VALUES (1000);

INSERT INTO employees (employee\_id, first\_name, last\_name) VALUES ( 1000, 'John', ' ');

, E, F

Explanation :

EMPLOYEE\_ID is a primary key.

Question: 234 (K)

The user Sue issues this SQL statement:

GRANT SELECT ON sue.EMP TO alice WITH GRANT OPTION;

The user Alice issues this SQL statement:

GRANT SELECT ON sue.EMP TO reena WITH GRANT OPTION;

The user Reena issues this SQL statement:

GRANT SELECT ON sue.EMP TO timber;

The user Sue issues this SQL statement:

REVOKE select on sue.EMP FROM alice;

For which users does the revoke command revoke SELECT privileges on the SUE.EMP table?

Alice only

Alice and Reena

Alice, Reena, and Timber

Sue, Alice, Reena, and Timber

Explanation :

use the REVOKE statement to revoke privileges granted to other users. Privilege granted to others through the WITH GRANT OPTION clause are also revoked.

Alice, Reena and Timber will be revoke.

Question: 235 (B)

The EMPLOYEES table contains these columns:

EMPLOYEE\_ID NUMBER(4)

LAST\_NAME VARCHAR2 (25)

JOB\_ID VARCHAR2(10)

You want to search for strings that contain 'SA\_' in the JOB\_ID column. Which SQL statement do you use?

SELECT employee\_id, last\_name, job\_id FROM employees WHERE job\_id LIKE '%SA\\_%' ESCAPE '\';

SELECT employee\_id, last\_name, job\_id FROM employees WHERE job\_id LIKE '%SA\_';

SELECT employee\_id, last\_name, job\_id FROM employees WHERE job\_id LIKE '%SA\_' ESCAPE "\";

SELECT employee\_id, last\_name, job\_id FROM employees WHERE job\_id = '%SA\_';

Explanation:

ESCAPE identifier to search for the actual % and \_ symbol

Question: 236 (A)

The CUSTOMERS table has these columns:

CUSTOMER\_ID NUMBER(4) NOT NULL

CUSTOMER\_NAME VARCHAR2(100) NOT NULL

CUSTOMER\_ADDRESS VARCHAR2(150)

CUSTOMER\_PHONE VARCHAR2(20)

You need to produce output that states "Dear Customer customer\_name, ". The customer\_name data values come from the CUSTOMER\_NAME column in the CUSTOMERS table.

Which statement produces this output?

SELECT dear customer, customer\_name, FROM customers;

SELECT "Dear Customer", customer\_name || ',' FROM customers;

SELECT 'Dear Customer ' || customer\_name ',' FROM customers;

SELECT 'Dear Customer ' || customer\_name || ',' FROM customers;

SELECT "Dear Customer " || customer\_name || "," FROM customers;

SELECT 'Dear Customer ' || customer\_name || ',' || FROM customers;

Explanation :

Concatenation operator to create a resultant column that is a character expression.

Question: 237 (J)

What is true about sequences?

Once created, a sequence belongs to a specific schema.

Once created, a sequence is linked to a specific table.

Once created, a sequence is automatically available to all users.

Only the DBA can control which sequence is used by a certain table.

Once created, a sequence is automatically used in all INSERT and UPDATE statements.

Question: 238 (K)

Which object privileges can be granted on a view?

none

DELETE, INSERT,SELECT

ALTER, DELETE, INSERT, SELECT

DELETE, INSERT, SELECT, UPDATE

Explanation :

Object privilege on VIEW is DELETE, INSERT, REFERENCES, SELECT and UPDATE.

Question: 239 (F)

Examine the SQL statement that creates ORDERS table:

CREATE TABLE orders (SER\_NO NUMBER UNIQUE, ORDER\_ID NUMBER, ORDER\_DATE DATE NOT NULL, STATUS VARCHAR2(10) CHECK (status IN ('CREDIT', 'CASH')), PROD\_ID NUMBER REFERENCES PRODUCTS(PRODUCT\_ID), ORD\_TOTAL NUMBER, PRIMARY KEY (order\_id, order\_date));

For which columns would an index be automatically created when you execute the above SQL statement? (Choose two.)

SER\_NO

ORDER\_ID

STATUS

PROD\_ID

ORD\_TOTAL

composite index on ORDER\_ID and ORDER\_DATE

, F

Explanation:

Index exist for UNIQUE and PRIMARY KEY constraints

Question: 240 (C)

What is true of using group functions on columns that contain NULL values?

Group functions on columns ignore NULL values.

Group functions on columns returning dates include NULL values.

Group functions on columns returning numbers include NULL values.

Group functions on columns cannot be accurately used on columns that contain NULL values.

Group functions on columns include NULL values in calculations if you use the keyword INC\_NULLS.

Explanation :

group functions on column ignore NULL values

Question: 241 (C)

The STUDENT\_GRADES table has these columns:

STUDENT\_ID NUMBER(12)

SEMESTER\_END DATE

GPA NUMBER(4,3)

Which statement finds the highest grade point average (GPA) per semester?

SELECT MAX(gpa) FROM student\_grades WHERE gpa IS NOT NULL;

SELECT (gpa) FROM student\_grades GROUP BY semester\_end WHERE gpa IS NOT NULL;

SELECT MAX(gpa) FROM student\_grades WHERE gpa IS NOT NULL GROUP BY

semester\_end;

SELECT MAX(gpa) GROUP BY semester\_end WHERE gpa IS NOT NULL FROM student\_grades;

SELECT MAX(gpa) FROM student\_grades GROUP BY semester\_end WHERE gpa IS NOT NULL;

Explanation :

for highest gpa value MAX function is needed,

for result with per semester GROUP BY clause is needed.

Question: 242 (E)

In which four clauses can a subquery be used? (Choose four.)

in the INTO clause of an INSERT statement

in the FROM clause of a SELECT statement

in the GROUP BY clause of a SELECT statement

in the WHERE clause of a SELECT statement

in the SET clause of an UPDATE statement

in the VALUES clause of an INSERT statement

, D, E, F

Explanation :

subquery can be use in the FROM clause of a SELECT statement, in the WHERE clause of a SELECT statement, in the SET clauses of an UPDATE statement, in the VALUES clause of an INSERT statement.

Question: 243 (H)

Examine this statement:

SELECT student\_id, gpa FROM student\_grades WHERE gpa > &&value;

You run the statement once, and when prompted you enter a value of 2.0. A report is produced. What happens when you run the statement a second time?

An error is returned.

You are prompted to enter a new value.

A report is produced that matches the first report produced.

You are asked whether you want a new value or if you want to run the report based on the previous value.

Explanation :

use the double-ampersand if you want to reuse the variable value without prompting the user each time.

Question: 244 (C)

Which SQL statement returns a numeric value?

SELECT ADD\_MONTHS(MAX(hire\_Date), 6) FROM EMP;

SELECT ROUND(hire\_date)FROM EMP;

SELECT sysdate-hire\_date FROM EMP;

SELECT TO\_NUMBER(hire\_date + 7)FROM EMP;

Explanation :

DATE value subtract DATE value will return numeric value.

Question: 245 (J)

What are two reasons to create synonyms? (Choose two.)

You have too many tables.

Your tables are too long.

Your tables have difficult names.

You want to work on your own tables.

You want to use another schema's tables.

You have too many columns in your tables.

, C

Explanation :

create a synonyms when the table name is difficult or you have too many tables

Question: 246 (I)

What is true about updates through a view?

You cannot update a view with group functions.

When you update a view group functions are automatically computed.

When you update a view only the constraints on the underlying table will be in effect.

When you update a view the constraints on the views always override the constraints on the underlying tables.

Question: 247 (E)

You need to write a SQL statement that returns employee name, salary, department ID, and maximum salary earned in the department of the employee for all employees who earn less than the maximum salary in their department.

Which statement accomplishes this task?

SELECT a.emp\_name, a.sal, b.dept\_id, MAX(sal) FROM employees a, departments b WHERE a.dept\_id = b.dept\_id AND a.sal < MAX(sal) GROUP BY b.dept\_id;

SELECT a.emp\_name, a.sal, a.dept\_id, b.maxsal FROM employees a, (SELECT dept\_id, MAX(sal) maxsal FROM employees GROUP BY dept\_id) b WHERE a.dept\_id = b.dept\_id AND a.sal < b.maxsal;

SELECT a.emp\_name, a.sal, a.dept\_id, b.maxsal FROM employees a WHERE a.sal < (SELECT MAX(sal) maxsal FROM employees b GROUP BY dept\_id);

SELECT emp\_name, sal, dept\_id, maxsal FROM employees, (SELECT dept\_id, MAX(sal) maxsal FROM employees GROUP BY dept\_id) WHERE a.sal < maxsal;

Explanation :

function MAX(column\_name)

Question: 248 (B)

The CUSTOMERS table has these columns:

CUSTOMER\_ID NUMBER(4) NOT NULL

CUSTOMER\_NAME VARCHAR2(100) NOT NULL

STREET\_ADDRESS VARCHAR2(150)

CITY\_ADDRESS VARCHAR2(50)

STATE\_ADDRESS VARCHAR2(50)

PROVINCE\_ADDRESS VARCHAR2(50)

COUNTRY\_ADDRESS VARCHAR2(50)

POSTAL\_CODE VARCHAR2(12)

CUSTOMER\_PHONE VARCHAR2(20)

A promotional sale is being advertised to the customers in France. Which WHERE clause identifies customers that are located in France?

WHERE lower(country\_address) = "france"

WHERE lower(country\_address) = 'france'

WHERE lower(country\_address) IS 'france'

WHERE lower(country\_address) = '%france%'

WHERE lower(country\_address) LIKE %france%

Explanation :

WHERE lower(country\_address)=’france’

Explanation :

The only SQL\*Plus command in this list : DESCRIBE. It cannot be used as SQL command.

This command returns a description of tablename, including all columns in that table, the datatype for each column and an indication of whether the column permits storage of NULL values.

Question: 250 (C)

Examine the description of the CUSTOMERS table:

|  |  |  |
| --- | --- | --- |
| CUSTOMER\_ID | NUMBER(4) | NOT NULL |
| CUSTOMER\_NAME | VARCHAR2(100) | NOT NULL |
| STREET\_ADDRESS | VARCHAR2(150) |  |
| CITY\_ADDRESS | VARCHAR2(50) |  |
| STATE\_ADDRESS | VARCHAR2(50) |  |
| PROVINCE\_ADDRESS | VARCHAR2(50) |  |
| COUNTRY\_ADDRESS | VARCHAR2(50) |  |
| POSTAL\_CODE | VARCHAR2(12) |  |
| CUSTOMER\_PHONE | VARCHAR2(20) |  |

The CUSTOMER\_ID column is the primary key for the table.

Which statement returns the city address and the number of customers in the cities Los Angeles or San Francisco?

SELECT city\_address, COUNT(\*) FROM customers

WHERE city\_address IN ( ‘Los Angeles’, ‘San Fransisco’);

SELECT city\_address, COUNT (\*) FROM customers

WHERE city address IN ( ‘Los Angeles’, ‘San Fransisco’) GROUP BY city\_address;

SELECT city\_address, COUNT(customer\_id) FROM customers

WHERE city\_address IN ( ‘Los Angeles’, ‘San Fransisco’)

GROUP BY city\_address, customer\_id;

SELECT city\_address, COUNT (customer\_id) FROM customers

GROUP BY city\_address IN ( ‘Los Angeles’, ‘San Fransisco’);

Question: 251 (I)

What does the FORCE option for creating a view do?

creates a view with constraints

creates a view even if the underlying parent table has constraints

creates a view in another schema even if you don't have privileges

creates a view regardless of whether or not the base tables exist

Explanation :

create a view regardless of whether or not the base tables exist.

Question: 252 (H)

A data manipulation language statement \_\_\_\_\_.

completes a transaction on a table

modifies the structure and data in a table

modifies the data but not the structure of a table

modifies the structure but not the data of a table

Explanation :

modifies the data but not the structure of a table

Question: 253 (C)

You need to perform these tasks:

Create and assign a MANAGER role to Blake and Clark

Grant CREATE TABLE and CREATE VIEW privileges to Blake and Clark

Which set of SQL statements achieves the desired results?

CREATE ROLE manager; GRANT create table, create view TO manager;

GRANT manager TO BLAKE,CLARK;

CREATE ROLE manager;

GRANT create table, create voew TO manager;

GRANT manager ROLE TO BLAKE,CLARK; C. GRANT manager ROLE TO BLAKE,CLARK;

GRANT create table, create voew TO BLAKE CLARK;

\*\*\*MISSING\*\*\*

Question: 254 (K)

The DBA issues this SQL command:

CREATE USER scott IDENTIFIED by tiger;

What privileges does the user Scott have at this point?

no privileges

only the SELECT privilege

only the CONNECT privilege

all the privileges of a default user

Explanation :

when a user is created, by default no privilege is granted

Question: 255 (E)

Exhibit:

![](data:image/jpeg;base64,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)

Examine the data in the EMPLOYEES table.

Examine the subquery:

SELECT last\_name

FROM employees

WHERE salary IN (SELECT MAX(salary)

FROM employees

GROUP BY department\_id);

Which statement is true?

The SELECT statement is syntactically accurate.

The SELECT statement does not work because there is no HAVING clause.

The SELECT statement does not work because the column specified in the GROUP BY

clause is not in the SELECT list.

The SELECT statement does not work because the GROUP BY clause should be in the main query and not in the subquery.

Question: 256 (K)

Examine the statement:

GRANT select, insert, update

ON student\_grades

TO manager

WITH GRANT OPTION;

Which two are true? (Choose two.)

MANAGER must be a role.

It allows the MANAGER to pass the specified privileges on to other users.

It allows the MANAGER to create tables that refer to the STUDENT\_GRADES table.

It allows the MANAGER to apply all DML statements on the STUDENT\_GRADES table.

It allows the MANAGER the ability to select from, insert into, and update the STUDENT\_GRADES table.

It allows the MANAGER the ability to select from, delete from, and update the STUDENT\_GRADES table.

, E

Explanation :

GRANT ROLE to ROLE/USER

Question: 257 (I)

Which best describes an inline view?

a schema object

a subquery that can contain an ORDER BY clause

another name for a view that contains group functions

a subquery that is part of the FROM clause of another query

Explanation :

a subquery that is part of the FROM clause of another query

Question: 258 (D)

Examine the structure of the EMPLOYEES and DEPARTMENTS tables:

EMPLOYEES

EMPLOYEE\_ID NUMBER

DEPARTMENT\_ID NUMBER

MANAGER\_ID NUMBER

LAST\_NAME VARCHAR2(25)

DEPARTMENTS

DEPARTMENT\_ID NUMBER

MANAGER\_ID NUMBER

DEPARTMENT\_NAME VARCHAR2(35)

LOCATION\_ID NUMBER

You want to create a report displaying employee last names, department names, and locations. Which query should you use to create an equi-join?

SELECT last\_name, department\_name, location\_id FROM employees , departments ;

SELECT employees.last\_name, departments.department\_name, departments.location\_id

FROM employees e, departments D WHERE e.department\_id =d.department\_id;

SELECT e.last\_name, d.department\_name, d.location\_id FROM employees e, departments D WHERE manager\_id =manager\_id;

SELECT e.last\_name, d.department\_name, d.location\_id FROM employees e, departments D WHERE e.department\_id =d.department\_id;

Explanation :

Equijoins are also called simple joins or inner joins. Equijoin involve primary key and foreign key.

Question: 259 (B)

The PRODUCTS table has these columns:

PRODUCT\_ID NUMBER(4)

PRODUCT\_NAME VARCHAR2(45)

PRICE NUMBER(8,2)

Evaluate this SQL statement:

SELECT \* FROM PRODUCTS ORDER BY price, product\_name;

What is true about the SQL statement?

The results are not sorted.

The results are sorted numerically.

The results are sorted alphabetically.

The results are sorted numerically and then alphabetically.

Explanation :

the result is sort by price which is numeric and follow by product\_name which is alphabetically.

Question: 260 (D)

In which two cases would you use an outer join? (Choose two.)

The tables being joined have NOT NULL columns.

The tables being joined have only matched data.

The columns being joined have NULL values.

The tables being joined have only unmatched data.

The tables being joined have both matched and unmatched data.

Only when the tables have a primary key/foreign key relationship.

, E

Explanation:

You use an outer join to also see rows that do not meet the join condition.

Question: 261 (G)

Which constraint can be defined only at the column level?

UNIQUE

NOT NULL

CHECK

PRIMARY KEY

FOREIGN KEY

Explanation:

the NOT NULL constraint can be specified only at the column level, not at the table level.

|  |  |  |
| --- | --- | --- |
| Question: 262 (H) |  |  |
| Examine the structure of the EMPLOYEES table: | |  |
| EMPLOYEE\_ID | NUMBER | NOT NULL |
| EMP\_NAME | VARCHAR2(30) |  |
| JOB\_ID | VARCHAR2(20) |  |
| SAL | NUMBER |  |
| MGR\_ID | NUMBER |  |
| DEPARTMENT\_ID | NUMBER |  |

You want to create a SQL script file that contains an INSERT statement. When the script is run, the INSERT statement should insert a row with the specified values into the EMPLOYEES table. The INSERT statement should pass values to the table columns as specified below:

EMPLOYEE\_ID: Next value from the sequence

EMP\_ID\_SEQEMP\_NAME and JOB\_ID: As specified by the user during run time, through

substitution variables

SAL: 2000

MGR\_ID: No value

DEPARTMENT\_ID: Supplied by the user during run time through

substitution variable. The INSERT statement

should fail if the user supplies a value other than

20 or 50.

Which INSERT statement meets the above requirements?

INSERT INTO employeesVALUES (emp\_id\_seq.NEXTVAL, '&ename', '&jobid', 2000, NULL, &did);

INSERT INTO employeesVALUES (emp\_id\_seq.NEXTVAL, '&ename', '&jobid', 2000, NULL, &did IN (20,50));

INSERT INTO (SELECT \* FROM employees WHERE department\_id IN (20,50)) VALUES (emp\_id\_seq.NEXTVAL, '&ename', '&jobid', 2000, NULL, &did);

INSERT INTO (SELECT \* FROM employees WHERE department\_id IN (20,50) WITH CHECK OPTION)VALUES (emp\_id\_seq.NEXTVAL, '&ename', '&jobid', 2000, NULL, &did);

INSERT INTO (SELECT \* FROM employees WHERE (department\_id = 20 AND department\_id = 50) WITH CHECK OPTION )VALUES (emp\_id\_seq.NEXTVAL, '&ename', '&jobid', 2000, NULL, &did);

Question: 263 (K)

The user Alice wants to grant all users query privileges on her DEPT table. Which SQL statement accomplishes this?

GRANT select ON dept TO ALL\_USERS;

GRANT select ON dept TO ALL;

GRANT QUERY ON dept TO ALL\_USERS

GRANT select ON dept TO PUBLIC;

Explanation :

view the columns associated with the constraint names in the USER\_CONS\_COLUMNS view.

Question: 264 (G)

Which view should a user query to display the columns associated with the constraints on a table owned by the user?

USER\_CONSTRAINTS

USER\_OBJECTS

ALL\_CONSTRAINTS

USER\_CONS\_COLUMNS

USER\_COLUMNS

Explanation :

view the columns associated with the constraint names in the USER\_CONS\_COLUMNS view.

Question: 265 (K)

Examine these statements:

CREATE ROLE registrar;

GRANT UPDATE ON student\_grades TO registrar; GRANT registrar to user1, user2, user3;

What does this set of SQL statements do?

The set of statements contains an error and does not work.

It creates a role called REGISTRAR, adds the MODIFY privilege on the STUDENT\_GRADES object to the role, and gives the REGISTRAR role to three users.

It creates a role called REGISTRAR, adds the UPDATE privilege on the STUDENT\_GRADES object to the role, and gives the REGISTRAR role to three users.

It creates a role called REGISTRAR, adds the UPDATE privilege on the STUDENT\_GRADES object to the role, and creates three users with the role.

It creates a role called REGISTRAR, adds the UPDATE privilege on three users, and gives the REGISTRAR role to the STUDENT\_GRADES object.

It creates a role called STUDENT\_GRADES, adds the UPDATE privilege on three users, and gives the UPDATE role to the registrar.

Explanation:

the statement will create a role call REGISTRAR, grant UPDATE on student\_grades to registrar, grant the role to user1,user2 and user3.

Question: 266 (E)

Which two statements about subqueries are true? (Choose two.)

A subquery should retrieve only one row.

A subquery can retrieve zero or more rows.

A subquery can be used only in SQL query statements.

Subqueries CANNOT be nested by more than two levels.

A subquery CANNOT be used in an SQL query statement that uses group functions.

When a subquery is used with an inequality comparison operator in the outer SQL statement, the column list in the SELECT clause of the subquery should contain only one column.

, F

Explanation:

subquery can retrieve zero or more rows, subquery is used with an inequality camparison operator in the outer SQL statement, the column list in the SELECT clause of the subquery should contain only one column.

Question: 267 (G)

You need to design a student registration database that contains several tables storing academic information. The STUDENTS table stores information about a student. The STUDENT\_GRADES table stores information about the student's grades. Both of the tables have a column named STUDENT\_ID. The STUDENT\_ID column in the STUDENTS table is a primary key. You need to

create a foreign key on the STUDENT\_ID column of the STUDENT\_GRADES table that points to the STUDENT\_ID column of the STUDENTS table. Which statement creates the foreign key?

CREATE TABLE student\_grades (student\_id NUMBER(12),semester\_end DATE, gpa NUMBER(4,3), CONSTRAINT student\_id\_fk REFERENCES (student\_id) FOREIGN KEY students(student\_id));

CREATE TABLE student\_grades(student\_id NUMBER(12),semester\_end DATE, gpa NUMBER(4,3), student\_id\_fk FOREIGN KEY (student\_id) REFERENCES students(student\_id));

CREATE TABLE student\_grades(student\_id NUMBER(12),semester\_end DATE, gpa NUMBER(4,3), CONSTRAINT FOREIGN KEY (student\_id) REFERENCES students(student\_id));

CREATE TABLE student\_grades(student\_id NUMBER(12),semester\_end DATE, gpa NUMBER(4,3), CONSTRAINT student\_id\_fk FOREIGN KEY (student\_id) REFERENCES students(student\_id));

Explanation :

CONSTRAINT name FOREIGN KEY (column\_name) REFERENCES table\_name (column\_name);

Question: 268 (H)

Evaluate the SQL statement:

TRUNCATE TABLE DEPT;

Which three are true about the SQL statement? (Choose three.)

It releases the storage space used by the table.

It does not release the storage space used by the table.

You can roll back the deletion of rows after the statement executes.

You can NOT roll back the deletion of rows after the statement executes.

An attempt to use DESCRIBE on the DEPT table after the TRUNCATE statement executes will display an error.

You must be the owner of the table or have DELETE ANY TABLE system privileges to truncate the DEPT table

, D, F

Explanation :

does not release the storage space used by the table, Can not rollback the deletion of rows after the statement executes, You must be the owner of the table or have DELETE ANY TABLE system privilege to truncate the DEPT table.

Question: 269 (G)

Which two statements are true about constraints? (Choose two.)

The UNIQUE constraint does not permit a null value for the column.

A UNIQUE index gets created for columns with PRIMARY KEY and UNIQUE constraints.

The PRIMARY KEY and FOREIGN KEY constraints create a UNIQUE index.

The NOT NULL constraint ensures that null values are not permitted for the column.

, D

Explanation:

the UNIQUE constraint does not permit a null value for the column The NOT NULL constraint ensure that null value are not permitted for the column

Question: 270 (H)

Which three are true? (Choose three.)

A MERGE statement is used to merge the data of one table with data from another.

A MERGE statement replaces the data of one table with that of another.

A MERGE statement can be used to insert new rows into a table.

A MERGE statement can be used to update existing rows in a table.

, B, C

Explanation:

Merge is used to merge the data of one table with data from another, replaces the data of one table with that of another, used to insert new rows into a table.

Question: 271 (F)

Which is a valid CREATE TABLE statement?

CREATE TABLE EMP9$# AS (empid number(2));

CREATE TABLE EMP\*123 AS (empid number(2));

CREATE TABLE PACKAGE AS (packid number(2));

CREATE TABLE 1EMP\_TEST AS (empid number(2));

Explanation :

Table names and column names must begin with a letter and be 1-30 characters long. Characters A-Z,a-z, 0-9, \_, $ and # (legal characters but their use is discouraged).

Question: 272 (A)

A SELECT statement can be used to perform these three functions:

Choose rows from a table.

Choose columns from a table.

Bring together data that is stored in different tables by creating a link between them.

Which set of keywords describes these capabilities?

difference, projection, join

selection, projection, join

selection, intersection, join

intersection, projection, join

difference, projection, product

Explanation:

choose rows from a table is SELECTION,

Choose column from a table is PROJECTION Bring together data in different table by creating a link between them is JOIN.

Question: 273 (C)

Which four are types of functions available in SQL? (Choose 4)

string

character

integer

calendar

numeric

translation

date

conversion

, E,G, H

References EMPLOYEE\_ID column

Foreign key to DEPARTMENT\_ID column of the DEPARTMENTS table

Explanation :

SQL have character, numeric, date, conversion function.

Question: 274 (J)

Examine the structure of the EMPLOYEES table:

EMPLOYEE\_ID NUMBER NOT NULL, Primary Key

EMP\_NAME VARCHAR2(30)

JOB\_ID NUMBER

SAL NUMBER

MGR\_ID NUMBER

DEPARTMENT\_ID NUMBER

You created a sequence called EMP\_ID\_SEQ in order to populate sequential values for the EMPLOYEE\_ID column of the EMPLOYEES table. Which two statements regarding the EMP\_ID\_SEQ sequence are true? (Choose two.)

You cannot use the EMP\_ID\_SEQ sequence to populate the JOB\_ID column.

The EMP\_ID\_SEQ sequence is invalidated when you modify the EMPLOYEE\_ID column.

The EMP\_ID\_SEQ sequence is not affected by modifications to the EMPLOYEES table.

Any other column of NUMBER data type in your schema can use the EMP\_ID\_SEQ sequence.

The EMP\_ID\_SEQ sequence is dropped automatically when you drop the EMPLOYEES table.

The EMP\_ID\_SEQ sequence is dropped automatically when you drop the EMPLOYEE\_ID column.

, D

Explanation :

the EMP\_ID\_SEQ sequence is not affected by modification to the EMPLOYEES table. Any other column of NUMBER data type in your schema can use the EMP\_ID\_SEQ sequence.

Question: 275 (B)

Evaluate these two SQL statements:

SELECT last\_name, salary, hire\_dateFROM EMPLOYEES ORDER BY salary DESC; SELECT last\_name, salary, hire\_dateFROM EMPLOYEES ORDER BY 2 DESC;

What is true about them?

The two statements produce identical results.

The second statement returns a syntax error.

There is no need to specify DESC because the results are sorted in descending order by default.

The two statements can be made to produce identical results by adding a column alias for the salary column in the second SQL statement.

Explanation :

the two statement produce identical results as ORDER BY 2 will take the second column as sorting column.

Question: 276 (H)

Examine the structure of the EMPLOYEES and NEW\_EMPLOYEES tables:

|  |  |  |
| --- | --- | --- |
| EMPLOYEES |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| FIRST\_NAME | VARCHAR2(25) |  |
| LAST\_NAME | VARCHAR2(25) |  |
| HIRE\_DATE | DATE |  |
| NEW\_EMPLOYEES |  |  |
| EMPLOYEE\_ID | NUMBER | Primary Key |
| NAME | VARCHAR2(60) |  |

Which MERGE statement is valid?

MERGE INTO new\_employees c USING employees e

ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE SET

C.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN

INSERT value

S(e.employee\_id, e.first\_name ||', '||e.last\_name);

MERGE new\_employees c USING employees e

ON (c.employee\_id = e.employee\_id)

WHEN EXISTS THEN

UPDATE SET

C.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN INSERT valueS(e.employee\_id, e.first\_name ||', '||e.last\_name);

C. MERGE INTO new\_employees cUSING employees e ON (c.employee\_id = e.employee\_id)

WHEN EXISTS THEN UPDATE SET

C.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN

INSERT value

S(e.employee\_id, e.first\_name ||', '||e.last\_name);

D. MERGE new\_employees c

FROM employees e ON (c.employee\_id = e.employee\_id) WHEN MATCHED THEN

UPDATE SET

c.name = e.first\_name ||','|| e.last\_name WHEN NOT MATCHED THEN INSERT INTO

new\_employees valueS(e.employee\_id, e.first\_name ||', '||e.last\_name);

Explanation :

this is the correct MERGE statement syntax

Question: 277 (C)

Which SQL statement displays the date March 19, 2001 in a format that appears as “Nineteenth of March 2001 12:00:00 AM”?

SELECT

TO\_CHAR(TO\_DATE(“19-Mar-2001’, ‘DD-Mon-YYYY’), ‘fmDdspth “of” Month YYYY fmHH:MI:SS AM’) NEW\_DATE

FROM dual;

SELECT

TO\_CHAR(TO\_DATE(’19-Mar -2001’, ‘DD-Mon -YYYY’), ‘Ddspth “of” Month YYYY fmHH:MI:SS AM’) NEW\_DATE

FROM dual;

SELECT

TO\_CHAR(TO\_DATE(’19-Mar -2001’, ‘DD-Mon -YYYY’), ‘fmDdspth “of” Month YYYY

HH:MI:SS AM’) NEW\_DATE D. SELECT

TO\_CHAR(TO\_DATE(’19-Mar -2001’, ‘DD-Mon -YYYY), ‘fmDdspth “of” Month YYYYfmtHH:HI:SS AM') NEW\_DATE FROM dual;

Question: 278 (K)

Which one is a system privilege?

SELECT

DELETE

EXECUTE

ALTER TABLE

CREATE TABLE

Question: 279 (A)

Which statement correctly describes SQL and /SQL\*Plus?

Both SQL and /SQL\*plus allow manipulation of values in the database.

/SQL\*Plus recognizes SQL statements and sends them to the server; SQL is the Oracle proprietary interface for executing SQL statements.

/SQL\*Plus is a language for communicating with the Oracle server to access data; SQL recognizes SQL statements and sends them to the server.

SQL manipulates data and table definitions in the database; /SQL\*Plus does not allow manipulation of values in the database.

Question: 280 (D)

Exhibit

![](data:image/jpeg;base64,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)

Examine the data in the EMPLOYEES and DEPARTMENTS tables.

You want to retrieve all employees’ last names, along with their manager’s last names and their department names. Which query would you use?

SELECT last\_name, manager\_id, department\_name FROM employees e

FULL OUTER JOIN departments d ON (e.department\_id = d.department\_id);

SELECT e.last\_name, m.last\_name, department\_name FROM employees e

LEFT OUTER JOIN employees m on ( e.managaer\_id = m.employee\_id) LEFT OUTER JOIN departments d ON (e.department\_id = d.department\_id);

SELECT e.last\_name, m.last\_name, department\_name FROM employees e

RIGT OUTER JOIN employees m on ( e.manager\_id = m.employee\_id) LEFT OUTER JOIN departments d ON (e.department\_id = d.department\_id);

SELECT e.last\_name, m.last\_name, department\_name FROM employees e

LEFT OUTER JOIN employees m on ( e.manager\_id = m.employee\_id) RIGT OUTER JOIN departments d ON (e.department\_id = d.department\_id);

SELECT e.last\_name, m.last\_name, department\_name FROM employees e

RIGHT OUTER JOIN employees m on ( e.manager\_id = m.employee\_id) RIGHT OUTER JOIN departments d ON (e.department\_id = d.department\_id)

SELECT last\_name, manager\_id, department\_name FROM employees e

JOIN departments d ON (e.department\_id = d.department\_id) ;

Question: 281 (H)

Examine the structure of the EMPLOYEES table:

EMPLOYEE\_ID NUMBER Primary Key

FIRST\_NAME VARCHAR2(25)

LAST\_NAME VARCHAR2(25)

HIRE\_DATE DATE

Which INSERT statement is valid?

INSERT INTO employees (employee\_id, first\_name, last\_name, hire\_date) VALUES ( 1000, ‘John’, ‘Smith’, ‘01/01/01’);

INSERT INTO employees(employee\_id, first\_name, last\_name, hire\_date) VALUES ( 1000, ‘John’, ‘Smith’, ’01 January 01’);

INSERT INTO employees(employee\_id, first\_name, last\_name, Hire\_date) VALUES ( 1000, ‘John’, ‘Smith’, To\_date(‘01/01/01’));

INSERT INTO employees(employee\_id, first\_name, last\_name, hire\_date)

VALUES ( 1000, ‘John’, ‘Smith’, 01-Jan-01);

Question: 282 (I)

User Mary has a view called EMP\_DEPT\_LOC\_VU that was created based on the EMPLOYEES, DEPARTMENTS, and LOCATIONS tables. She has the privilege to create a public synonym, and would like to create a synonym for this view that can be used by all users of the database.

Which SQL statement can Mary use to accomplish that task?

CREATE PUBLIC SYNONYM EDL\_VU ON emp\_dept\_loc\_vu;

CREATE PUBLIC SYNONYM EDL:VU FOR mary (emp\_dept\_loc\_vu);

CREATE PUBLIC SYNONYM EDL\_VU FOR emp\_dept\_loc\_vu;

CREATE SYNONYM EDL\_VU

ON emp\_dept\_loc\_vu

FOR EACH USER;

E. CREATE SYNONYM EDL\_VU

FOR EACH USER

ON emp\_dept\_loc\_vu;

CREATE PUBLIC SYNONYM EDL\_VU ON emp\_dept\_loc\_vu

FOR ALL USERS;

Question: 283 (E)

Exhibit
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The COMMISSION column shows the monthly commission earned by the employee. Which two tasks would require subqueries or joins in order to be performed in a single step? (Choose two.)

listing the employees who earn the same amount of commission as employee 3

finding the total commission earned by the employees in department 10

finding the number of employees who earn a commission that is higher than the average commission of the company

listing the departments whose average commission is more that 600

listing the employees who do not earn commission and who are working for department 20 in descending order of the employee ID

listing the employees whose annual commission is more than 6000

, C

Question: 284 (I)

Examine the statement:

Create synonym emp for hr.employees;

What happens when you issue the statement?

An error is generated.

You will have two identical tables in the HR schema with different names.

You create a table called employees in the HR schema based on you EMP table.

You create an alternative name for the employees table in the HR schema in your own schema.

Question: 285 (H)Examine the structure of the EMPLOYEES table:

EMPLOYEE\_ID NUMBER Primary Key

FIRST\_NAME VARCHAR2 (25)

LAST\_NAME VARCHAR2 (25)

HIRE\_DATE DATE

Which UPDATE statement is valid?

UPDATE employees SET first\_name = ‘John’ SET last\_name = ‘Smith’

WHERE employee\_id = 180;

UPDATE employees SET first\_name = ‘John’, SET last\_name = ‘Smoth’

WHERE employee\_id = 180;

C. UPDATE employee

SET first\_name = ‘John’

AND last\_name = ‘Smith’

WHERE employee\_id = 180;

D. UPDATE employee

SET first\_name = ‘John’, last\_name = ‘Smith’

WHERE employee\_id = 180;

Question: 286 (J)

What is true about sequences?

The start value of the sequence is always 1.

A sequence always increments by 1.

The minimum value of an ascending sequence defaults to 1.

The maximum value of descending sequence defaults to 1.

Question: 287 (B)

The STUDENT\_GRADES table has these columns

STUDENT\_ID NUMBER(12)

SEMESTER\_END DATE

GPA NUMBER(4,3)

Which statement finds students who have a grade point average (GPA) greater than 3.0 for the calendar year 2001?

SELECT student\_id, gpa FROM student\_grades

WHERE semester\_end BETWEEN ’01-JAN-2001’ AND ’31-DEC-2001’ OR gpa > 3.;

SELECT student\_id, gpa FROM student\_grades

WHERE semester\_end BETWEEN ’01-JAN-2001’ AND ’31-DEC-2001’

AND gpa gt 3.0;

SELECT student\_id, gpa FROM student\_grades

WHERE semester\_end BETWEEN ’01-JAN-2001’ AND ’31-DEC-2001’

AND gpa > 3.0;

SELECT student\_id, gpa FROM student\_grades

WHERE semester\_end BETWEEN ’01-JAN-2001’ AND ’31-DEC-2001’ AND gpa > 3.0;

SELECT student\_id, gpa FROM student\_grades

WHERE semester\_end > ’01-JAN-2001’ OR semester\_end < ’31-DEC-2001’ AND gpa >= 3.0;

Question: 288 (D)

Exhibit

ORDERS

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ORD\_ID |  | ORD\_DATE | CUST\_ID | ORD\_TOTAL | |
| 100 |  | 12-JAB-2000 | 15 | 10000 | |
| 101 |  | 09-MAR-2000 | 40 | 8000 | |
| 102 |  | 09-MAR-2000 | 35 | 12500 | |
| 103 |  | 15-MAR-2000 | 15 | 12500 | |
| 104 |  | 25-JUN-2000 | 15 | 6000 | |
| 105 |  | 18-JUL-2000 | 20 | 5000 | |
| 106 |  | 18-JUL-2000 | 35 | 7000 | |
| 108 |  | 04-AUG-2000 | 10 | 8000 | |
| CUSTOMERS | | |  |  |  |
| CUST\_ID | | CUST\_NAME | CITY |  |  |
| 10 |  | Smith | Los Angeles | |  |
| 15 |  | Bob | San Francisco | |  |
| 20 |  | Martin | Chicago |  |  |
| 25 |  | Mary | New York |  |  |
| 30 |  | Rina | Chicago |  |  |
| 35 |  | Smith | New York |  |  |
| 40 |  | Linda | New York |  |  |

Evaluate this SQL statement:

SELECT cust\_id, ord\_total FROM orders

WHERE ord\_total > ANY (SELECT ord\_total FROM orders

WHERE cust\_id IN (SELECT cust\_id FROM customers

WHERE city LIKE ‘New York’));

What is the result when the above query is executed?

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A. | |  |  |  |  |  |
| CUST\_ID | ORD\_TOTAL | | | |  |  |  |
| 15 |  | 10000 | |  |  |  |  |
| 40 |  | 8000 | |  |  |  |  |
| 35 |  | 12500 | |  |  |  |  |
| 15 |  | 12500 | |  |  |  |  |
| 10 |  | 8000 | |  |  |  |  |
| B. | |  |  |  |  |  |  |
| CUST\_ID | ORD\_TOTAL | | |  | |  |  |
| 15 |  | 10000 | |  |  |  |  |
| 35 |  | 12500 | |  |  |  |  |
| 15 |  | 12000 | |  |  |  |  |
| C. | |  |  |  |  |  |  |
| CUST\_ID | ORD\_TOTAL | | | |  |  |  |
| 15 |  | 10000 | |  |  |  |  |
| 40 |  | 8000 | |  |  |  |  |
| 15 |  | 12000 | |  |  |  |  |
| 15 |  | 6000 | |  |  |  |  |
| 20 |  | 5000 | |  |  |  |  |
| 35 |  | 7000 | |  |  |  |  |
| 20 |  | 6500 | |  |  |  |  |
| 10 |  | 8000 | |  |  |  |  |
| D. | |  |  |  |  |  |  |
| CUST\_ID ORD\_TOTAL | | | |  | |  |  |
| 15 |  | 6000 | |  |  |  |  |
| 20 |  | 5000 | |  |  |  |  |

6500

The query returns no rows.

The query fails because ANY is not a valid operator with a subquery.

Question: 289 (E)

Which two statements about subqueries are true? (Choose two.)

A single row subquery can retrieve data from only one table.

A SQL query statement cannot display data from table B that is referred to in its subquery, unless table B is included in the main query’s FROM clause.

A SQL query statement can display data from table B that is referred to in its subquery, without including B in its own FROM clause.

A single row subquery can retrieve data from more than one table.

A single row subquery cannot be used in a condition where the LIKE operator is used for comparison. F. A multiple-row subquery cannot be used in an INSERT statement to insert multiple rows at a time.

, F

Question: 290 (E)

What is true regarding subqueries?

The inner query always sorts the results of the outer query

The outer query always sorts the results of the inner query

The outer query must return a value to the outer query

The inner query returns a value to the outer query

The inner query must always return a value or the outer query will give an error

Question: 291 (C)

For which action can you use the TO\_DATE function?

Convert any date literal to a date

Convert any numeric literal to a date

Convert any character literal to a date

Convert any date to a character literal

Format ’10-JAN-99’ to ‘January 10 1999’

Question: 292 (B)

EXHIBIT, Emp Table
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Examine the data from the EMP table.

Evaluate this SQL statement:

SELECT \* FROM emp

WHERE commission = (SELECT commission

FROM emp

WHERE emp\_id=3);

What is the result when the query is executed?

Exhibit A

Exhibit B

The query returns no rows

The query fails because the outer query is retrieving more than one column

The query fails because both the inner and outer queries are retrieving data from the same table.

Question: 293

Which three statements about subqueries are true? (Choose three.)

A main query can have more than one subquery.

A subquery can have more than one main query.

The subquery and main query must retrieve data from the same table.

The subquery and main query can retrieve data from different tables.

Only one column or expression can be compared between the subquery and main query.

Multiple columns or expression can be compared between the subquery and main query.

, C, E

Question: 294

Evaluate this SQL statement:

SELECT e.emp\_name, d.dept\_name

FROM employees e

JOIN departments d

USING (department\_id)

WHERE d.department\_id NOT IN (10,40)

ORDER BY dept\_name;

The statement fails when executed. Which change fixes the error?

remove the ORDER BY clause

remove the table alias prefix from the WHERE clause

remove the table alias from the SELECT clause

prefix the column in the USING clause with the table alias

prefix the column in the ORDER BY clause with the table alias

replace the condition ”d.department\_id NOT IN (10,40)” in the WHERE clause with

”d.department\_id <> 10 AND d.department\_id <> 40”

Question: 295

Evaluate the SQL statement:

SELECT LPAD (salary,10,\*)

FROM EMP

WHERE EMP\_ID = 1001;

If the employee with the EMP\_ID 1001 has a salary of 17000, what is displayed?

17000.00

17000\*\*\*\*\*

\*\*\*\*170.00

\*\*17000.00

an error statement